**INTRODUCTION**

**What is Spring?**

This lesson gives a quick overview of Spring as a dependency injection framework.

**We'll cover the following**

* [Tight coupling](https://www.educative.io/courses/guide-spring-5-spring-boot-2/qA0AvkLGgEG#Tight-coupling)
* [Loose coupling](https://www.educative.io/courses/guide-spring-5-spring-boot-2/qA0AvkLGgEG#Loose-coupling)

The Spring framework is an open-source Java application framework, which is based on two key principles: **dependency injection** and **Inversion of Control**. Spring has the ability to autowire the dependency at run time, which allows the developer to write *loosely coupled* code.

Spring framework uses metadata in the form of xml file or java annotations to create objects and identifies dependencies, thereby producing a ready-to-use application.

Spring creates a ready-to-use application

A typical web application is divided into three layers: web, business, and the data layer. These layers have objects that collaborate with each other to make the application work. These collaborations are called *dependencies*. A typical application has a lot of classes and dependencies.

**Tight coupling**

*Tightly coupled* code involves creating an instance of the dependency inside the class. As an example, suppose we have an application that recommends movies to watch. The application uses content-based filtering that employs item-to-item similarity as well as user preferences. The class MovieRecommender is directly instantiating an object of ContentBasedFilter, which makes ContentBasedFilter a dependency of MovieRecommender.

 public class MovieRecommender {  
    ContentBasedFilter filter = new ContentBasedFilter();  
    //...  
 }

 public class ContentBasedFilter {  
    //...  
 }

Problems can arise when we want to use a different option for the dependency. Suppose we did not get good movie recommendations from the content-based filter and want to switch to a collaborative filter which takes into account the choices of users who have watched similar movies. This entails changing the code of MovieRecommender, which would be a disadvantage of using tightly coupled code.

**Loose coupling**

A better way would be to implement an interface. This will remove the direct instantiation of the ContentBasedFilter, and instead, ask for the type of filter as an argument to the constructor.

interface Filter {  
    //method declarations  
}

public class ContentBasedFilter implements Filter {  
    //implement interface methods  
}

public class MovieRecommender {  
  
    Filter filter;  
  
    public MovieRecommender(Filter filter) {  
        this.filter = filter;  
    }  
  
    //...  
}

This way MovieRecommender is not dependent on a specific type of filter and can be used with both a content-based filter and a collaborative filter. The above code snippet is an example of loosely coupled code. Loose coupling has a number of advantages.

public static void main(String[] args) {  
  
   MovieRecommender recommender = new MovieRecommender(new ContentBasedFilter());  
    //...  
}

Here, we have created an object of ContentBasedFilter class implementing the Filter interface and an object of MovieRecommender class. We have injected the ContentBasedFilter object into the MovieRecommender object. The Spring framework writes the above code on its own. *Spring creates objects and populates dependencies*. As a programmer, you only have to tell which objects it has to create and what the dependencies of each object are.

Spring takes control of populating the dependencies and injecting the ContentBasedFilter object into the MovieRecommender object. This is in contrast to the approach shown in the first code snippet where MovieRecommender instantiated the ContentBasedFilter object itself. Spring inverts the control by taking responsibility for populating the dependency. This is referred to as *Inversion of Control (IoC)*.

To summarize, Spring is a dependency injection framework that promotes loosely coupled code.

**History**

Walk through the history of major developments in the enterprise application development and releases of the Spring framework.

**We'll cover the following**

* [The rise of Spring](https://www.educative.io/courses/guide-spring-5-spring-boot-2/7ANnW24NOjG#The-rise-of-Spring)
* [Development timeline](https://www.educative.io/courses/guide-spring-5-spring-boot-2/7ANnW24NOjG#Development-timeline)

Spring is a framework for enterprise development. It is similar to J2EE but is way more popular because of its helper classes, which make programming a breeze.

**The rise of Spring**

J2EE has been around since 1999, but it earned a bad reputation because of its use of Enterprise Java Beans (EJB), which were complicated to use and deteriorated the application’s performance. Other issues with J2EE included the need to write extensive plumbing code for error handling and JDBC connectivity, and the lack of unit testing support. The applications were heavyweight because all the Java EE features were supported and had to be configured and all dependencies had to be hard-coded as well.

In 2002, Rod Johnson wrote a book outlining a framework that simplified EE development. It was initially called Interface21 before being released as an open source framework. When Spring made its appearance in 2003, programmers were using J2EE without Java Beans. Spring gained immense popularity in a short amount of time and captured most of the J2EE market share. The EJB functionality was improved in Java EE5 and Java EE6, with the focus being on ease of use. The current version, Java EE8, is similar to Spring, and both frameworks can be used to achieve the same results.

Spring and Java EE timeline

**Development timeline**

Spring has gained a lot of momentum since the launch of Spring 1.0 in 2004. By the time Spring 2.0 was released in 2006, Spring had surpassed 1 million downloads! Spring 2.0 removed complexities from XML config files. The next version, Spring 2.5, introduced annotation configurations. Spring 3.0, released in 2009, set the minimum Java requirement to Java 5 and provided built-in REST support. Spring 3.2 introduced Java configuration and got rid of web.xml. In 2012, the Spring Mobile and Spring Android projects were released. In 2013, Spring 4.0 came around. This was the same year Spring Boot 1.0 was introduced to remove complexities associated with creating a web application. Spring Boot configures all the required Spring components and sets up dependencies in Gradle/Maven along with configuring the required beans using either xml, annotations, or Java code. The current version of the framework, Spring 5.0 came out in 2017. It sets the minimum Java requirement to Java 8.

Spring has simplified application development and its ease of use has led to widespread adoption of the framework. Spring Boot enables users to create a project with all required dependencies automatically wired in.

**Terminology**

Learn the different terms used in the world of Spring.

**We'll cover the following**

* [Beans](https://www.educative.io/courses/guide-spring-5-spring-boot-2/B8pAzvx7DXX#Beans)
* [Autowiring](https://www.educative.io/courses/guide-spring-5-spring-boot-2/B8pAzvx7DXX#Autowiring)
* [Dependency injection](https://www.educative.io/courses/guide-spring-5-spring-boot-2/B8pAzvx7DXX#Dependency-injection)
* [Inversion of Control](https://www.educative.io/courses/guide-spring-5-spring-boot-2/B8pAzvx7DXX#Inversion-of-Control)
* [IoC container](https://www.educative.io/courses/guide-spring-5-spring-boot-2/B8pAzvx7DXX#IoC-container)
* [Bean factory](https://www.educative.io/courses/guide-spring-5-spring-boot-2/B8pAzvx7DXX#Bean-factory)
* [Application context](https://www.educative.io/courses/guide-spring-5-spring-boot-2/B8pAzvx7DXX#Application-context)

**Beans**

Beans are the objects of classes that are managed by Spring. Traditionally, objects used to create their own dependencies, but Spring manages all the dependencies of an object and instantiates the object after injecting the required dependencies. The **@Component** annotation is the most common method of defining beans.

@Component  
public class Vehicle {  
  
}

**Autowiring**

The process of identifying a dependency, looking for a match, and then populating the dependency is called autowiring. The **@Autowired** annotation tells Spring to find and inject a collaborating bean into another. If more than one bean of the same type is available, Spring throws an error. In the following scenario, two beans of type Operator are detected by Spring:

@Component  
class Arithmetic(){  
    @Autowired  
    private Operator operator;  
    //...  
}  
  
@Component  
class Addition implements Operator {  
  
}  
  
@Component  
class Subtraction implements Operator {  
  
}

Spring will not know which bean to inject in the Arithmetic bean unless the developer explicitly specifies it.

**Dependency injection**

Dependency injection is the process by which Spring looks up the beans that are needed for a particular bean to function and injects them as a dependency. Spring can perform dependency injection by using constructor or by using a setter method.

**Inversion of Control**

Traditionally, the class which needed the dependency created an instance of the dependency. The class decided when to create the dependency and how to create it. For example, Engine class is a dependency of Vehicle class, which creates its object:

class Vehicle{  
    
    private Engine engine = new Engine();  
    //...  
}

Spring takes this responsibility from the class and creates the object itself. The developer simply mentions the dependency and the framework takes care of the rest.

class Vehicle{  
   
    private Engine engine;  
    //...  
}

Thus, control moves from the component that needs the dependency to the framework. The framework takes the responsibility for finding out the dependencies of a component, ensuring their availability and injecting them in the component. This process is called Inversion of Control.

Traditional approach vs Inversion of Control

**IoC container**

An IoC container is a framework that provides the *Inversion of Control* functionality.

The IoC container manages the beans. For the above mentioned example, it creates an instance of the Engine class, then creates an instance of Vehicle class, and then injects the Engine object as a dependency into the Vehicle object.

class Vehicle {  
    private Engine engine;  
    //...     
}

IoC container is a generic term. It is not framework specific. Spring offers two implementations of the IoC container:

1. Bean factory
2. Application context

Implementations of IoC

Both of them are interfaces that have different implementations available. Application context is the typical IoC container in the context of Spring. Spring recommends using it unless there is a memory concern, like in a mobile device. If available memory is low, bean factory should be used.

**Bean factory**

The basic version of the Spring IoC container is bean factory. It is the legacy IoC container and provides basic management for beans and wiring of dependencies. In Spring, bean factory still exists to provide backward compatibility.

**Application context**

Application context adds more features to the bean factory that are typically needed by an enterprise application. It is the most important part of the Spring framework. All the core logic of Spring happens here. It includes basic management of beans and wiring of dependencies as provided by the bean factory. Additional features in application context include Spring AOP features, internationalization, web application context, etc.

# Spring Architecture

This lesson sheds light on the modular architecture of Spring and also discusses popular Spring projects.

**We'll cover the following**

* [Spring modules](https://www.educative.io/courses/guide-spring-5-spring-boot-2/g7z68gP1jr3#Spring-modules)
  + [Data access/ integration](https://www.educative.io/courses/guide-spring-5-spring-boot-2/g7z68gP1jr3#Data-access/-integration)
  + [Web (MVC/remoting)](https://www.educative.io/courses/guide-spring-5-spring-boot-2/g7z68gP1jr3#Web-(MVC/remoting))
  + [Test](https://www.educative.io/courses/guide-spring-5-spring-boot-2/g7z68gP1jr3#Test)
  + [AOP](https://www.educative.io/courses/guide-spring-5-spring-boot-2/g7z68gP1jr3#AOP)
* [Spring projects](https://www.educative.io/courses/guide-spring-5-spring-boot-2/g7z68gP1jr3#Spring-projects)

Spring is not one big framework. It is broken down into modules. This can be seen in the Maven Dependencies folder, where there are a lot of JAR files instead of just one big JAR.

JAR files in the Maven Dependencies folder

Spring is built in a modular way and this enables some modules to be used without using the whole framework. It also makes integration with other frameworks easy. The developer can choose which module to use and discard ones that are not required.

## Spring modules

The modules of Spring architecture, grouped together in layers, are shown below:

The Core Container contains the following modules: Beans, Core, Context, and Spring Expression Language (SpEL). These modules provide fundamental functionality of the Spring framework, like Inversion of Control (IoC), dependency injection, internationalization as well as support for querying the object at run time.

### Data access/ integration

Spring has very good integration with data and integration layers, and provides support to interact with databases. It contains modules like JDBC, ORM, OXM, JMS, and Transactions.

* The **JDBC** (Java Database Connectivity) module allows the data layer to interact with databases to get data or store data, or to interact with other systems without the need of cumbersome JDBC coding. Spring JDBC is very straightforward as compared to plain JDBC and makes the code very short.
* The **ORM** (Object Relational Mapping) module provides support to integrate with ORM frameworks including Hibernate and JPA.
* The **JMS** (Java Messaging Service) module talks to other applications through the queue to produce and consume messages.
* The **OXM** (object-XML mapping) module makes the object-to-XML transformation easy by providing useful features.
* The transaction management module provides support for successful rollback in case a transaction fails.

### Web (MVC/remoting)

It contains the Web, Servlets, Portlets, and Sockets modules to support the creation of a web application. Spring offers a web framework of its own called Spring MVC.

### Test

The Test module handles the cross cutting concern of unit testing. The Spring Test framework supports testing with JUnit, TestNG, as well as creating mock objects for testing the code in isolation.

### AOP

The AOP module provides Aspect Oriented Programming functionality like method interception and pointcuts as well as security and logging features. Spring has its own module called Spring AOP that offers basic, aspect-oriented programming functionality. Advanced AOP functionality can be implemented through integration with AspectJ. AOP features cross cutting concerns from business logic.

## Spring projects

Spring also provides solutions to different enterprise application problems through Spring projects. Some of them are discussed below:

Spring projects

**Spring Boot** is used to develop micro services. It makes developing applications easy through features like startup projects, auto configuration, and actuator. Spring Boot has gained massive popularity since it was first released in 2014.

**Spring Cloud** allows the development of cloud native applications that can be dynamically configured and deployed. It provides functionality for handling common patterns in distributed systems.

**Spring Data** provides consistent access to SQL and NoSQL databases.

**Spring Integration** implements the patterns outlined by the book Enterprise Application Integration Patterns. It allows enterprise applications to be connected easily through messaging and declarative adapters.

**Spring Batch** provides functionality to handle large volumes of data like ability to restart, ability to read from and write to different systems, chunk processing, parallel processing, and transaction management.

**Spring Security** provides security solutions for different applications be it a web application or a REST service. It also provides authentication and authorization features.

**Spring Session** manages session information and makes it easier to share session data between services in the cloud regardless of the platform/container. It also supports multiple sessions in a single browser instance.

**Spring Mobile** offers device detection and progressive rendering options that make mobile web application development easy.

**Spring Android** facilitates the development of Android applications.

**Reasons for Sustained Popularity**

Let's look at some factors of Spring that led to its widespread adoption and sustained popularity.

**We'll cover the following**

* [Flexibility and integration with other frameworks](https://www.educative.io/courses/guide-spring-5-spring-boot-2/mypp9z3ANR3#Flexibility-and-integration-with-other-frameworks)
* [Removes plumbing code](https://www.educative.io/courses/guide-spring-5-spring-boot-2/mypp9z3ANR3#Removes-plumbing-code)
* [Promotes testable code](https://www.educative.io/courses/guide-spring-5-spring-boot-2/mypp9z3ANR3#Promotes-testable-code)
* [Staying up to date](https://www.educative.io/courses/guide-spring-5-spring-boot-2/mypp9z3ANR3#Staying-up-to-date)

**Flexibility and integration with other frameworks**

Spring has a very flexible architecture. Spring modules are not dependent on one another and offer a developer the freedom to pick and choose according to the requirements of the application. Spring projects are designed with very specific purposes in mind.

Spring offers integration with a large number of frameworks. For example, even though Spring offers its own MVC framework, SpringMVC, it also offers integration with other MVC frameworks. Using Spring does not decrease the developer’s options.

**Removes plumbing code**

Plumbing code not only makes programming longer but also reduces the readability of code. For example, in JDBC programming, a lot of code is required for simple functionality. Connection establishment and exception handling span many lines of code.

Spring removes plumbing code and lets the programmer focus on the application logic. The amount of code written in Spring is negligible. No exception handling code is required because Spring makes all its exceptions unchecked.

**Promotes testable code**

Spring framework enables writing testable code. It offers good integration with JUnit and Mockito frameworks, which lets us write unit tests quickly and easily. The core feature of Spring is dependency injection and if it is used properly, writing unit tests for the code becomes very easy.

**Staying up to date**

Spring is able to stay current and adapt to changes in development. For example, microservices and cloud services have evolved in the last decade. Spring has come up with projects to keep up with the trend, like Spring Boot, which helps with designing microservices.

**Spring Basics**

**Creating a Project**

Learn a fast way to create and run a Spring project using Spring Boot.

Building a Spring application from scratch can be hard. The developer needs to decide which Maven dependencies to use, set up the configuration for XML or Java, install Tomcat or another server, etc. All these things are needed for building the infrastructure of the application. This involves a lot of configuration in XML or Java, which is difficult and susceptible to errors.

Spring Boot offers a quick-fire way to create a Spring project. It makes getting started with the actual application development easy by skipping the manual configuration part. The highlight of Spring Boot is its auto-configuration feature whereby it automatically includes all the dependencies of a project based on property files and JAR classpaths. Spring Boot is basically the Spring framework along with embedded servers. Spring boot removes the need for XML configuration.

Spring Boot removes the need of manual configuration and comes with an embedded server

📝**Note:** Given the simplicity and ease that Spring Boot provides, we will use it to create our first Spring project.

**Spring Initializr** is one way to create a Spring Boot project, where we can simply select the dependencies and create a basic project structure with a Maven or Gradle build specification. This project is available for download in the form of a zip file to be used in a variety of IDEs like Eclipse or IntelliJ etc.

1. Go to start.spring.io and provide some basic information about the project. We will choose **Maven Project**, select **Java** as the language, and go for the latest version of Spring Boot. At the time of writing this lesson, it is 2.4.4. Any version which is greater than Spring Boot 2.0 will work for the examples that we will go through. It is better to avoid SNAPSHOT versions as they are alpha or beta versions.

Next, the Initializr form asks for project metadata. The group ID and artifact ID are basically the package name and class name. We will use the following:

**GroupId**: io.datajek.spring.basics

**ArtifactId**: movie-recommender-system

Spring Initializr, by default, creates Spring as one of the dependencies of the project, so we do not need to explicitly specify any dependency. Later in this course, we will create projects with dependencies like Web, AOP, JDBC, JPA, etc.

Creating a Spring Boot project

* When the **Generate** button on the form is clicked, the Initializer creates a zip file that is downloaded by the browser. Unzip this file and place it in a folder on the hard drive.
* To import this project in Eclipse, choose **File => Import => Existing Maven Projects**. Search for Maven in the search bar if the option isn’t visible. Browse to the folder on the hard drive where the unzipped Spring Boot project is placed. The **pom.xml** file can be seen. Select the file and click **Finish** to import the project.

Importing Spring Boot project in Eclipse

The first time around, the import will take a little while as all the dependencies needed to set up the project are being downloaded. When the import process finishes, the following hierarchy can be seen:

* src/main/java where the Java code will be written. Right now, it contains the project file **MovieRecommenderSystemApplication.java**
* src/main/resources where the application properties are written.
* src/test/java where the tests will be written.

Project directory structure

The **pom.xml** file contains the project metadata information and lists the dependencies.

The **Maven Dependencies** folder contains the jar files of all the dependencies. Spring has automatically been added as a dependency.spring-boot-starter, spring-context, spring-beans, and spring-core can also be seen among other dependencies autowired by the Spring Initializer.

Maven Dependencies folder

* Based on the data we provided to the Spring Initializr, the **Maven Dependencies folder** directory in our project contains the **io.datajek.spring.basics.movierecommendersystem** package. This package has the MovieRecommenderSystemApplication class containing the main method. We run this class to execute the application.

To run the project, right click the **MovieRecommenderSystemApplication.java** file and run it as **Java Application**.

Running Spring Boot project in Eclipse

This will launch a simple Spring context. The program successfully runs and prints some text on the console.
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package io.datajek.spring.basics.movierecommendersystem.demo;

import org.springframework.boot.SpringApplication;

import org.springframework.boot.autoconfigure.SpringBootApplication;

@SpringBootApplication

public class MovieRecommenderSystemApplication {

    public static void main(String[] args) {

        SpringApplication.run(MovieRecommenderSystemApplication.class, args);

    }

}
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**Dependency**

This lesson explains the concept of dependency by setting up a simple example using a Spring Boot application.

**We'll cover the following**

* [Tight coupling](https://www.educative.io/courses/guide-spring-5-spring-boot-2/R8pJ4nYWLOK#Tight-coupling)

In this lesson, we will build a movie recommender system and add some logic to it.

A recommender system is a system that filters some entities based on the user’s history. Recommender systems also rank these items based on user preferences. The system works by taking an input and then finding items similar to that input.

In this lesson, we will write the basic code for a movie recommender application. The application will take a movie and recommend other movies similar to it. There are various ways in which recommendations can be found. One method is *content-based filtering* in which item-to-item similarity is used as a basis for finding matches. So, for a movie like Finding Dory, the system will find movies of the same genre, like Happy Feet, Ice Age, Shark Tale, etc.

Content-based filtering

1. We will create sub-packages inside the **io.datajek.spring.basics.movierecommendersystem** package to keep the files for every lesson separate. This is an optional step. Right click on the base package and click **New** => **Package**. Then provide the name as **lesson1** and click **Finish** to create the sub-package.

The package for each lesson contains the MovieRecommenderSystemApplication class containing the main method. This file can simply be copied from the **io.datajek.spring.basics.movierecommendersystem** package to the newly created package.

1. We will create a class named RecommenderImplementation in the **lesson1** sub-package.

Creating a class

The RecommenderImplementation class will have a method called recommendMovies, which will find similar movies using a content-based filter and then return the results.

The recommendMovies method takes a movie as input so the input parameter is of type String and returns a list of similar movies. Hence, the return type is String[]. Inside the method, we will use a filter to find similar movies and return the results.

public class RecommenderImplementation {  
  
    public String[] recommendMovies (String movie) {  
        //use content based filter to find similar movies  
        //return the results  
        return new String[] {"M1", "M2", "M3"};  
    }  
}

We need to hard code the results returned by this method to avoid compile-time errors. The hard coded results will be removed in the step 5.

Now, we will write the logic of the recommendMovies method in the RecommenderImplementation class. As mentioned earlier, we will use a technique called *content-based filtering* to find movie recommendations. We can implement this technique as a separate class to keep the recommendMovies method independent of the filter implementation.

We will create a new class ContentBasedFilter that has a method getRecommendations implementing the logic of the content-based filter. The method returns a list of movies that are relevant to the input, taking into account the user’s watch history as well as movies that are similar to the input. We will not make it complex at this step and ignore input arguments like the number of movies to recommend, user’s watch history, and the user-movie matrix of ratings.

Our method will have just one input parameter, the movie name, of String type. All the steps in finding the relevant movies are performed in this method.

We have hardcoded the results. The getRecommendations method returns three movies similar to the movie, “*Finding Dory*”.

public class ContentBasedFilter {  
  
    public String[] getRecommendations(String movie) {  
        //logic of content based filter  
        return new String[] {"Happy Feet", "Ice Age", "Shark Tale"};  
    }  
}

Now, we can use an object of the ContentBasedFilter class in the RecommenderImplementation class as follows:

public class RecommenderImplementation {  
  
    public String[] recommendMovies(String movie) {  
        //use content based filter to find similar movies  
        ContentBasedFilter filter = new ContentBasedFilter();  
        String[] results = filter.getRecommendations(movie);  
        //return the results  
        return results;  
    }  
}

Since the getRecommendations method is returning a String[], we can remove our hard-coded results and replace them with the actual ones returned by the method.

In the MovieRecommenderSystemApplication class, we will create an object of RecommenderImplementation class and use it to find movie recommendations for the movie, **Finding Dory**, as follows:

public class MovieRecommenderSystemApplication {  
  
    public static void main(String[] args) {  
        RecommenderImplementation recommender = new RecommenderImplementation();      
        String[] result = recommender.recommendMovies("Finding Dory");  
        System.out.println(Arrays.toString(result));  
    }  
}

To make the output readable, we have used the use the toString method and after importing java.util.Arrays.

The code in the widget below, when executed, returns a list of movies hard-coded in the ContentBasedFilter class.
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package io.datajek.spring.basics.movierecommendersystem.lesson1;

import java.util.Arrays;

import org.springframework.boot.SpringApplication;

import org.springframework.boot.autoconfigure.SpringBootApplication;

@SpringBootApplication

public class MovieRecommenderSystemApplication {

    public static void main(String[] args) {

        //SpringApplication.run(MovieRecommenderSystemApplication.class, args);

        //create object of RecommenderImplementation class

        RecommenderImplementation recommender = new RecommenderImplementation();

        //call method to get recommendations

        String[] result = recommender.recommendMovies("Finding Dory");

        //display results

        System.out.println(Arrays.toString(result));

    }

}

![](data:image/x-wmf;base64,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)

![](data:image/x-wmf;base64,183GmgAAAAAAAEIAGABgAAAAAAArVwEACQAAA7kAAAAEAAsAAAAAAAQAAAADAQgABQAAAAsCAAAAAAUAAAAMAhgAQgADAAAAHgAHAAAA/AIAAP///wAAAAQAAAAtAQAACQAAAB0GIQDwABgAAQAAAEEACQAAAB0GIQDwAAEAQQAXAAAABwAAAPwCAACgoKAAAAAEAAAALQEBAAkAAAAdBiEA8AAXAAEAAAAAAAkAAAAdBiEA8AABAEAAAAABAAcAAAD8AgAA4+PjAAAABAAAAC0BAgAJAAAAHQYhAPAAFgABAAEAQAAJAAAAHQYhAPAAAQA/ABYAAQAHAAAA/AIAAGlpaQAAAAQAAAAtAQMACQAAAB0GIQDwABUAAQABAAEACQAAAB0GIQDwAAEAPgABAAIABQAAAAsCAAAAAAUAAAAMAhgAQgAFAAAAAQL///8ABQAAAC4BAAAAAAUAAAACAQEAAAALAAAAMgoAAAAAAAACAAIAAgBAABYABAAAACcB//8DAAAAAAA=)

Run

Save

Reset

**Tight coupling**

As can be seen, the ContentBasedFilter class is a dependency of the RecommenderImplementation class. The RecommenderImplementation class needs an object of ContentBasedFilter class to perform its task. This is an example of *tight coupling*.

Tight coupling of classes

If we want to use another filter in place of the content-based filter, we will need to change the code in the RecommenderImplementation class.

Consider a scenario, where we want to use one type of filter in one situation and another type of filter in another situation. Tight coupling makes this difficult to achieve.

In the simple example above, we created two classes which work together, thus creating a dependency. In a typical enterprise application, there are a large number of objects which work together to provide some end result to the user. This results in a lot of dependencies. Spring is a dependency injection framework that makes the process of managing these dependencies easy

**Decoupling Components**

Let's change the tightly coupled code to loosely coupled.

**We'll cover the following**

* [Filter interface](https://www.educative.io/courses/guide-spring-5-spring-boot-2/7XQn9NkyyWr#Filter-interface)
* [Loose coupling](https://www.educative.io/courses/guide-spring-5-spring-boot-2/7XQn9NkyyWr#Loose-coupling)

Right now, the RecommenderImplementation class is hard coded to use the ContentBasedFilter class. If we need to change the way our application recommends movies, we will need to change the code of the RecommenderImplementation class.

Say, we want to switch from *ContentBased* filter to *Collaborative* filter and take into account the preferences of users having a similar watch history.

Collaborative filtering

1. We have created a sub-package called **lesson2** inside the **io.datajek.spring.basics.movierecommendersystem** package for the code example shown in this lesson.

The package contains the **MovieRecommenderSystemApplication.java**, **RecommenderImplementation.java**, and **ContentBasedFilter.java** files from the previous lesson.

1. Changing the type of filter from content based to collaborative would call for a change in the code of the RecommenderImplementation class.

First, let’s create a class CollaborativeFilter, which, like the ContentBasedFilter class, has one method getRecommendations as follows:

public class CollaborativeFilter {  
   
    public String[] getRecommendations(String movie) {  
        //logic of collaborative filter  
        return new String[] { };  
     }  
 }

This method recommends a list of movies for “Finding Dory” based on the logic of collaborative filter.

1. If we want to switch to the new filter created in the previous step, we will have to change the code in the RecommenderImplementation class as follows:

public String[] recommendMovies(String movie) {  
    CollaborativeFilter filter = new CollaborativeFilter();  
    String[] results =   
filter.getRecommendations("Finding Dory");  
    return results;  
}

Here, we have created an object of the CollaborativeFilter class instead of the ContentBasedFilter class. Every time we want to change the filter implementation, we will have to change the code in the recommendMovies method.

**Filter interface**

One way to make the code loosely coupled is by using an interface called Filter. An interface contains abstract methods whose implementation is left to the classes using it.

We can create an interface by using the wizard just like we created a class in the last lesson. Alternatively, we can simply extend the class definition and Eclipse IDE will automatically prompt to create an interface:

The Filter interface will have only one method definition.

public interface Filter {  
    public String[]   
    getRecommendations(String movie);  
}

Both ContentBasedFilter and CollaborativeFilter now implement the Filter interface.

public class ContentBasedFilter implements Filter{  
    //...  
}

public class CollaborativeFilter implements Filter{  
    //...  
}

**Loose coupling**

Loose coupling can be achieved by making the RecommenderImplementation class use the interface instead of one of its implementations. We will create a constructor for the RecommenderImplementation class to initialize the Filter.

public class RecommenderImplementation {  
  
    //use filter interface to select filter  
    private Filter filter;  
              
    public RecommenderImplementation(Filter filter) {  
        super();  
        this.filter = filter;  
    }  
  
    //use a filter to find recommendations  
    public String [] recommendMovies (String movie) {  
        //...  
    }  
}

The method getRecommendations now belongs to the interface. To check which implementation of the interface is being used to get movie recommendations, we can print the name of the filter as follows:

public String [] recommendMovies (String movie) {  
          
    //print the name of interface implementation being used  
    System.out.println("Name of the filter in use: " + filter + "\n");  
  
    String[] results = filter.getRecommendations("Finding Dory");  
      
    return results;  
}

By using the interface instead of an actual implementation, we can dynamically choose which algorithm to use. Our code has now become *loosely coupled*. In the MovieRecommenderSystemApplication file, when we create a RecommenderImplementation object, we can pass the name of the filter to use:

RecommenderImplementation recommender = new RecommenderImplementation(new ContentBasedFilter());

When we run the application, it prints the name of the filter along with the results.
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package io.datajek.spring.basics.movierecommendersystem.lesson2;

import java.util.Arrays;

import org.springframework.boot.SpringApplication;

import org.springframework.boot.autoconfigure.SpringBootApplication;

@SpringBootApplication

public class MovieRecommenderSystemApplication {

    public static void main(String[] args) {

        //SpringApplication.run(MovieRecommenderSystemApplication.class, args);

        //passing name of the filter as constructor argument

        RecommenderImplementation recommender = new RecommenderImplementation(new ContentBasedFilter());

        //call method to get recommendations

        String[] result = recommender.recommendMovies("Finding Dory");

        //display results

        System.out.println(Arrays.toString(result));

    }

}
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Let’s now change the code to use the CollaborativeFilter and see the output change.

RecommenderImplementation recommender = new RecommenderImplementation(new CollaborativeFilter());

In this lesson, we made RecommenderImplementation class independent of the filter implementation. The RecommenderImplementation now calls methods of the Filter interface.

`Filter` interface removes tight coupling

Now **Filter** is a dependency of RecommenderImplementation. We still have to create an object of RecommenderImplementation and an object of Filter and pass the objects to the constructor.

**Managing Beans and Dependencies**

Learn how to use annotations to direct Spring to manage beans and autowire dependencies.

**We'll cover the following**

* [@Component](https://www.educative.io/courses/guide-spring-5-spring-boot-2/RMN7P6BlEGO#@Component)
* [@Autowired](https://www.educative.io/courses/guide-spring-5-spring-boot-2/RMN7P6BlEGO#@Autowired)
* [@ComponentScan](https://www.educative.io/courses/guide-spring-5-spring-boot-2/RMN7P6BlEGO#@ComponentScan)
* [@SpringBootApplication](https://www.educative.io/courses/guide-spring-5-spring-boot-2/RMN7P6BlEGO#@SpringBootApplication)

So far, we have created objects of RecommenderImplementation class and two classes implementing the Filter interface. We are binding the objects together in the constructor. Our code is now *loosely coupled* as we are passing the name of the filter to be used as a constructor argument.

Spring automates the above process of creating objects and binding them together. It takes the responsibility of creating instances of classes and binding instances based on their dependencies. The instances or objects that Spring manages are called **beans**. To manage objects and dependencies, Spring requires information about three things:

* Beans
* Dependencies
* Location of beans

1. For the code example shown in this lesson, we have created a sub-package called **lesson3** inside the package **io.datajek.spring.basics.movierecommendersystem**.

The package contains **MovieRecommenderSystemApplication.java**, **RecommenderImplementation.java**, **ContentBasedFilter.java**, and **CollaborativeFilter.java** files from the previous lesson.

**@Component**

* If we want Spring to create and manage objects, we can do so by adding the @Component annotation at the beginning of the class and importing **org.springframework.stereotype.Component**.

For now, we want Spring to manage objects of RecommenderImplementation and ContentBasedFilter class only, so we will add the @Component annotation at two places in the code:

import org.springframework.stereotype.Component;  
  
@Component  
public class RecommenderImplementation {  
    //...  
}

import org.springframework.stereotype.Component;  
  
@Component  
public class ContentBasedFilter implements Filter {  
    //...  
}

The Spring container will have two beans, one of type RecommenderImplementation and the other of type ContentBasedFilter.

Beans in the Spring container

**@Autowired**

* The second thing Spring needs to know is the dependencies of each object. The @Autowired annotation is used for this purpose and we need to import **org.springframework.beans.factory.annotation.Autowired** to be able to use this annotation.

In our application, the ContentBasedFilter class (which implements the Filter interface) is a dependency of the RecommenderImplementation class.

import org.springframework.stereotype.Component;  
import org.springframework.beans.factory.annotation.Autowired;  
  
@Component  
public class RecommenderImplementation {  
  
    @Autowired  
    private Filter filter;  
    // ...  
}

The @Autowired annotation tells Spring that RecommenderImplementation needs an object of type Filter. In other words, Filter is a dependency of RecommenderImplementation.

Identifying bean dependencies

**@ComponentScan**

* The third thing that Spring requires from the developer, is the location of the beans so that it can find them and autowire the dependencies. The @ComponentScan annotation is used for this purpose. This annotation can be used with or without arguments. It tells Spring to scan a specific package and all of its sub-packages. In our case, all the files that contain beans are in the same package, io.datajek.springbasics, so we want Spring to do a component scan on this package.

Since we are using Spring Boot, it uses the @SpringBootApplication annotation on the **MovieRecommenderSystemApplication** class. This annotation is equivalent to the following three annotations:

* @Configuration, which declares a class as the source for bean definitions

@EnableAutoConfiguration, which allows the application to add beans using classpath definitions

* @ComponentScan, which directs Spring to search for components in the path specified

`@SpringBootApplication` combines three annotations

Because of @SpringBootApplication annotation, we do not need to use @ComponentScan annotation in our code.

**@SpringBootApplication**

@SpringBootApplication tells Spring to scan all the files in the package where the class with this annotation is present. It also scans any sub-packages of the package where it is placed.

When we use the @Component, @Autowired, and @SpringBootApplication annotations, the following line in our code becomes redundant as it is automatically done by Spring:

RecommenderImplementation recommender = new RecommenderImplementation(new ContentBasedFilter());

* The beans that Spring creates are managed by the *Application Context*. We can get information about a bean from the Application Context. The run method returns the ApplicationContext, which can be assigned to a variable appContext. Then the getBean method of ApplicationContext can be used to get the bean of a particular class. We will create a local variable recommender and assign the bean to it as follows:

public static void main(String[] args) {  
      
    //ApplicationContext manages the beans and dependencies  
    ApplicationContext appContext = SpringApplication.run(          
                                             MovieRecommenderSystemApplication.class, args);  
  
    //use ApplicationContext to find which filter is being used  
    RecommenderImplementation recommender = appContext.getBean(  
                                             RecommenderImplementation.class);    
      
    //call method to get recommendations  
    String[] result = recommender.recommendMovies("Finding Dory");  
      
    //display results   
    System.out.println(Arrays.toString(result));  
}

Instead of us having to create an instance of the RecommenderImplementation class, Spring Application Context creates the beans. We can simply pick it up from there and use it to execute the RecommendMovies method.

This might look complex to a beginner, but consider for a moment an application that has hundreds of beans, each having a number of dependencies. The fact that we do not have to explicitly create beans and manually wire in the dependencies makes the job of a developer very easy.

When we run this application, the output shows that the bean being used is **ContentBasedFilter**. If the @Component annotation is used on the **CollaborativeFilter** class instead of the **ContentBasedFilter** class, the output will change accordingly:
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package io.datajek.spring.basics.movierecommendersystem.lesson3;

import java.util.Arrays;

import org.springframework.boot.SpringApplication;

import org.springframework.boot.autoconfigure.SpringBootApplication;

import org.springframework.context.ApplicationContext;

@SpringBootApplication

public class MovieRecommenderSystemApplication {

    public static void main(String[] args) {

        //ApplicationContext manages the beans and dependencies

        ApplicationContext appContext = SpringApplication.run(MovieRecommenderSystemApplication.class, args);

        //use ApplicationContext to find which filter is being used

        RecommenderImplementation recommender = appContext.getBean(RecommenderImplementation.class);

        //call method to get recommendations

        String[] result = recommender.recommendMovies("Finding Dory");

        //display results

        System.out.println(Arrays.toString(result));

    }

}
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1. To understand what goes on in the background, we will change the logging level to debug. This can be done by adding the following to the application.properties file in src/main/resources:

Logging.level.org.springframework = debug

When run, the next code widget will show the log of all the actions that are being performed in the background. A summary of the actions is reproduced below:

* *Loading source class…*

The package is being searched. Spring starts with a component scan to find anything with @Component as well as other annotations.

* *Identified candidate component class…*

Spring identifies two candidates which have the @Component annotation as we only used it in two places in our code.

* *Creating shared instance of singleton bean ‘movieRecommenderSystemApplication’*
* *Creating shared instance of singleton bean ‘contentBasedFilter’*

Spring starts creating instances of the beans. It creates beans that do not have any dependency first.

* *Creating shared instance of singleton bean ‘recommenderImplementation’*

*Autowiring by type from bean name ‘recommenderImplementation’ via constructor to bean named ‘contentBasedFilter’*

Now Spring can autowire the dependency using the constructor that we have provided and creates the RecommenderImplementation bean.

* To better understand these annotations, play around with the code below and see what error messages Spring throws when some of the annotations are missing. The error message can be found at the end of the log.

If we remove @Component from the ContentBasedFilter class, Spring will throw an error when trying to autowire the dependency saying it required a bean of type **Filter** that could not be found.

If we remove @Component from the RecommenderImplementation class as well, we will get an error when trying to execute the getBean method as no beans exist.

If we add @Component to the CollaborativeFilter class, Spring will not know which bean of Filter type to autowire. It says, “expected single matching bean but found two”.
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package io.datajek.spring.basics.movierecommendersystem.lesson3;

import java.util.Arrays;

import org.springframework.boot.SpringApplication;

import org.springframework.boot.autoconfigure.SpringBootApplication;

import org.springframework.context.ApplicationContext;

@SpringBootApplication

public class MovieRecommenderSystemApplication {

    public static void main(String[] args) {

        //ApplicationContext manages the beans and dependencies

        ApplicationContext appContext = SpringApplication.run(MovieRecommenderSystemApplication.class, args);

        //use ApplicationContext to find which filter is being used

        RecommenderImplementation recommender = appContext.getBean(RecommenderImplementation.class);

        //call method to get recommendations

        String[] result = recommender.recommendMovies("Finding Dory");

        //display results

        System.out.println(Arrays.toString(result));

    }

}
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**Autowiring By Type — @Primary**

This lesson demonstrates how Spring dynamically autowires a dependency in case it finds more than one component of the same type.

**We'll cover the following**

* [NoUniqueBeanDefinitionException](https://www.educative.io/courses/guide-spring-5-spring-boot-2/myoBYoM4qE0#NoUniqueBeanDefinitionException)
* [@Primary annotation](https://www.educative.io/courses/guide-spring-5-spring-boot-2/myoBYoM4qE0#@Primary-annotation)

In the last lesson, we saw Spring manage two beans of the RecommenderImplementation and ContentBasedFilter classes for us. In this lesson, we will add another bean and see how Spring can dynamically choose a bean if it finds two matches of the same type.

1. For the code example shown in this lesson, we have created a sub-package called **lesson4** inside the package **io.datajek.spring.basics.movierecommendersystem**.

The package contains **MovieRecommenderSystemApplication.java**, **RecommenderImplementation.java**, **ContentBasedFilter.java**, and **CollaborativeFilter.java** files from the previous lesson.

**NoUniqueBeanDefinitionException**

1. We will add the @Component annotation on the CollaborativeFilter class to declare it a bean. Now both implementations of the Filter interface are beans. Previously, when Spring searched for a dependency to be autowired in the RecommenderImplementation object, it only found one bean of matching type. Now when we run the application, it fails to start.

The NoUniqueBeanDefinitionException occurs. The error message says: Required a single bean but two were found.
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package io.datajek.spring.basics.movierecommendersystem.lesson4;

import org.springframework.stereotype.Component;

@Component

public class ContentBasedFilter implements Filter{

    //getRecommendations takes a movie as input and returns a list of similar movies

    public String[] getRecommendations(String movie) {

        //implement logic of content based filter

        //return movie recommendations

        return new String[] {"Happy Feet", "Ice Age", "Shark Tale"};

    }

}
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**@Primary annotation**

1. One way Spring can choose between two beans of the same type is by giving one bean priority over the other. The @Primary annotation is used for making a component the default choice when multiple beans of the same type are found.

Let’s say we want the collaborative filter to take precedence. We will add the @Primary annotation on the CollaborativeFilter class and import **org.springframework.context.annotation.Primary**. When we run the application now, it uses CollaborativeFilter as expected.

Bean with `@Primary` annotation is injected
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package io.datajek.spring.basics.movierecommendersystem.lesson4;

import org.springframework.stereotype.Component;

import org.springframework.context.annotation.Primary;

@Component

@Primary

public class CollaborativeFilter implements Filter{

    public String[] getRecommendations(String movie) {

        //logic of collaborative filter

        return new String[] {"Finding Nemo", "Ice Age", "Toy Story"};

    }

}
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Using @Primary is called *autowiring by type*. We are looking for instances of type Filter.

1. If we make both beans primary by adding the @Primary annotation to both implementations of the Filter interface, we will get an error. This happens because Spring doesn’t know which one to inject in the RecommenderImplementation object. The error message states “more than one ‘primary’ bean found among candidates".

**Autowiring By Name**

Let's look at another autowiring approach known as autowiring by name and see which approach has higher priority; by name or by type.

In the last lesson, we looked at the autowiring by type approach where priority was given to the collaborative filter using the @Primary annotation.

Another approach is autowiring by name where we specify the bean that is to be used by name. In this approach, while creating an object, the dependency is injected by matching the name of the reference variable to the bean name. The developer has to ensure that the variable name is the same as its bean name.

1. For the code example shown in this lesson, we have created a sub-package called **lesson5** inside the package **io.datajek.spring.basics.movierecommendersystem**.

The package contains **MovieRecommenderSystemApplication.java**, **RecommenderImplementation.java**, **Filter.java**, **ContentBasedFilter.java**, and **CollaborativeFilter.java** files from the previous lesson.

1. We will begin by omitting the @Primary annotation from the CollaborativeFilter class. Now, to let Spring know which bean to use, we will change the variable name in the RecommenderImplementation class to match the bean name as follows:

public class RecommenderImplementation {  
  
    @Autowired  
    private Filter contentBasedFilter;  
   
    public String [] recommendMovies (String movie) {         
        System.out.println("\nName of the filter in use: " + contentBasedFilter + "\n");  
        String[] results = contentBasedFilter.getRecommendations("Finding Dory");  
        return results;  
   }  
}

Now when the application is run, it chooses the ContentBasedFilter bean for autowiring. When Spring finds two beans of the same type (Filter), it determines that the bean to inject is the one whose name matches the bean with the @Component annotation. In other words, the variable name (contentBasedFilter) matches the bean name (ContentBasedFilter).

public class RecommenderImplementation {  
    @Autowired  
    private Filter contentBasedFilter;  
    //...  
}

@Component  
public class ContentBasedFilter implements Filter{  
    //...  
}

Bean with matching name is injected

The code is shown below:
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package io.datajek.spring.basics.movierecommendersystem.lesson5;

import org.springframework.stereotype.Component;

@Component

public class CollaborativeFilter implements Filter{

    public String[] getRecommendations(String movie) {

        //logic of collaborative filter

        return new String[] {"Finding Nemo", "Ice Age", "Toy Story"};

    }

}
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1. As an exercise, let’s see what happens if the bean name and variable names are different. Let’s change the name of the variable to filter.

When the application is run, autowiring does not take place and, as expected, we get the *NoUniqueBeanDefinitionException*.

1. We have seen two autowiring approaches so far. To see which autowiring approach takes precedence, we will use the @Primary annotation on ContentBasedFilter class and use autowiring by name by changing the name of the variable of type Filter in RecommenderImplementation class to collaborativeFilter.

The application chooses the ContentBasedFilter bean, showing that @Primary has a higher priority.

This is because @Autowired annotation tries to resolve dependency by type first. If it fails to resolve a conflict and finds more than one bean of the same type then it tries to resolve it by name.

The autowiring by name approach is advantageous when we want to use one bean in one situation and another bean in some other situation. Using @Primary will always give preference to one bean, which is impractical if we want to use different beans in different scenarios. Autowiring by name ensures that if we have some other component which wants to use another type of bean, it can request Spring by using a different variable name.

**Autowiring — @Qualifier**

Let's examine the @Qualifier annotation for autowiring and compare it to @Primary.

**We'll cover the following**

* [@Qualifier annotation](https://www.educative.io/courses/guide-spring-5-spring-boot-2/gxwV2Km7yj3#@Qualifier-annotation)
* [Comparison with @Primary](https://www.educative.io/courses/guide-spring-5-spring-boot-2/gxwV2Km7yj3#Comparison-with-@Primary)

**@Qualifier annotation**

Like @Primary, the @Qualifier annotation gives priority to one bean over the other if two beans of the same type are found. The bean whose name is specified in the @Qualifier annotation qualifies to be injected as a dependency. The @Qualifier annotation can be used in a scenario when we have multiple objects of the same type and autowiring by name cannot be used because the variable name doesn’t match any bean name.

1. For the code example shown in this lesson, we have created a sub-package called **lesson6** inside the package **io.datajek.spring.basics.movierecommendersystem**.

The package contains **MovieRecommenderSystemApplication.java**, **RecommenderImplementation.java**, **Filter.java**, **ContentBasedFilter.java**, and **CollaborativeFilter.java** files from the previous lesson.

1. Say, we want to use the name **CBF** for ContentBasedFilter. We can either specify it in the @Component annotation or use @Qualifier annotation on the class. Both approaches, shown below, yield the same result:

@Component("CBF")  
public  class ContentBasedFilter implements Filter{  
    //...  
}

@Component  
@Qualifier("CBF")  
public  class ContentBasedFilter implements Filter{  
    //...  
}

Now, we can use the @Qualifier annotation in the RecommenderImplementation class where the dependency is injected to indicate which bean to use.

public class RecommenderImplementation {  
  
    @Autowired  
    @Qualifier("CBF")  
    private Filter filter;  
   
    public String [] recommendMovies (String movie) {         
        //...  
    }  
}

The name of the Filter implememtation used with the @Qualifier annotation (in this case, **CBF**) has to match the name used with the @Component (or @Qualifier) annotation on the class.

Bean with same `@Qualifier` value is injected

When the application is run, the ContentBasedFilter bean qualifies to be autowired.

1. We can use the name **CF** for CollaborativeFilter class as follows:

@Component  
@Qualifier("CF")  
public  class CollaborativeFilter implements Filter{  
    //...  
}

Another way to give the name **CF** to the CollaborativeFilter bean is:

@Component("CF")  
public  class CollaborativeFilter implements Filter{  
    //...  
}

In the RecommenderImplementation class, we can inject CollaborativeFilter bean by using @Qualifier annotation and specifying the name **CF**.

@Autowired  
@Qualifier("CF")  
private  Filter filter;

Depending upon which filter is required in a given scenario, we can change the @Qualifier annotation in the RecommenderImplementation class.
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package io.datajek.spring.basics.movierecommendersystem.lesson6;

import org.springframework.beans.factory.annotation.Autowired;

import org.springframework.beans.factory.annotation.Qualifier;

import org.springframework.stereotype.Component;

@Component

public class RecommenderImplementation {

    @Autowired

    @Qualifier("CF")

    private Filter filter;

    //use a filter to find recommendations

    public String [] recommendMovies (String movie) {

        //print the name of interface implementation being used

        System.out.println("\nName of the filter in use: " + filter + "\n");

        String[] results = filter.getRecommendations("Finding Dory");

        return results;

    }

}
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**Comparison with @Primary**

1. The @Qualifier annotation takes precedence over the @Primary annotation. To show this, let’s add the @Primary annotation to the ContentBasedFilter class and run the application.
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package io.datajek.spring.basics.movierecommendersystem.lesson6;

import org.springframework.context.annotation.Primary;

import org.springframework.beans.factory.annotation.Qualifier;

import org.springframework.stereotype.Component;

@Component

@Primary

@Qualifier("CBF")

public class ContentBasedFilter implements Filter{

    //getRecommendations takes a movie as input and returns a list of similar movies

    public String[] getRecommendations(String movie) {

        //implement logic of content based filter

        //return movie recommendations

        return new String[] {"Happy Feet", "Ice Age", "Shark Tale"};

    }

}
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When the application is run, the CollaborativeFilter bean gets autowired. This is because @Primary is the default setting, while @Qualifier is specific. @Primary defines the default selection when no other information is available. It tells Spring to use the bean marked as primary as its first choice if it encounters more than one bean of the same type. On the other hand, @Qualifier tells Spring to use a specific bean if it finds multiple beans of matching type.

@Primary annotation should be used if there is one clear favorite to be used in a majority of situations. In some cases, one algorithm might be more efficient or more important than the rest and is declared as the primary choice. The bean with @Primary gets chosen unless another bean is required, which can be specified with @Qualifier. The bean with @Qualifier is only used to request an “alternate” bean in case the primary choice is not required.

@Autowired annotation resolves dependencies by type. If there are more than one beans of the same type, a conflict arises. We have seen three different approaches to resolve conflicts. They can be resolved using the @Primary annotation, renaming the variable to match the name of the class, or by using the @Qualifier annotation.

**Constructor and Setter Injection**

Learn how beans can be wired in using constructor and setter injection.

**We'll cover the following**

* [Constructor injection](https://www.educative.io/courses/guide-spring-5-spring-boot-2/JE0y2ZEGq1v#Constructor-injection)
* [Setter injection](https://www.educative.io/courses/guide-spring-5-spring-boot-2/JE0y2ZEGq1v#Setter-injection)
* [Field injection](https://www.educative.io/courses/guide-spring-5-spring-boot-2/JE0y2ZEGq1v#Field-injection)

Spring framework identifies dependencies and wires them in. Spring framework gives the developer control over how beans are wired in. There are a variety of options to choose from. We will focus on *constructor injection* and \_setter injection.

Dependency injection

1. For the code example shown in this lesson, we have created a sub-package called **lesson7** inside the package **io.datajek.spring.basics.movierecommendersystem**.

The package contains **MovieRecommenderSystemApplication.java**, **RecommenderImplementation.java**, **Filter.java**, **ContentBasedFilter.java**, and **CollaborativeFilter.java** files from the previous lesson.

1. To show the two different ways of dependency injection, we will create a copy of the RecommenderImplementation class and call it RecommenderImplementation2. One will be used to show constructor injection while the other will demonstrate setter injection.

We will use the @Autowired annotation at different places in the code to direct Spring which injection type to use.

**Constructor injection**

1. Autowiring the dependency using a constructor is called *constructor injection*. We will create a constructor in the RecommenderImplementation class that initializes the filter to be used for finding movie recommendations as follows:

public RecommenderImplementation( Filter filter) {  
    this.filter = filter;  
    System.out.println("Constructor invoked...");  
}

Since we have two implementations of the Filter interface, we need to specify which one to use. If we use the @Primary annotation, then Spring will use the primary bean as the default choice. However, if we want different beans to be used in different scenarios, then the @Qualfier annotation with the bean name can be used to give a hint to Spring about which bean to inject. Since, we have not specified bean names with the @Component annotation, their default names (contentBasedFilter and collaborativeFilter) will be used.

*Default bean name is the class name with the first letter in lowercase.*

1. To use constructor for injecting dependencies, we can move the @Autowired annotation to the constructor. We will also use the @Qualifier annotation to inject the bean of CollaborativeFilter type. The @Qualifier annotation cannot be used on the constructor (as it results in an error message: *“The annotation @Qualifier is disallowed for this location”*), rather, it should be used in the argument list right in front of the property that we want to be autowired as shown:

@Autowired  
public RecommenderImplementation(@Qualifier("collaborativeFilter") Filter filter) {  
    this.filter = filter;  
    System.out.println("Constructor invoked...");  
}

It should also be noted that the use of the @Autowired annotation is optional when using constructors.

1. In the main method, we will call the getBean method to show that constructor injection takes place and CollaborativeFilter bean is injected as follows:

public static void main(String[] args) {  
      
    ApplicationContext appContext = SpringApplication.run(  
                                    MovieRecommenderSystemApplication.class, args);  
  
    //RecommenderImplementation injects dependency using constructor  
    System.out.println("Calling getBean() on RecommenderImplementation");  
    RecommenderImplementation recommender = appContext.getBean(  
                                                  RecommenderImplementation.class);   
  
    String[] result = recommender.recommendMovies("Finding Dory");  
    System.out.println(Arrays.toString(result));  
}

When the application is run, Spring injects the CollaborativeFilter bean in the RecommenderImplementation class using the constructor. The “Constructor invoked…” message is printed on the console.

**Setter injection**

1. Another way to wire in a dependency is by using a setter method. We will create a setter method in the RecommenderImplementation2 class called setFilter as follows:

public void setFilter(Filter filter) {  
    this.filter = filter;  
    System.out.println("Setter method invoked..");  
}

1. We can guide Spring to use the setter method by using the @Autowired annotation before the method. We will also use the @Qualifier annotation to instruct Spring to use the ContentBasedFilter bean as follows:

@Autowired  
@Qualifier("contentBasedFilter")  
public void setFilter(Filter filter) {  
    //...  
}

1. In the main method, we will call the getBean method to show that setter injection takes place and ContentBasedFilter bean is injected as follows:

public static void main(String[] args) {  
      
    ApplicationContext appContext = SpringApplication.run(  
                                    MovieRecommenderSystemApplication.class, args);  
  
    //...  
    
    //RecommenderImplementation2 injects dependency using setter method  
    System.out.println("Calling getBean() on RecommenderImplementation2");  
    RecommenderImplementation2 recommender2 = appContext.getBean(  
                                                 RecommenderImplementation2.class);   
  
    result = recommender2.recommendMovies("Finding Dory");  
    System.out.println(Arrays.toString(result));  
}

When the application is run, Spring injects the ContentBasedFilter bean in the RecommenderImplementation2 class using the setFilter method. The “Setter invoked…” message is also displayed on the console.

**Field injection**

1. We have seen two dependency injection methods above but Spring was already performing dependency injection without a constructor or setter method in the RecommenderImplementation class. We have been using @Autowired annotation directly on the Filter field. This is called *field injection*.

public class RecommenderImplementation {  
    @Autowired  
    private Filter filter;  
      
    //...      
}

Using field injection keeps the code simple and readable, but it is unsafe because Spring can set private fields of the objects. Testing also becomes inconvenient because we need a way to perform dependency injection for testing. Yet another disadvantage is that a developer may add a lot of optional dependencies which can make the application complex. If there was a constructor, then each additional dependency would result in increasing the number of arguments of the constructor.

Both constructor and setter injection result in the same outcome. However, there are some differences. Setter injection is more readable as it specifies the name of the dependency as the method name but the number of setter methods increases with each increasing dependency increasing the boiler plate code. Setter injection is used to avoid the *BeanCurrentlyInCreationException* raised in case of a circular dependency, because unlike constructor injection where dependencies are injected at the time when context is loaded, setter injection injects dependencies when they are needed.

Constructor injection ensures that all dependencies are injected because an object cannot be constructed until all its dependencies are available. It also ensures immutability as the state of the bean cannot be modified after creation.
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package io.datajek.spring.basics.movierecommendersystem.lesson7;

import java.util.Arrays;

import org.springframework.boot.SpringApplication;

import org.springframework.boot.autoconfigure.SpringBootApplication;

import org.springframework.context.ApplicationContext;

@SpringBootApplication

public class MovieRecommenderSystemApplication {

    public static void main(String[] args) {

        //ApplicationContext manages the beans and dependencies

        ApplicationContext appContext = SpringApplication.run(MovieRecommenderSystemApplication.class, args);

        //RecommenderImplementation injects dependency using constructor

        System.out.println("\n\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*");

        System.out.println("Calling getBean() on RecommenderImplementation");

        RecommenderImplementation recommender = appContext.getBean(RecommenderImplementation.class);

        String[] result = recommender.recommendMovies("Finding Dory");

        System.out.println(Arrays.toString(result));

        //RecommenderImplementation2 injects dependency using setter method

        System.out.println("\n\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*");

        System.out.println("Calling getBean() on RecommenderImplementation2");

        RecommenderImplementation2 recommender2 = appContext.getBean(RecommenderImplementation2.class);

        result = recommender2.recommendMovies("Finding Dory");

        System.out.println(Arrays.toString(result));

    }

![](data:image/x-wmf;base64,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)

![](data:image/x-wmf;base64,183GmgAAAAAAAEIAGABgAAAAAAArVwEACQAAA7kAAAAEAAsAAAAAAAQAAAADAQgABQAAAAsCAAAAAAUAAAAMAhgAQgADAAAAHgAHAAAA/AIAAP///wAAAAQAAAAtAQAACQAAAB0GIQDwABgAAQAAAEEACQAAAB0GIQDwAAEAQQAXAAAABwAAAPwCAACgoKAAAAAEAAAALQEBAAkAAAAdBiEA8AAXAAEAAAAAAAkAAAAdBiEA8AABAEAAAAABAAcAAAD8AgAA4+PjAAAABAAAAC0BAgAJAAAAHQYhAPAAFgABAAEAQAAJAAAAHQYhAPAAAQA/ABYAAQAHAAAA/AIAAGlpaQAAAAQAAAAtAQMACQAAAB0GIQDwABUAAQABAAEACQAAAB0GIQDwAAEAPgABAAIABQAAAAsCAAAAAAUAAAAMAhgAQgAFAAAAAQL///8ABQAAAC4BAAAAAAUAAAACAQEAAAALAAAAMgoAAAAAAAACAAIAAgBAABYABAAAACcB//8DAAAAAAA=)

Run

Save

Reset

# Spring In-depth

**Bean Scope**

Learn about the differences between singleton and prototype bean scopes.

**We'll cover the following**

* [Types of bean scopes](https://www.educative.io/courses/guide-spring-5-spring-boot-2/xl1xxQlxvqz#Types-of-bean-scopes)
* [Singleton scope](https://www.educative.io/courses/guide-spring-5-spring-boot-2/xl1xxQlxvqz#Singleton-scope)
* [Prototype scope](https://www.educative.io/courses/guide-spring-5-spring-boot-2/xl1xxQlxvqz#Prototype-scope)
* [Spring vs. Gang of Four singleton](https://www.educative.io/courses/guide-spring-5-spring-boot-2/xl1xxQlxvqz#Spring-vs.-Gang-of-Four-singleton)

The Spring container manages beans. The term bean scope refers to the lifecycle and the visibility of beans. It tells how long the bean lives, how many instances of the bean are created, and how the bean is shared.

**Types of bean scopes**

There are six types of scopes: singleton, prototype, request, session, application, and websocket.

Types of bean scopes

The singleton and prototype scopes can be used in any application while the last four scopes are only available for a web application. In this lesson, we will focus on singleton and prototype bean scopes only.

**Singleton scope**

The default scope of a bean is **singleton**, in which only one instance of the bean is created and cached in memory. Multiple requests for the bean return a shared reference to the same bean. In contrast, **prototype** scope results in the creation of new beans whenever a request for the bean is made to the application context.

In our movie recommendation system example, we have two implementations of the Filter interface, namely ContentBasedFilter and CollaborativeFilter. We will use them to show the differences between singleton and prototype bean scope.

For the code example shown in this lesson, we have created a sub-package called **lesson8** inside the package **io.datajek.spring.basics.movierecommendersystem**.

The package contains **MovieRecommenderSystemApplication.java**, **Filter.java**, **ContentBasedFilter.java**, and **CollaborativeFilter.java** files.

1. Application context manages the beans and we can retrieve a bean using the getBean() method. If we request the application context for the ContentBasedFilter bean three times as shown, we get the same bean:

public static void main(String[] args) {  
    //ApplicationContext manages the beans and dependencies  
    ApplicationContext appContext = SpringApplication.run(  
                                       MovieRecommenderSystemApplication.class, args);  
  
    //Retrieve singleton bean from application context thrice  
    ContentBasedFilter cbf1 = appContext.getBean(ContentBasedFilter.class);   
    ContentBasedFilter cbf2 = appContext.getBean(ContentBasedFilter.class);   
    ContentBasedFilter cbf3 = appContext.getBean(ContentBasedFilter.class);   
          
    System.out.println(cbf1);  
    System.out.println(cbf2);  
    System.out.println(cbf3);  
}
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package io.datajek.spring.basics.movierecommendersystem.lesson8;

import org.springframework.boot.SpringApplication;

import org.springframework.boot.autoconfigure.SpringBootApplication;

import org.springframework.context.ApplicationContext;

@SpringBootApplication

public class MovieRecommenderSystemApplication {

    public static void main(String[] args) {

        //ApplicationContext manages the beans and dependencies

        ApplicationContext appContext = SpringApplication.run(MovieRecommenderSystemApplication.class, args);

        //Retrieve singleton bean from application context thrice

        ContentBasedFilter cbf1 = appContext.getBean(ContentBasedFilter.class);

        ContentBasedFilter cbf2 = appContext.getBean(ContentBasedFilter.class);

        ContentBasedFilter cbf3= appContext.getBean(ContentBasedFilter.class);

        System.out.println(cbf1);

        System.out.println(cbf2);

        System.out.println(cbf3);

    }

}
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As can be verified from the output, all beans are the same. The application context did not create a new bean when we requested it the second and third time. Rather, it returned the reference to the bean already created. Pictorially, it can be shown as follows:

Singleton scope

Singleton bean scope is the default scope. It is used to minimize the number of objects created. Beans are created when the context is loaded and cached in memory. All requests for a bean are returned with the same memory address. This type of scope is best suited for cases where stateless beans are required. On the contrary, prototype bean scope is used when we need to maintain the state of the beans.

**Prototype scope**

1. Now we will change the scope of the CollaborativeFilter bean from singleton to prototype. For this, we will use the @Scope annotation and import org.springframework.context.annotation.Scope. We can specify the scope in the two ways shown below. Option 2 is the preferred approach.

//Option 1  
@Scope("prototype")  
  
//Option 2   
@Scope(ConfigurableBeanFactory.SCOPE\_PROTOTYPE)

Just like the previous step, we will ask the application context for the CollaborativeFilter bean three times and output the results as follows:

public static void main(String[] args) {  
    //ApplicationContext manages the beans and dependencies  
    ApplicationContext appContext = SpringApplication.run(  
                                    MovieRecommenderSystemApplication.class, args);  
  
    //...  
  
    //Retrieve prototype bean from application context thrice  
    CollaborativeFilter cf1 = appContext.getBean(CollaborativeFilter.class);      
    CollaborativeFilter cf2 = appContext.getBean(CollaborativeFilter.class);      
    CollaborativeFilter cf3 = appContext.getBean(CollaborativeFilter.class);  
      
    System.out.println(cf1);  
    System.out.println(cf2);  
    System.out.println(cf3);  
}

This time the application context will return three different objects. It will create a new object every time we invoke the getBean() method.

Prototype scope

MovieRecommenderSystemApplication.java

Filter.java

CollaborativeFilter.java

ContentBasedFilter.java

1

2

3

4

5

6

7

8

9

10

11

12

13

14

15

16

17

18

19

20

21

22

23

24

package io.datajek.spring.basics.movierecommendersystem.lesson8;

import org.springframework.boot.SpringApplication;

import org.springframework.boot.autoconfigure.SpringBootApplication;

import org.springframework.context.ApplicationContext;

@SpringBootApplication

public class MovieRecommenderSystemApplication {

    public static void main(String[] args) {

        //ApplicationContext manages the beans and dependencies

        ApplicationContext appContext = SpringApplication.run(MovieRecommenderSystemApplication.class, args);

        //Retrieve prototype bean from application context thrice

        CollaborativeFilter cf1 = appContext.getBean(CollaborativeFilter.class);

        CollaborativeFilter cf2 = appContext.getBean(CollaborativeFilter.class);

        CollaborativeFilter cf3 = appContext.getBean(CollaborativeFilter.class);

        System.out.println(cf1);

        System.out.println(cf2);

        System.out.println(cf3);

    }

}
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Spring creates a singleton bean even before we ask for it while a prototype bean is not created till we request Spring for the bean. In the code widget below, we will print a message in the ContentBasedFilter and CollaborativeFilter constructors and comment everything in the main method. When the application is run, the output shows that Spring has created a ContentBasedFilter bean but the CollaborativeFilter bean has not yet been created.
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package io.datajek.spring.basics.movierecommendersystem.lesson8;

import org.springframework.boot.SpringApplication;

import org.springframework.boot.autoconfigure.SpringBootApplication;

import org.springframework.context.ApplicationContext;

@SpringBootApplication

public class MovieRecommenderSystemApplication {

    public static void main(String[] args) {

        //ApplicationContext manages the beans and dependencies

        ApplicationContext appContext = SpringApplication.run(MovieRecommenderSystemApplication.class, args);

        //Retrieve singleton bean from application context thrice

    //  ContentBasedFilter cbf1 = appContext.getBean(ContentBasedFilter.class);

    //  ContentBasedFilter cbf2 = appContext.getBean(ContentBasedFilter.class);

    //  ContentBasedFilter cbf3= appContext.getBean(ContentBasedFilter.class);

        //Retrieve prototype bean from application context thrice

    //  CollaborativeFilter cf1 = appContext.getBean(CollaborativeFilter.class);

    //  CollaborativeFilter cf2 = appContext.getBean(CollaborativeFilter.class);

    //  CollaborativeFilter cf3 = appContext.getBean(CollaborativeFilter.class);

    }

}
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If the code creating multiple objects of both classes is un-commented (lines 16-18 and 21–23), it will be seen that the singleton bean constructor is called only once while the prototype bean constructor is called three times.

**Spring vs. Gang of Four singleton**

It is important to note that there is a difference between the Spring singleton and the Gang of Four (GoF) singleton design patterns. The singleton design pattern as specified by the GoF means one bean per JVM. However, in Spring it means one bean per application context. By the GoF definition, even if there were more than one application contexts running on the same JVM, there would still be only one instance of the singleton class.

**Mixing Bean Scope**

See what happens when the dependency of a singleton bean has prototype scope and learn one of the several possible ways to get the correct output.

**We'll cover the following**

* [Singleton bean with prototype dependency](https://www.educative.io/courses/guide-spring-5-spring-boot-2/qVvpGvK3BkR#Singleton-bean-with-prototype-dependency)
* [Proxy](https://www.educative.io/courses/guide-spring-5-spring-boot-2/qVvpGvK3BkR#Proxy)
* [@Lookup](https://www.educative.io/courses/guide-spring-5-spring-boot-2/qVvpGvK3BkR#@Lookup)

**Singleton bean with prototype dependency**

In this lesson, we will discuss an interesting problem of mixing bean scopes. Sometimes, a bean has singleton scope but its dependency has prototype scope. An example is the content-based filter which recommends movies based on item-to-item similarity. Our basic implementation of the content-based filter compares different movies and assigns a similarity score. Hence, Movie is a dependency of the ContentBasedFilter class.

The ContentBasedFilter bean has singleton scope because we need only one instance of the filter. However, the Movie bean has prototype scope because we need more than one objects of this class.

Singleton bean with prototype dependency

1. For the code example shown in this lesson, we have created a sub-package called **lesson9** inside the package **io.datajek.spring.basics.movierecommendersystem**.

The package contains **MovieRecommenderSystemApplication.java**, **Filter.java**, and **ContentBasedFilter.java** files from the previous lesson.

1. We will create a new class called Movie in the **lesson9** package. This class has variables for storing movie name, genre and producer, as well as a static member, instances, to maintain the global count of instances created. The variable instances is incremented in the constructor. The scope of the Movie class is prototype because we want multiple objects of this class in the ContentBasedFilter class.

@Component @Scope(ConfigurableBeanFactory.SCOPE\_PROTOTYPE)  
public class Movie {  
    //for keeping track of instances created  
    private static int instances = 0;  
  
    private int id;  
    private String name;  
    private String genre;    
    private String producer;   
   
    public Movie() {  
        instances++;  
        System.out.println("Movie constructor called");  
     }  
  
    public static int getInstances() {  
        return Movie.instances;  
    }  
  
    //...  
}

1. We will modify the ContentBasedFilter class to create a variable instances for keeping track of the number of objects created. This variable is incremented in the constructor. We will also create a dependency on the Movie class using the @Autowired annotation. Lastly, we will add a getter method for the dependency (getMovie) as shown below:

@Component  
public class ContentBasedFilter   
implements Filter {  
    //for keeping track of instances created  
    private static int instances= 0;  
   
    @Autowired  
    private Movie movie;  
  
    public ContentBasedFilter() {  
        instances++;        
        System.out.println("ContentBasedFilter constructor called");  
    }  
  
    public Movie getMovie() {  
        return movie;  
    }  
  
    public static int getInstances(){  
        return ContentBasedFilter.instances;  
    }  
}

1. In the main method, we will get the ContentBasedFilter bean from the application context and then use it to retrieve the Movie bean thrice.

public static void main(String[] args) {  
    ApplicationContext appContext = SpringApplication.run(  
                                          MovieRecommenderSystemApplication.class, args);  
  
    //Retrieve singleton bean from application context  
    ContentBasedFilter filter = appContext.getBean(ContentBasedFilter.class);     
    System.out.println("\nContentBasedFilter bean with singleton scope");  
    System.out.println(filter);  
      
    //Retrieve prototype bean from the singleton bean thrice  
    Movie movie1 = filter.getMovie();     
    Movie movie2 = filter.getMovie();     
    Movie movie3 = filter.getMovie();  
      
    System.out.println("\nMovie bean with prototype scope");  
    System.out.println(movie1);  
    System.out.println(movie2);  
    System.out.println(movie3);  
  
    //Print number of instances of each bean  
    System.out.println("\nContentBasedFilter instances created: "+  
                                                       ContentBasedFilter.getInstances());  
    System.out.println("Movie instances created: "+ Movie.getInstances());  
}

We expect one instance of ContentBasedFilter bean and three instances of the prototype Movie bean but the output is different, as can be seen by running the following code:
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package io.datajek.spring.basics.movierecommendersystem.lesson9;

import org.springframework.beans.factory.config.ConfigurableBeanFactory;

import org.springframework.context.annotation.Scope;

import org.springframework.stereotype.Component;

@Component

@Scope(ConfigurableBeanFactory.SCOPE\_PROTOTYPE)

public class Movie {

    private static int instances = 0;

    private int id;

    private String name;

    private String genre;

    private String producer;

    public Movie() {

        instances++;

        System.out.println("Movie constructor called");

    }

    public static int getInstances(){

        return Movie.instances;

    }

    public double movieSimilarity(int movie1, int movie2) {

        double similarity = 0.0;

        //if genres are same add 0.3 to similarity

        //if producers are same add 0.5 to similarity

![](data:image/x-wmf;base64,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)

![](data:image/x-wmf;base64,183GmgAAAAAAAEIAGABgAAAAAAArVwEACQAAA7kAAAAEAAsAAAAAAAQAAAADAQgABQAAAAsCAAAAAAUAAAAMAhgAQgADAAAAHgAHAAAA/AIAAP///wAAAAQAAAAtAQAACQAAAB0GIQDwABgAAQAAAEEACQAAAB0GIQDwAAEAQQAXAAAABwAAAPwCAACgoKAAAAAEAAAALQEBAAkAAAAdBiEA8AAXAAEAAAAAAAkAAAAdBiEA8AABAEAAAAABAAcAAAD8AgAA4+PjAAAABAAAAC0BAgAJAAAAHQYhAPAAFgABAAEAQAAJAAAAHQYhAPAAAQA/ABYAAQAHAAAA/AIAAGlpaQAAAAQAAAAtAQMACQAAAB0GIQDwABUAAQABAAEACQAAAB0GIQDwAAEAPgABAAIABQAAAAsCAAAAAAUAAAAMAhgAQgAFAAAAAQL///8ABQAAAC4BAAAAAAUAAAACAQEAAAALAAAAMgoAAAAAAAACAAIAAgBAABYABAAAACcB//8DAAAAAAA=)

Run

Save

Reset

The output of the above code widget shows that the same Movie bean is returned every time. Moreover, the number of instances of the prototype bean created is one instead of three. A singleton bean is created when the context is loaded. The Movie constructor was called by Spring when it was creating the ContentBasedFilter bean. The prototype bean is injected into the singleton bean at the time of creation of the singleton bean when the container initializes it. This explains the following messages in the output:

ContentBasedFilter constructor called

Movie constructor called

*When a prototype bean is injected into a singleton bean, it loses its prototype behavior and acts as a singleton.*

The same instance of the bean is returned by the application context every time it is requested using the getMovie method.

Prototype bean acting as a singleton bean is wired in at the time of container initialization

**Proxy**

1. Right now, Spring cannot inject the prototype bean into the singleton bean after it has been created. This problem can be solved in a number of ways. One of them is by using a **proxy**. We declare the bean with prototype scope as a proxy using the proxyMode element inside the @Scope annotation.

@Scope(value=ConfigurableBeanFactory.SCOPE\_PROTOTYPE, proxyMode=ScopedProxyMode.TARGET\_CLASS)

The prototype bean doesn’t get autowired into the singleton bean at the time of its creation. Instead, a proxy or placeholder object is autowired. The proxy adds a level of indirection. When the developer requests the prototype bean from Spring, a proxy is created and is returned by the application context. The proxy mode allows Spring container to inject a new object into the singleton bean when a method on the proxy object is called.

Proxy injected in place of prototype bean

After making this change in the code, a proxy Movie object is created and we get a new Movie bean when the ContentBasedFilter bean calls the getMovie() method on the proxy object. The proxy resolves the Movie instance and calls getMovie() on the resolved instance.
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package io.datajek.spring.basics.movierecommendersystem.lesson9;

import org.springframework.boot.SpringApplication;

import org.springframework.boot.autoconfigure.SpringBootApplication;

import org.springframework.context.ApplicationContext;

@SpringBootApplication

public class MovieRecommenderSystemApplication {

    public static void main(String[] args) {

        //ApplicationContext manages the beans and dependencies

        ApplicationContext appContext = SpringApplication.run(MovieRecommenderSystemApplication.class, args);

        //Retrieve and print singleton bean from application context

        ContentBasedFilter filter = appContext.getBean(ContentBasedFilter.class);

        System.out.println("\nContentBasedFilter bean with singleton scope");

        System.out.println(filter);

        //Retrieve and print prototype bean from the singleton bean twice

        Movie movie1 = filter.getMovie();

        Movie movie2 = filter.getMovie();

        Movie movie3 = filter.getMovie();

        System.out.println("\nMovie bean with prototype scope");

        System.out.println(movie1);

        System.out.println(movie2);

        System.out.println(movie3);

        //Print number of instances of each bean

        System.out.println("\nContentBasedFilter instances created: "+ ContentBasedFilter.getInstances());
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As can be seen from the output, the singleton bean constructor is called when the ContentBasedFilter object is initialized, but the Movie constructor isn’t called at that time. The Movie constructor is called whenever the proxy object gets used (as in the println statements in line 26-28).

**@Lookup**

1. Another method is by using the @Lookup annotation on the getMovie() method. This annotation tells Spring to return an instance of Movie type. It is essentially the same as beanFactory.getBean(Movie.class).

One thing to consider is that singleton scope minimizes the number of objects created so the scope should only be changed where necessary. If there are more objects, there will be an impact on the memory used as well as on garbage collection.

# @ComponentScan

In this lesson, we will talk about how Spring searches for beans found in different packages.

**We'll cover the following**

* [@SpringBootApplication](https://www.educative.io/courses/guide-spring-5-spring-boot-2/mygjY6MDV30#@SpringBootApplication)
* [@ComponentScan for specific package](https://www.educative.io/courses/guide-spring-5-spring-boot-2/mygjY6MDV30#@ComponentScan-for-specific-package)
* [Include and exclude filters](https://www.educative.io/courses/guide-spring-5-spring-boot-2/mygjY6MDV30#Include-and-exclude-filters)
  + [Filter types](https://www.educative.io/courses/guide-spring-5-spring-boot-2/mygjY6MDV30#Filter-types)

Spring does a component scan to search for the beans that it manages. In a Spring application, the @ComponentScan annotation without any argument tells Spring to scan the current package as well as any sub-packages that might exist. Spring detects all classes marked with the @Component, @Repository, @Service, and @Controller annotations during component scan.

## @SpringBootApplication

In a Spring application, @ComponentScan is used along with the @Configuration annotation. In a Spring Boot application, component scan happens implicitly. The @SpringBootApplication annotation is a combination of three annotations:

* @Configuration
* @EnableAutoConfiguration
* @ComponentScan

'SpringBootApplication' combines three annotations

@SpringBootApplication by default, searches the package where it is present, as well as all the sub-packages. If a bean is present in a package other than the base package or its sub-packages, it will not be found. If we want Spring to find beans defined in other packages, we need to use the @ComponentScan annotation and provide the path of the package where we want Spring to look for the beans.

1. For the code example shown in this lesson, we have created a sub-package called **lesson10** inside the package **io.datajek.spring.basics.movierecommendersystem**. The package contains **Filter.java** and **CollaborativeFilter.java** files copied from **lesson8** package.

We will also use the **lesson9** sub-package from the previous lesson containing **MovieRecommenderSystemApplication.java**, **Filter.java**, **ContentBasedFilter.java**, and **Movie.java** files.

1. To demonstrate that Spring cannot find beans in other packages, we will use the MovieRecommenderSystemApplication class in the **lesson9** sub-package to access the ContentBasedFilter and CollaborativeFilter beans. The ContentBasedFilter bean is in the same package as the application file, but the CollaborativeFilter bean is present in a different package, namely: **io.datajek.spring.basics.movierecommendersystem.lesson10**.

CollaborativeFilter bean is not in the package having @SpringBootApplication annotation.

The MovieRecommenderSystemApplication class has the @SpringBootApplication annotation which means that **io.datajek.spring.basics.movierecommendersystem.lesson9** and its sub-packages will be scanned for beans. The containsBean method, which returns a Boolean value, is used to check if the bean is found during component scanning.

package io.datajek.spring.basics.movierecommendersystem.lesson9;  
  
@SpringBootApplication  
public class MovieRecommenderSystemApplication {  
  
    public static void main(String[] args) {  
        ApplicationContext appContext = SpringApplication.run(  
                                              MovieRecommenderSystemApplication.class, args);  
  
        System.out.println("ContentBasedFilter bean found = " +   
                                              appContext.containsBean("contentBasedFilter"));  
        System.out.println("CollaborativeFilter bean found = " +   
                                              appContext.containsBean("collaborativeFilter"));  
    }  
}

When the application is run, the ContentBasedFilter bean (from **lesson9** package) is found but the CollaborativeFilter bean (from **lesson10** package) is not found. This is because Spring scans the **io.datajek.spring.basics.movierecommendersystem.lesson9** package where the @SpringBootApplication annotation is used.

## @ComponentScan for specific package

1. We need to guide Spring to search the **io.datajek.spring.basics.movierecommendersystem.lesson10** package, where the CollaborativeFilter bean is present. The basePackages argument lists all the package names that are scanned during component scanning. We will use the @ComponentScan annotation with basePackages argument as follows:

@ComponentScan(basePackages = "io.datajek.spring.basics.movierecommendersystem.lesson10")

This time Spring detects the CollaborativeFilter bean but since we explicitly specified the package to be searched, it only looked for beans in that package only, and thus the ContentBasedFilter bean was not found.

ContentBasedFilter bean is not found during component scan.

If **lesson9** package is included in the basePackages list, as shown below, both beans will be found.

@ComponentScan(basePackages={"io.datajek.spring.basics.movierecommendersystem.lesson9",  
                             "io.datajek.spring.basics.movierecommendersystem.lesson10"})

## Include and exclude filters

1. @ComponentScan can be used to include or exclude certain packages from being scanned. Include filters are used to include certain classes in component scan. Exclude filters are used to stop Spring from auto-detecting classes in component scan.

### Filter types

There are different types of filters that make use of stereotype annotations, interfaces, regular expressions, and AspectJ expressions. Spring also allows the creation of custom filters, e.g., find only those beans whose names are a certain length. FilterType can have the following values:

* FilterType.ANNOTATION
* FilterType.ASPECTJ
* FilterType.ASSIGNABLE\_TYPE
* FilterType.REGEX
* FilterType.CUSTOM

One way to direct Spring to detect both ContentBasedFilter and CollaborativeFilter beans, is to use the include filter of type **REGEX** and provide the path of the package where the ContentBasedFilter bean is present.

@ComponentScan(basePackages = "io.datajek.spring.basics.movierecommendersystem.lesson10")  
@ComponentScan(includeFilters = @ComponentScan.Filter (  
                    type= FilterType.REGEX,   
                    pattern="io.datajek.spring.basics.movierecommendersystem.lesson9.\*"))

Our REGEX pattern evaluates to all beans declared with @Component annotation in the lesson9 package. Now when the application is run, beans from two different packages are successfully detected.

Both ContentBasedFilter and CollaborativeFilter beans are found in component scan.

Use the code widget below to run the application without @ComponentScan annotation and see the results. Then run with the @ComponentScan annotation providing the path to **lesson10** package, and observe the results. Lastly, run @ComponentScan with the includeFilters to see how it affects the output.
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package io.datajek.spring.basics.movierecommendersystem.lesson9;

import org.springframework.boot.SpringApplication;

import org.springframework.boot.autoconfigure.SpringBootApplication;

import org.springframework.context.ApplicationContext;

import org.springframework.context.annotation.ComponentScan;

import org.springframework.context.annotation.FilterType;

@SpringBootApplication

//@ComponentScan(basePackages="io.datajek.spring.basics.movierecommendersystem.lesson10")

//@ComponentScan(includeFilters = @ComponentScan.Filter (type= FilterType.REGEX, pattern="io.datajek.spring.basics.movierecommendersystem.lesson9.\*"))

public class MovieRecommenderSystemApplication {

    public static void main(String[] args) {

        //ApplicationContext manages the beans and dependencies

        ApplicationContext appContext = SpringApplication.run(MovieRecommenderSystemApplication.class, args);

        //check if beans are found

        System.out.println("CollaborativeFilter bean found = " + appContext.containsBean("collaborativeFilter"));

        System.out.println("ContentBasedFilter bean found = " + appContext.containsBean("contentBasedFilter"));

    }

}
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**Bean Lifecycle: @PostConstruct, @ PreDestroy**

This lesson sheds light on bean lifecycle methods annotated with @PostConstruct and @PreDestroy.

**We'll cover the following**

* [@PostConstruct](https://www.educative.io/courses/guide-spring-5-spring-boot-2/Y5zwjNYBJy9#@PostConstruct)
* [@PreDestroy](https://www.educative.io/courses/guide-spring-5-spring-boot-2/Y5zwjNYBJy9#@PreDestroy)

Spring manages the entire lifecycle of beans from the time they are created till the time they are destroyed. It provides post-initialization and pre-destruction callback methods on the beans. The developer can tap into these callbacks and write custom initialization and cleanup code.

1. For the code example shown in this lesson, we have created a sub-package called **lesson11** inside the package **io.datajek.spring.basics.movierecommendersystem**.

The package contains **MovieRecommenderSystemApplication.java**, **Filter.java**, **ContentBasedFilter.java**, and **RecommenderImplementation.java** files.

1. In this lesson, we will introduce the slf4j logger to log the sequence of events in our application and use it instead of System.out.println. Loggers offer flexibility, as well as better output, that includes timestamp, name of the thread executing the code, and the name of the class. This information comes in handy when debugging applications. We will declare a logger and import the relevant files as follows:

import org.slf4j.Logger;  
import org.slf4j.LoggerFactory;  
  
@Component  
public class RecommenderImplementation {  
  
    private Logger logger = LoggerFactory.getLogger(this.getClass());  
    //...  
}

Similarly, we will declare a logger in the ContentBasedFilter class as well.

1. Next, we will create a setter method in RecommenderImplementation to inject the Filter dependency and display a logging message as follows:

@Component  
public class RecommenderImplementation {  
  
    //...  
    private Filter filter;  
   
    @Autowired  
    public void setFilter(Filter filter) {  
     logger.info("In RecommenderImplementation setter method..dependency injection");  
     this.filter = filter;  
    }  
    //...  
}

**@PostConstruct**

1. When Spring creates a bean, the first thing it does, is to autowire the dependencies. If the developer wants to perform a task after the dependencies have been populated, it can be done by calling a method annotated with the @PostConstruct annotation. A method with this annotation works like the init method. The @PostConstruct annotation tells Spring to call the method for us once the object has been created. The method can have any name and its return type is always void. After the bean is created, we can initialize the contents of the bean, load data, establish a database connection, or connect to a web server. The post construct method is only called after all the dependencies have been populated.

Bean creation

1. We will create a method called postConstruct in the RecommenderImplementation class and use the @PostConstruct annotation on it. This method can have any name.

import javax.annotation.PostConstruct;  
  
@Component  
public class RecommenderImplementation {  
  
    //...  
  
    @PostConstruct  
    public void postConstruct() {  
        //initialization code goes here  
        logger.info("In RecommenderImplementation postConstruct method");  
    }  
  
    //...  
}

Similarly, for the ContentBasedFilter class, the constructor and post construct method are shown below:

@Component  
public class ContentBasedFilter implements Filter{  
    //...  
    public ContentBasedFilter() {    
        super();  
        logger.info("In ContentBasedFilter constructor method");          
    }  
   
    @PostConstruct  
    private void postConstruct() {  
        //load movies into cache  
        logger.info("In ContentBasedFilter postConstruct method");  
    }  
   
    //...  
}

1. In the main method, we will create a RecommenderImplementation bean and observe the order in which the constructor and post construct methods of the bean and its dependency are called.

public static void main(String[] args) {  
  
    ApplicationContext appContext = SpringApplication.run(  
                                          MovieRecommenderSystemApplication.class, args);  
      
    //use ApplicationContext to get recommender object  
    RecommenderImplementation recommender = appContext.getBean(  
                                                        RecommenderImplementation.class);     
  
    System.out.println(recommender);  
}

The logger messages give an insight into the sequence of events after the container is initialized. In order to create the RecommenderImplementation bean, the ContentBasedFilter bean is needed. The constructor of the ContentBasedFilter class is called. After the constructor method, the PostConstruct method is called. When the bean has been created, it is injected into the RecommenderImplementation bean as can be seen from the logger output of the setter method. After the dependency has been injected into the RecommenderImplementation bean, its PostConstruct method is called. Now the bean is ready for use and is returned by the getBean() method after which the bean name is printed.

Bean creation - sequence of events

The logger output is shown below:

**@PreDestroy**

1. The callback method that is executed just before the bean is destroyed is annotated using @PreDestroy. The method having this annotation is called when the bean is in the process of being removed from the container. All cleanup stuff can be performed in this method. A method with the @PreDestroy annotation can be used to release resources or close a database connection.

Bean destruction

1. We will write our custom destroy method in both the RecommenderImplementation and ContentBasedFilter classes as follows:

import javax.annotation.PreDestroy;  
  
@Component  
public class RecommenderImplementation {  
    //...  
  
    @PreDestroy  
    public void preDestroy() {  
        //cleanup code  
        logger.info("In RecommenderImplementation preDestroy method");  
    }  
}

@Component  
public class ContentBasedFilter   
implements Filter{  
  
    //...  
  
    @PreDestroy  
    private void preDestroy() {  
        //clear movies from cache  
        logger.info("In ContentBasedFilter preDestroy method");  
    }  
}

The log shows that when the RecommenderIplementation bean is in the process of being destroyed, its PreDestroy method is called followed by the ContentBasedFilter bean’s PreDestroy method.
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import java.util.Arrays;

import org.springframework.boot.SpringApplication;

import org.springframework.boot.autoconfigure.SpringBootApplication;

import org.springframework.context.ApplicationContext;

@SpringBootApplication

public class MovieRecommenderSystemApplication {

    public static void main(String[] args) {

        //ApplicationContext manages the beans and dependencies

        ApplicationContext appContext = SpringApplication.run(MovieRecommenderSystemApplication.class, args);

        //use ApplicationContext to get recommender object

        RecommenderImplementation recommender = appContext.getBean(RecommenderImplementation.class);

        System.out.println();

        System.out.println();

        System.out.println(recommender);

        //call method to get recommendations

        String[] result = recommender.recommendMovies("Finding Dory");

        //display results

        System.out.println();

        System.out.println();

        System.out.println(Arrays.toString(result));

    }

}
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**Bean Lifecycle: Prototype Scoped Beans**

This lesson shows that Spring does not manage the complete lifecycle of prototype scoped beans.

**We'll cover the following**

* [Lifecycle of prototype beans](https://www.educative.io/courses/guide-spring-5-spring-boot-2/JYEpQOAAYZ9#Lifecycle-of-prototype-beans)
* [Post-construct method](https://www.educative.io/courses/guide-spring-5-spring-boot-2/JYEpQOAAYZ9#Post-construct-method)
* [Pre-destroy method](https://www.educative.io/courses/guide-spring-5-spring-boot-2/JYEpQOAAYZ9#Pre-destroy-method)

**Lifecycle of prototype beans**

Spring manages the entire lifecycle of singleton beans but it does not completely manage the lifecycle of prototype beans. This is because there might be a large number of prototype instances and the container can become overwhelmed keeping track of them.

The Spring container creates the prototype beans and hands them over when requested. Thereafter, it is the responsibility of the application to destroy the bean and free up any resources that it has acquired.

1. For the code example shown in this lesson, we will use the **lesson11** sub-package created in the last lesson and add a class with prototype scope.
2. We will use the **Movie** class from the [bean scope](https://www.educative.io/pageeditor/5352985413550080/4785082259734528/6032092216426496) lesson to show that the post initialization method is called but the pre-destruction method is not called for prototype beans. This class has prototype scope as shown:

@Component  
@Scope(value = ConfigurableBeanFactory.SCOPE\_PROTOTYPE,   
       proxyMode = ScopedProxyMode.TARGET\_CLASS)  
public class Movie {  
  
    private Logger logger =   
    LoggerFactory.getLogger(this.getClass());  
   
    private int id;  
    private String name;  
    private String genre;    
    private String producer;   
    //...  
}

**Post-construct method**

1. We will add a constructor and post construct method to this class as follows:

public Movie() {  
    super();  
    logger.info("In Movie constructor method");       
}  
  
@PostConstruct  
private void postConstruct() {  
    //initialization code  
    logger.info("In Movie postConstruct method");  
}

**Pre-destroy method**

1. The Movie class will have a pre-destroy method, preDestroy as follows:

@PreDestroy  
private void preDestroy() {  
    //cleanup code  
    logger.info("In Movie preDestroy method");  
}

1. In the main method, we will retrieve a singleton RecommenderImplementation and two prototype Movie beans from the application context.

public static void main(String[] args) {  
  
    ApplicationContext appContext = SpringApplication.run(  
                                          MovieRecommenderSystemApplication.class, args);  
  
    //Retrieving singleton bean from application context  
    RecommenderImplementation recommender = appContext.getBean(  
                                                        RecommenderImplementation.class);     
    System.out.println(recommender);  
  
    //Retrieving prototype bean from application context twice  
    Movie m1 = appContext.getBean(Movie.class);  
    System.out.println(m1);  
  
    Movie m2 = appContext.getBean(Movie.class);  
    System.out.println(m2);  
  
}

1. When the application is run, we can see that the constructor and post construct methods of the singleton RecommenderImplementation bean (and its dependency, ContentBasedFilter bean) are called when the bean is created, before the application starts.

The prototype bean is not created beforehand and the constructor and post construct methods for the Movie bean are only called when we request the application context for the Movie bean.

When the application terminates, the PreDestroy method is called for the singleton RecommenderImplementation bean (and its dependency ContentBasedFilter bean) but not for the prototype scoped Movie bean.
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import org.springframework.boot.SpringApplication;

import org.springframework.boot.autoconfigure.SpringBootApplication;

import org.springframework.context.ApplicationContext;

@SpringBootApplication

public class MovieRecommenderSystemApplication {

    public static void main(String[] args) {

        //ApplicationContext manages the beans and dependencies

        ApplicationContext appContext = SpringApplication.run(MovieRecommenderSystemApplication.class, args);

        System.out.println();

        //Retrieving singleton bean from application context

        RecommenderImplementation recommender = appContext.getBean(RecommenderImplementation.class);

        System.out.println(recommender);

        //Retrieving prototype bean from application context twice

        System.out.println();

        Movie m1 = appContext.getBean(Movie.class);

        System.out.println(m1);

        System.out.println();

        Movie m2 = appContext.getBean(Movie.class);

        System.out.println(m2);

        System.out.println();

    }

}
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**Contexts and Dependency Injection Framework**

Learn how to replace Spring annotations with CDI annotations.

**We'll cover the following**

* [@Named](https://www.educative.io/courses/guide-spring-5-spring-boot-2/qV2A6Vn5rxr#@Named)
* [@Inject](https://www.educative.io/courses/guide-spring-5-spring-boot-2/qV2A6Vn5rxr#@Inject)
* [Other CDI annotations](https://www.educative.io/courses/guide-spring-5-spring-boot-2/qV2A6Vn5rxr#Other-CDI-annotations)

Contexts and Dependency Injection (CDI) is an interface that standardizes dependency injection for Java EE. It defines different annotations for dependency injection like @Named, @Inject, @Scope, @Singleton, etc. Different CDI implementation frameworks provide support and functionality for these annotations.

@Named is used to define a bean and @Inject is used for autowiring one bean into another. Spring supports most of the annotations defined by CDI.

1. For the code example shown in this lesson, we have created a sub-package called **lesson12** inside the package **io.datajek.spring.basics.movierecommendersystem**.

The package contains **MovieRecommenderSystemApplication.java**, **Filter.java**, **ContentBasedFilter.java**, **CollaborativeFilter.java**, and **RecommenderImplementation.java** files.

1. To be able to use CDI annotations in our Spring application, we need to add a dependency in the pom.xml file as follows:

<dependency>  
    <groupId>javax.inject</groupId>  
    <artifactId>javax.inject</artifactId>  
    <version>1</version>  
</dependency>

The dependency is automatically downloaded when the pom.xml file is saved and is visible in the **Maven Dependencies** folder as javax.inject-1.jar. This jar lists the annotations defined by CDI. Now, we can use these annotations in our application.

**@Named**

1. Spring framework provides an implementation for some CDI annotations. In Spring framework, a bean is declared using the @Component annotation. However, it also supports the @Named annotation. This means we can replace the @Component from the RecommenderImplementation, ContentBasedFilter, and CollaborativeFilter classes and use @Named to declare components.

import javax.inject.Named;  
  
@Named  
public class RecommenderImplementation {  
    //...  
}

@Named  
public class ContentBasedFilter {  
    //...  
}

@Named  
public class CollaborativeFilter {  
    //...  
}

**@Inject**

1. Spring has the @Autowired annotation for dependency injection but it also supports the equivalent CDI annotation, @Inject. So, the Filter dependency in RecommenderImplementation class declared using @Autowired can be declared using @Inject.

import javax.inject.Inject;  
  
@Named  
public class RecommenderImplementation {  
    @Inject  
    @Qualifier("CF")  
    private Filter filter;  
    //...  
}

1. In the main method, we will print the beans to verify if the RecommenderImplementation bean is getting detected and the Filter dependency is getting autowired successfully.

public static void main(String[] args) {  
    //...  
    RecommenderImplementation recommender = appContext.getBean(  
                                                       RecommenderImplementation.class);  
    System.out.println(recommender);  
    System.out.println(recommender.getFilter());  
    //...     
}

When the application is run, the output is the same as when @Component and @Autowired annotations were used.

**Other CDI annotations**

1. Other annotations provided by CDI are @Qualifier, @Scope, and @Singleton. The @Qualifier annotation is used to break ties if two beans of the same type qualify to be injected in a dependency.

@Scope is used to set the scope of the bean, similar to the @Scope annotation in Spring. The @Singleton annotation is used to explicitly set the scope to singleton in CDI annotation. In Spring, we can specify singleton scope using the @Scope annotation.

Both Spring and CDI annotations provide the same functionality. The only difference is that if the application is migrated to another framework, the CDI annotations can still be used, whereas Spring annotations are specific to the Spring framework. Thus, CDI annotations are often preferred because CDI is a Java EE standard.
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package io.datajek.spring.basics.movierecommendersystem.lesson12;

import java.util.Arrays;

import org.springframework.boot.SpringApplication;

import org.springframework.boot.autoconfigure.SpringBootApplication;

import org.springframework.context.ApplicationContext;

@SpringBootApplication

public class MovieRecommenderSystemApplication {

    public static void main(String[] args) {

        //ApplicationContext manages the beans and dependencies

        ApplicationContext appContext = SpringApplication.run(MovieRecommenderSystemApplication.class, args);

        //use ApplicationContext to find which filter is being used

        RecommenderImplementation recommender = appContext.getBean(RecommenderImplementation.class);

        System.out.println(recommender);

        System.out.println(recommender.getFilter());

        //call method to get recommendations

        String[] result = recommender.recommendMovies("Finding Dory");

        //display results

        System.out.println(Arrays.toString(result));

    }

}
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**Spring Application Configuration**

Learn how to configure a Spring application.

**We'll cover the following**

* [spring-core dependency](https://www.educative.io/courses/guide-spring-5-spring-boot-2/39WvjGDqwz9#spring-core-dependency)
* [spring-context dependency](https://www.educative.io/courses/guide-spring-5-spring-boot-2/39WvjGDqwz9#spring-context-dependency)
* [@Configuration](https://www.educative.io/courses/guide-spring-5-spring-boot-2/39WvjGDqwz9#@Configuration)
* [AnnotationConfigApplicationContext](https://www.educative.io/courses/guide-spring-5-spring-boot-2/39WvjGDqwz9#AnnotationConfigApplicationContext)
* [@ComponentScan](https://www.educative.io/courses/guide-spring-5-spring-boot-2/39WvjGDqwz9#@ComponentScan)
* [Closing the application context](https://www.educative.io/courses/guide-spring-5-spring-boot-2/39WvjGDqwz9#Closing-the-application-context)

We created the Movie Recommender System using Spring Boot. Let’s look at how it can be run using the core features of Spring.

We will remove the dependencies autoconfigured by Spring Boot and replace them with the dependencies needed for a Spring project.

1. For the code example shown in this lesson, we have created a sub-package called **lesson13** inside the package **io.datajek.spring.basics.movierecommendersystem**.

The package contains **MovieRecommenderSystemApplication.java**, **Filter.java**, **ContentBasedFilter.java**, **CollaborativeFilter.java**, and **RecommenderImplementation.java** files.

**spring-core dependency**

1. spring-core provides the fundamental features of Spring framework like dependency injection and Inversion of Control.

Since we created our application using Spring Initializr, it has the spring-boot-starter dependency in the pom.xml file. This dependency brings in Spring Boot functionality. In this lesson, we will replace it with spring-core.

<!-- remove the following dependency:  
<dependency>  
<groupId>org.springframework.boot</groupId>  
    <artifactId>spring-boot- starter</artifactId>  
</dependency>     
-->  
  
<!-- replace it with this dependency: -->  
<dependency>  
 <groupId>org.springframework</groupId>  
 <artifactId>spring-core</artifactId>  
</dependency>

spring-core defines the bean factory and forms the base of the Spring framework.

**spring-context dependency**

1. To be able to use ApplicationContext, we need to add another dependency called spring-context as follows:

<dependency>  
 <groupId>org.springframework</groupId>  
 <artifactId>spring-context</artifactId>  
</dependency>

By removing the spring-boot-starter dependency, the @SpringBootApplication annotation will no longer be available when we run the Java application. However, this annotation can be used in test scope because we still have the spring-boot-starter-test dependency in **pom.xml**.

**@Configuration**

1. @SpringBootApplication cannot be used in the Java application file anymore as we have replaced the spring-boot-starter dependency with spring-core in step 1. This annotation defined the application configuration in Spring Boot. In the Java realm, we use @Configuration and import the **org.springframework.context.annotation.Configuration** jar.

**AnnotationConfigApplicationContext**

1. If we run the application now, the following compilation error is encountered:

Unresolved compilation problem: SpringApplication cannot be resolved.

The SpringApplication class creates the application context. It belongs to the **org.springframework-boot** package. When using the spring-core, the application context is created using AnnotationConfigApplicationContext class as follows:

//ApplicationContext manages the beans and dependencies  
  
/\*Change this:  
ApplicationContext appContext =                
     SpringApplication.run(MovieRecommenderSystemApplication.class, args);  
\*/  
  
//to this:  
AnnotationConfigApplicationContext appContext =   
        new AnnotationConfigApplicationContext(MovieRecommenderSystemApplication.class);

**@ComponentScan**

1. If we try to run the application now, it throws the NoSuchBeanDefinition exception, which means that the application context is unable to locate beans declared using @Component. We need to help it in component scanning by providing the @ComponentScan annotation on the MovieRecommenderSystemApplication class.

Look at the following image:

@SpringBootApplication combines three annotations

The @SpringBootApplication annotation performs multiple tasks. Now that it has been removed, we need to explicitly use the @ComponentScan annotation to guide Spring to the package which contains the beans.

After making these changes, we are able to run the same application without using Spring Boot!

**Closing the application context**

1. Spring Boot automatically closes the application context in the end, but now we need to close the context as follows:

//close the application context  
appContext.close();

Another way is to use a try catch block around the statement creating appContext. In this way, any error will result in the context being automatically closed.

try( AnnotationConfigApplicationContext appContext =   
  new AnnotationConfigApplicationContext(MovieRecommenderSystemApplication.class)) {  
    //...  
}

The changes that we made in this lesson that enabled us to run a Spring Boot application as a basic Spring application are as follows:

* + Removing the spring-boot starter dependency and replacing it with spring-core and spring-context.
  + Replacing @SpringBootApplication with @Configuration and @ComponentScan.
  + Replacing the SpringApplication class with the AnnotationConfigApplicationContext class.
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package io.datajek.spring.basics.movierecommendersystem.lesson13;

import java.util.Arrays;

import org.springframework.context.annotation.AnnotationConfigApplicationContext;

import org.springframework.context.annotation.ComponentScan;

import org.springframework.context.annotation.Configuration;

//@SpringBootApplication

@Configuration

@ComponentScan

public class MovieRecommenderSystemApplication {

    public static void main(String[] args) {

        //ApplicationContext manages the beans and dependencies

        //ApplicationContext appContext = SpringApplication.run(MovieRecommenderSystemApplication.class, args);

        AnnotationConfigApplicationContext appContext = new AnnotationConfigApplicationContext(MovieRecommenderSystemApplication.class);

        //use ApplicationContext to find which filter is being used

        RecommenderImplementation recommender = appContext.getBean(RecommenderImplementation.class);

        //call method to get recommendations

        String[] result = recommender.recommendMovies("Finding Dory");

        //display results

        System.out.println(Arrays.toString(result));

        appContext.close();

    }
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# XML Application Configuration

This lesson shows how to replace Spring annotations with XML configuration.

**We'll cover the following**

* [XML configuration file](https://www.educative.io/courses/guide-spring-5-spring-boot-2/3YPDyZVv4Kn#XML-configuration-file)
* [<bean> tag](https://www.educative.io/courses/guide-spring-5-spring-boot-2/3YPDyZVv4Kn#%3Cbean%3E-tag)
* [ClassPathXmlApplicationContext](https://www.educative.io/courses/guide-spring-5-spring-boot-2/3YPDyZVv4Kn#ClassPathXmlApplicationContext)
* [Dependency injection](https://www.educative.io/courses/guide-spring-5-spring-boot-2/3YPDyZVv4Kn#Dependency-injection)
  + [Using <property> tag](https://www.educative.io/courses/guide-spring-5-spring-boot-2/3YPDyZVv4Kn#Using-%3Cproperty%3E-tag)
  + [Using constructor injection](https://www.educative.io/courses/guide-spring-5-spring-boot-2/3YPDyZVv4Kn#Using-constructor-injection)
* [Closing the context](https://www.educative.io/courses/guide-spring-5-spring-boot-2/3YPDyZVv4Kn#Closing-the-context)

In this lesson, we will show how to configure a Spring application using XML. We will remove annotations from our application altogether and use XML to define beans and dependencies.

1. For the code example shown in this lesson, we have created a sub-package called **lesson14** inside the package **io.datajek.spring.basics.movierecommendersystem**.

The package contains **MovieRecommenderSystemApplication.java**, **Filter.java**, **ContentBasedFilter.java**, **CollaborativeFilter.java**, and **RecommenderImplementation.java** files copied from the previous lesson.

1. We will remove all annotations from the code. This includes the @Configuration and @ComponentScan annotations from the MovieRecommenderSystemApplication class and @Component, @Qualifier, and @Autowired annotations from RecommenderImplementation, ContentBasedFilter, and CollaborativeFilter classes.

## XML configuration file

1. The first step is creating an XML file that contains the bean definitions. Spring will read this file and know which beans to create and manage. We will create an XML file in **src/main/resources** and call it **appContext.xml**.

First, we need to provide some metadata for validating the tags which will be used in this file. The metadata defines the schema location of the tags, as shown:

<beans xmlns="http://www.springframework.org/schema/beans"  
       xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"  
       xsi:schemaLocation="http://www.springframework.org/schema/beans                      
       http://www.springframework.org/schema/beans/spring-beans.xsd">  
  
<!-- bean definitions -->  
</beans>

## <bean> tag

1. Next, we will define the beans inside this metadata using the <bean> </bean> tag. For every bean, we need to specify the fully-qualified class name as well as a reference id. The fully-qualified class name is the class name along with its package name. We used @Component at three places in our application. Now we will declare three beans as follows:

<bean id="contentBasedFilter"   
class="io.datajek.spring.basics.movierecommendersystem.lesson14.ContentBasedFilter">  
</bean>  
  
<bean id="collaborativeFilter"   
class="io.datajek.spring.basics.movierecommendersystem.lesson14.CollaborativeFilter">   
</bean>  
  
<bean id="recommenderImplementation"       
class="io.datajek.spring.basics.movierecommendersystem.lesson14.RecommenderImplementation">  
</bean>

The IOC container will read the **appContext.xml** file and create objects of the classes mentioned in it. It will call the constructor of the class to create the object by giving it the name that we specified as the **id**. Hence, the following line:

<bean id="contentBasedFilter"   
class="io.datajek.spring.basics.movierecommendersystem.lesson14.ContentBasedFilter">     
</bean >

translates to:

ContentBasedFilter contentBasedFilter = new ContentBasedFilter();

After reading **appContext.xml** file, the IOC container creates the following beans:

## ClassPathXmlApplicationContext

1. Inside the main method, the application context will be created using ClassPathXmlApplicationContext by providing the name of the XML config file as an argument:

ClassPathXmlApplicationContext appContext =   
                               new ClassPathXmlApplicationContext("appContext.xml");

Once the context is loaded, we can check which beans are present using the getBeanDefinitionNames method:

//check the beans which have been loaded  
System.out.println("\nBeans loaded:");  
System.out.println(Arrays.toString(appContext.getBeanDefinitionNames()));

We can also retrieve a bean using the getBeans method by providing the bean id (defined in the **appContext.xml** file) along with the class name as follows:

//retrieve bean from the application context  
RecommenderImplementation recommender = appContext.getBean("recommenderImplementation",   
                                                            RecommenderImplementation.class);

## Dependency injection

1. In our application, Filter is a dependency of RecommenderImplementation. In XML, a dependency can be defined in multiple ways:

### Using <property> tag

We can create getter and setter methods for the filter dependency as follows:

public class RecommenderImplementation {  
   
    private Filter filter;  
  
    public Filter getFilter() {  
        return filter;  
    }  
  
    public void setFilter(Filter filter)   
    {  
        this.filter = filter;  
    }  
    //...  
}

To define this dependency, we will modify the bean tag created in step 2 and use <property> tag for the dependency as follows:

<bean id="recommenderImplementation"       
 class="io.datajek.spring.basics.movierecommendersystem.lesson14.RecommenderImplementation">  
 <property name="filter" ref="collaborativeFilter"/>   
</bean>

The setter method setFilter will be used to set the filter dependency in the recommenderImplementation object by passing the reference of the collaborativeFilter object. We can change the ref property to use the contentBasedFilter bean as well.

A no-arg constructor is needed for the above mentioned dependency injection to work, if the RecommenderImplementation class has a constructor for setting filter dependency.

### Using constructor injection

Instead of using the setter method, we can define a constructor in the RecommenderImplementation class as follows:

public class RecommenderImplementation {  
   
    private Filter filter;  
  
    public RecommenderImplementation(Filter filter) {  
        this.filter = filter;  
    }  
    //...  
}

To use the constructor method defined above, we will use the <constructor-arg> tag in the bean tag created in step 2 as follows:

<bean id="recommenderImplementation"       
 class="io.datajek.spring.basics.movierecommendersystem.lesson14.RecommenderImplementation">  
 <constructor-arg ref="collaborativeFilter"/>   
</bean>

This tells Spring to pass a bean called collaborativeFilter as a constructor argument when creating the recommenderImplementation object. We can change the name of the argument to autowire contentBasedFilter as well.

1. After dependency injection, we can run the application to find movie recommendations in the main method:

//retrieve bean from the application context  
RecommenderImplementation recommender = appContext.getBean("recommenderImplementation",   
                                                            RecommenderImplementation.class);  
//call method to get recommendations  
String[] result = recommender.recommendMovies("Finding Dory");  
           
//display results  
System.out.println(Arrays.toString(result));

From the output, it can be seen that the dependency has been autowired.

## Closing the context

1. The last step is to close the context.

appContext.close();

We are now ready to run the application using XML configuration.
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<?xml version="1.0" encoding="UTF-8"?>

<beans xmlns="http://www.springframework.org/schema/beans"

       xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"

       xsi:schemaLocation="http://www.springframework.org/schema/beans

            http://www.springframework.org/schema/beans/spring-beans.xsd">

<!-- bean definitions -->

      <bean id="contentBasedFilter"

            class="io.datajek.spring.basics.movierecommendersystem.lesson14.ContentBasedFilter">

      </bean>

      <bean id="collaborativeFilter"

            class="io.datajek.spring.basics.movierecommendersystem.lesson14.CollaborativeFilter">

      </bean>

      <bean id="recommenderImplementation"

            class="io.datajek.spring.basics.movierecommendersystem.lesson14.RecommenderImplementation">

            <!--<property name="filter" ref="collaborativeFilter"/> -->

            <constructor-arg ref="collaborativeFilter"/>

      </bean>

</beans>
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**XML Configuration with Java Annotations**

Learn how to use a combination of XML context and Java annotations.

**We'll cover the following**

* [<context:component-scan> tag](https://www.educative.io/courses/guide-spring-5-spring-boot-2/gx9oXYkZQ79#%3Ccontext:component-scan%3E-tag)
* [<context:annotation-config> tag](https://www.educative.io/courses/guide-spring-5-spring-boot-2/gx9oXYkZQ79#%3Ccontext:annotation-config%3E-tag)

In the last lesson, we removed all Java annotations from our application and used the **appContext.xml** file to define beans and inject the dependency. However, if we want to detect beans defined by the @Component annotation and inject the dependencies using @Autowired annotation while using XML context, we can do that too.

In large projects, declaring a lot of beans using the <bean> tag is cumbersome, so annotation-based dependency injection was introduced in Spring 2.5. This enabled automatic detection of beans having the @Component annotation. The <context:component-scan> tag is used to turn this feature on.

1. For the code example shown in this lesson, we use the **lesson14** package from the previous lesson.

**<context:component-scan> tag**

1. Right now, we have declared three beans in **appContext.xml**. Suppose we want to declare the **ContentBasedFilter** and CollaborativeFilter beans using the @Component annotation instead of defining them using the <bean> tag in **appContext.xml**.

@Component  
public class ContentBasedFilter implements Filter {  
 //..  
}

@Component  
public class CollaborativeFilter implements Filter {  
 //..  
}

Just annotating the classes with @Component isn’t enough for Spring to detect them as beans. We need to trigger a component scan. In XML context, the <context:component-scan> tag is used to activate component scanning. To be able to use this tag, we will define a new schema and provide a shortcut name for it as context in **appContext.xml**.

By default, any tag that is used without any namespace (like <bean>) belongs to the default schema, which is <http://www.springframework.org/schema/beans>.

In the code shown below, line 3 defines the context namespace and lines 6 and 7 provide the schema location of the namespace.

1.<beans xmlns="http://www.springframework.org/schema/beans"  
2. xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"  
3. xmlns:context="http://www.springframework.org/schema/context"  
4. xsi:schemaLocation="http://www.springframework.org/schema/beans  
5. http://www.springframework.org/schema/beans/spring-beans.xsd  
6. http://www.springframework.org/schema/context  
7. http://www.springframework.org/schema/context/spring-context.xsd">

The above code will replace the existing metadata information in **appContext.xml**.

1. Now, we can use the <context:component-scan> tag and remove the <bean> entries for the classes having @Component annotation from the configuration file.

<!-- enable component scan -->  
<context:component-scan  
 base-package="io.datajek.spring.basics.movierecommendersystem.lesson14" />  
  
<bean id="recommenderImpl"   
 class="io.datajek.spring.basics.movierecommendersystem.lesson14.RecommenderImplementation">  
 <property name="filter" ref="collaborativeFilter"/>  
</bean>

Here, we are directing Spring to scan the **io.datajek.spring.basics.movierecommendersystem.lesson14** package. By default, Spring will scan everything marked with @Component as well as the @Controller, @Repository, and @Service annotations.

1. In the main method, we will print the list of beans and also check if autowiring is taking place. The recommenderImpl bean is declared in **appContext.xml** while its dependency is declared using @Component annotation.

public static void main(String[] args) {  
      
    ClassPathXmlApplicationContext appContext = new ClassPathXmlApplicationContext(  
                                                                    "appContext.xml");  
    //check the beans which have been loaded  
    System.out.println("\nBeans loaded:");  
    System.out.println(Arrays.toString(appContext.getBeanDefinitionNames()));  
  
    //retrieve bean from the application context  
    RecommenderImplementation recommender =   
    appContext.getBean("recommenderImpl", RecommenderImplementation.class);  
  
    //print dependency  
    System.out.println("\nDependency: " + recommender.getFilter());  
    System.out.println();  
   
    appContext.close();  
}

When the application is run, all beans defined using the <bean> tag and @Component annotation are detected. The bean names are displayed using the getBeanDefinitionNames() method. As can be seen from the output, the list of beans is quite long. This is because the output shows all the beans in the IOC container. Autowiring is also taking place as expected.

1. Just like XML context detected the @Component annotation, it can also detect the @Autowired annotation. Right now, we are using <property> tag for injecting collaborativeFilter bean in recommenderImpl. We can remove it and instead use the @Autowired annotation in the RecommenderImplementation class as follows:

public class RecommenderImplementation {  
   
    @Autowired  
    @Qualifier("contentBasedFilter")  
    private Filter filter;  
    //...  
}

We are using the @Qualifier annotation to break the tie between two beans of Filter type.

After removing dependency injection, the updated bean definition in **appContext.xml** is:

<bean id="recommenderImpl"   
 class="io.datajek.spring.basics.movierecommendersystem.lesson14.RecommenderImplementation"/>

When the application is run, the @Autowired annotation is detected by the XML context and contentBasedFilter bean gets autowrired.
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<?xml version="1.0" encoding="UTF-8"?>

<beans xmlns="http://www.springframework.org/schema/beans"

    xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"

    xmlns:context="http://www.springframework.org/schema/context"

    xsi:schemaLocation="http://www.springframework.org/schema/beans

                     http://www.springframework.org/schema/beans/spring-beans.xsd

                     http://www.springframework.org/schema/context

                     http://www.springframework.org/schema/context/spring-context.xsd">

    <context:component-scan

        base-package="io.datajek.spring.basics.movierecommendersystem.lesson14" />

    <bean id="recommenderImpl"

        class="io.datajek.spring.basics.movierecommendersystem.lesson14.RecommenderImplementation" />

     <!--    <property name="filter" ref="collaborativeFilter"/>

    </bean> -->

</beans>
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**<context:annotation-config> tag**

1. Like the <context:component-scan> tag, the <context:annotation-config> tag can also detect dependency injection annotations, e.g., @Autowired and @Qualifier. But it cannot detect beans annotated with @Component and other stereotype annotations.

If we are using the <context:annotation-config> tag, then we need to declare beans in the XML config file.

<!-- enable detection of dependency injection annotations -->   
<context:annotation-config />  
  
<!-- bean definitions -->  
<bean id="filter"     
class="io.datajek.spring.basics.movierecommendersystem.lesson14.ContentBasedFilter" />   
  
<bean id="filter1"   
class="io.datajek.spring.basics.movierecommendersystem.lesson14.CollaborativeFilter"/>  
      
<bean id="recommenderImpl"  
class="io.datajek.spring.basics.movierecommendersystem.lesson14.RecommenderImplementation"/>

1. Now that we have enabled the detection of dependency injection annotation in the **appContext.xml**, we can use the @Autowired annotation in RecommenderImplementation class as follows:

public class RecommenderImplementation {  
   
    @Autowired  
    private Filter filter;  
  
    //getter setter  
    public Filter getFilter() {  
        return filter;  
    }  
  
    public void setFilter(Filter filter) {  
        this.filter = filter;  
    }  
  
    //...  
}

Here, autowiring is taking place by name as we have declared a bean named filter in **appContext.xml**.

When the application is run, dependency injection takes place due to the @Autowired annotation.

In this lesson, we briefly touched upon ways to use XML context with Java annotations. The <context:annotation-config> tag is redundant in the presence of <context:component-scan> tag as the latter can detect both bean and dependency injection annotations.
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package io.datajek.spring.basics.movierecommendersystem.lesson14;

import java.util.Arrays;

import org.springframework.context.support.ClassPathXmlApplicationContext;

public class MovieRecommenderSystemApplication {

    public static void main(String[] args) {

        // ApplicationContext manages the beans and dependencies

        ClassPathXmlApplicationContext appContext = new ClassPathXmlApplicationContext("appContext.xml");

        //check the beans which have been loaded

        System.out.println("\nBeans loaded:");

        System.out.println(Arrays.toString(appContext.getBeanDefinitionNames()));

        //retrieve bean from the application context

        RecommenderImplementation recommender =

                   appContext.getBean("recommenderImpl", RecommenderImplementation.class);

        //print dependency

        System.out.println("\nDependency: " + recommender.getFilter());

        System.out.println();

        appContext.close();

    }

}
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**Stereotype Annotations**

Let's explore the different annotations that can be used in place of the generic @Component annotation and their usage.

**We'll cover the following**

* [@Controller](https://www.educative.io/courses/guide-spring-5-spring-boot-2/mEXOQQOXz9R#@Controller)
* [@Service](https://www.educative.io/courses/guide-spring-5-spring-boot-2/mEXOQQOXz9R#@Service)
* [@Repository](https://www.educative.io/courses/guide-spring-5-spring-boot-2/mEXOQQOXz9R#@Repository)

Beans can be declared using the @Component annotation and the <bean> tag. But there are other ways to define beans. We will look at some of them in this lesson.

Beans can be declared using the @Bean annotation in a configuration class or by using the @Controller, @Service, and @Repository annotations. These annotations are used at different layers of an enterprise application. A typical application has the following layers:

The web or UI layer interacts with the client program, the service layer provides an abstraction between the web and data access layer as well as taking care of the business logic, and the data layer interacts with a database or an external interface. @Component is a generic annotation. It can be used in any layer, if the developer is unsure about where the bean belongs. The other three annotations, @Controller, @Service, and @Repository, are specific to layers.

Stereotype annotations

**@Controller**

@Controller is used to define a controller in the web layer. Spring scans a class with @Controller to find methods that are mapped to different HTTP requests. It makes sure that the right view is rendered to the user. @RestController is a specialized form of @Controller.

**@Service**

@Service is used in the business layer for objects that define the business logic. It marks a class as a service provider.

**@Repository**

@Respository is used in the data layer to encapsulate storage, retrieval, and search in a typical database. This annotation can also be used for other external sources of data.

Create a new sub-package **lesson-16** and copy all files from the **lesson-11** sub-package. Here, the RecommenderImplementation class contains the business logic. The filter algorithm contained in the ContentBasedFilter class also falls in the category of business logic. The Movie class is responsible for loading movie data from a movie repository as well as comparing movies to find similarity so it represents the data access layer. Note that, we haven’t written the logic of retrieving movie data yet. All the above mentioned classes contain the @Component annotation.

We can replace the @Component annotation with stereotype annotations. Instead of @Component, we can use the @Service annotation for classes with business logic i.e., RecommenderImplementation and ContentBasedFilter. Similarly, if we had the CollaborativeFilter class in the package, we could annotate it with @Service too.

For the Movie class, we can replace the @Component annotation with @Repository annotation as it belongs to the data access layer.

In the code below, we have removed the post-construct and pre-destroy method calls from the classes. The main method in the MovieRecommenderSystemApplication class simply retrieves the RecommenderImplementation bean from the application context, calls the recommendMovies method on it and displays the list of movies returned.

It can be seen that there is no change in terms of output when the stereotype annotations replace the @Component annotation.
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package io.datajek.spring.basics.movierecommendersystem.lesson16;

import java.util.Arrays;

import org.springframework.boot.SpringApplication;

import org.springframework.boot.autoconfigure.SpringBootApplication;

import org.springframework.context.ApplicationContext;

import org.springframework.context.annotation.ComponentScan;

import org.springframework.context.annotation.FilterType;

@SpringBootApplication

public class MovieRecommenderSystemApplication {

    public static void main(String[] args) {

        //ApplicationContext manages the beans and dependencies

        ApplicationContext appContext = SpringApplication.run(MovieRecommenderSystemApplication.class, args);

        //retrieve bean from the application context

        RecommenderImplementation recommender = appContext.getBean(RecommenderImplementation.class);

        //call method to get recommendations

        String[] result = recommender.recommendMovies("Finding Dory");

        //display results

        System.out.println(Arrays.toString(result));

    }

}
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Right now, there is no web layer in our application, but we can have a RecommendationController class marked with @Controller that calls the classes in the business layer. Likewise, we should also have a User class marked with @Repository to hold the user watch history and movie preference data for our recommender system.

Movie recommender system

The advantage of having annotations specific to every layer instead of the generic @Component is in Aspect Oriented Programming (AOP). We can identify the annotations and add functionality to specific annotations. Similarly, we can classify components in different categories and apply a specific logic to each category. For example, if we want to log everything that is coming from the business layer, we can identify objects with the @Service annotation using AOP and log all the content.

Spring provides a default exception translation facility for JDBC exceptions if the @Repository annotation is used. This feature cannot be used on beans annotated with @Component. When using a persistence framework like Hibernate, exceptions thrown in a class with the @Repository annotation are caught and automatically translated into Spring’s DataAccessException class.

Likewise, the request mapping feature is enabled only when using the @Controller annotation. The DispatcherServlet automatically looks for @RequestMapping for classes marked with the @Controller annotation only.

The @Controller, @Service, and @Repository annotations are similar to @Component annotation with respect to bean creation and dependency injection, except that they provide specialized functionality.

**Using an External Property File**

Learn how to use an external property file in your Java application.

**We'll cover the following**

* [application-properties file](https://www.educative.io/courses/guide-spring-5-spring-boot-2/JYVvWgKYAwv#application-properties-file)
* [@Value](https://www.educative.io/courses/guide-spring-5-spring-boot-2/JYVvWgKYAwv#@Value)
* [@PropertySource](https://www.educative.io/courses/guide-spring-5-spring-boot-2/JYVvWgKYAwv#@PropertySource)

Applications have a lot of configuration and keeping it separate from the code leads to clarity. If the property file is inside the jar when the application is built, it can’t be changed later without having to un-compress the jar. Spring provides a way to change configuration while the application jar remains intact.

The application configuration is different in different environments. Local machines are used in development, then the application moves to a test environment, and afterwards a production server is used. To use different configurations in different environments, a property file is used to externalize the values for each environment. For example, the database connection in the data layer might be different in different environments. The developer can create an application with default properties and deploy it. Then, if the values need to be changed, an external property file will do the trick. The values from the external property file outside the jar overwrite the values inside the jar.

**application-properties file**

The application-properties file is a text file that defines the key-value pair for a property. The name of the property follows a convention where the class name is used with the property name to disambiguate properties with the same name in different classes.

1. For the code example shown in this lesson, we have created a sub-package called **lesson15** inside the package **io.datajek.spring.basics.movierecommendersystem**.

The package contains **MovieRecommenderSystemApplication.java**, **Filter.java**, **ContentBasedFilter.java**, **CollaborativeFilter.java**, and **RecommenderImplementation.java** files copied from **lesson6** sub-package.

1. Our movie recommender system has been using a hard coded input string, “Finding Dory”, for the movie. We can create a variable favoriteMovie in RecommenderImplementation class for the input string as follows:

String favoriteMovie = "Finding Dory";  
  
public String getFavoriteMovie() {  
    return favoriteMovie;  
}  
  
//...

We will dynamically fetch the value of favoriteMovie from a property file. To make sure that the value has been read from the file, we have created a getter method getFavoriteMovie that returns the value read.

1. We will create a file called app.properties in **src/main/resources** and define a value for favoriteMovie in it. Every line in this file defines a value for a property key using the equality (=) sign. As per convention, the fully-qualified name of the variable should be used.

recommender.implementation.favoriteMovie = Finding Dory

**@Value**

1. We can now dynamically fetch the favoriteMovie value from the file using the @Value annotation. This annotation can be used with the constructor or setter method. It can also be used directly on the variable using the following syntax:

@Value("${recommender.implementation.favoriteMovie}")  
String favoriteMovie;

If the property value is not found in app.properties file, Spring throws the IllegalArgumentException. One way to avoid this exception is to provide a default value for the property:

@Value("${recommender.implementation.favoriteMovie: Finding Dory}")  
String favoriteMovie;

Now, if the favoriteMovie property is commented out in the app.properties file using the # symbol, its default value will be read.

**@PropertySource**

1. In the MovieRecommenderSystemApplication method, we will mention the name of the file from where to fetch the value using the @PropertySource annotation. By default, Spring loads the property file from the classpath. Since our file is in **src/main/resources**, we will use classpath:app.properties. The getFavoriteMovie method will print the value read from the property file.
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@SpringBootApplication

 @PropertySource("classpath:app.properties")

public class MovieRecommenderSystemApplication {

    public static void main(String[] args) {

        ApplicationContext appContext = SpringApplication.run

          MovieRecommenderSystemApplication.class, args);

        RecommenderImplementation recommender = appContext.getBean

          (RecommenderImplementation.class);

        String favoriteMovie = recommender.getFavoriteMovie();

        System.out.println(favoriteMovie);

    }

}
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If the code given below is executed, our application will run as usual after reading the value from the property file. This gives us the freedom to change the value of favoriteMovie in the app.properties file without having to make changes to the source code.

Reading value from external property file

Using an external property file, we can configure our application differently in development, QA, and testing.

MovieRecommenderSystemApplication.java

app.properties

RecommenderImplementation.java
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package io.datajek.spring.basics.movierecommendersystem.lesson15;

import org.springframework.beans.factory.annotation.Autowired;

import org.springframework.beans.factory.annotation.Value;

import org.springframework.stereotype.Component;

@Component

public class RecommenderImplementation {

    //Filter is a dependency of RecommenderImplementation

    @Autowired

    private Filter filter;

    @Value("${recommender.implementation.favoriteMovie: hello}")

    private String favoriteMovie;

    public RecommenderImplementation(Filter filter) {

        this.filter = filter;

    }

    public Filter getFilter() {

        return filter;

    }

    public String returnFavoriteMovie() {

        return favoriteMovie;

    }

    //use a filter to find recommendations

    public String [] recommendMovies (String movie) {
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# Spring Boot

**What is Spring Boot?**

This lesson discusses the need and features of Spring Boot with a focus on starter projects.

**We'll cover the following**

* [Features of Spring Boot](https://www.educative.io/courses/guide-spring-5-spring-boot-2/myo8OW205z9#Features-of-Spring-Boot)
* [Spring Boot autoconfiguration](https://www.educative.io/courses/guide-spring-5-spring-boot-2/myo8OW205z9#Spring-Boot-autoconfiguration)
* [Starter projects](https://www.educative.io/courses/guide-spring-5-spring-boot-2/myo8OW205z9#Starter-projects)

**Features of Spring Boot**

Spring boot enables robust creation of applications. It provides features like servers, metrics, health checks, etc. Spring Boot allows for integration with many different servers, but by itself, it is neither an application server nor a web server. Auto configuration is a great feature of Spring Boot whereby it provides all the required dependencies to start a particular project. For example, **starter web** automatically configures everything needed for a web application. Similarly, **starter JPA** automatically configures basic JPA along with Hibernate. The main features of Spring Boot are shown below:

Features of Spring Boot

**Spring Boot autoconfiguration**

Without Spring Boot, creating a simple web application can be a daunting and time-consuming task. When creating a project, the frameworks required need to be decided along with the versions of the frameworks that are compatible with each other. Spring Boot does that work for us. It has already created a set of dependencies with compatible versions. The developer only needs to choose the uber dependency (like starter web) and Spring Boot configures appropriate versions of Spring core, dispatcher servlet, view resolver, logging, security and validation frameworks along with exception handling and support for internationalization. Spring Boot takes care of the configuration part for us so we can focus on developing the business logic. Spring Boot saves the time spent on creating a Spring application from scratch. An analogy of Spring and Spring Boot is shown below:

Spring vs Spring Boot analogy

**Starter projects**

Spring Boot offers *starter projects* which have a set of predefined dependencies. These dependencies are automatically provided to the project to simplify the build configuration.

**Starter web** is the preferred starter for building web applications, including RESTful applications, using Spring MVC. It uses Tomcat as the default embedded container. The pom.xml file of spring-boot-starter-web shows a number of dependencies including spring-web, spring-webmvc, starter-tomcat, and starter-json for conversion to JSON when a web service is invoked.

POM file of starter-web

**Starter test** is the starter dependency for testing Spring Boot applications with libraries including JUnit Jupiter, Hamcrest, and Mockito. spring-boot-starter-test enables the developer to write unit and integration tests. The pom.xml file shows dependencies on JUnit, AssertJ, and Mockito. It also has Hamcrest that, in combination with AssertJ, is used for writing matchers.

POM file of starter-test

**Starter JPA** is another frequently-used starter project. JPA is the interface for the Hibernate framework. starter-data-jpa is used for Spring Data JPA with Hibernate. The pom.xml file shows that it has a dependency on spring-boot-strater-aop, spring-boot-starter-jdbc, hibernate-core, and transaction-api.

POM file of starter-data-jpa

# Creating a REST Service

See the ease and simplicity of development using Spring Boot by creating a REST controller.

**We'll cover the following**

* [Spring Initializr](https://www.educative.io/courses/guide-spring-5-spring-boot-2/mEqp5RYMDJ9#Spring-Initializr)
* [@RestController](https://www.educative.io/courses/guide-spring-5-spring-boot-2/mEqp5RYMDJ9#@RestController)
* [Mapping requests](https://www.educative.io/courses/guide-spring-5-spring-boot-2/mEqp5RYMDJ9#Mapping-requests)

In this lesson, we will create a REST service using Spring Boot. We will define a controller for movie recommendations to return a few hard coded values when the URI http://localhost:8080/movies is accessed. The HTTP Get request for the above URI will be mapped to a controller method which returns a JSON response.

The purpose of this lesson is to show how Spring Boot makes application development easy.

## Spring Initializr

1. There are numerous ways of creating a Spring Boot application. The easiest way is using the web UI called Spring Initializr. Other approaches include using the Spring Boot command line interface (CLI) and the Spring Tools Suite (STS) IDE.

The Spring Initializr offers a way to bootstrap a Spring Boot application by offering a set of options to choose from. These are called starter projects. Starter projects make it very easy to develop applications. Since we want to develop a simple REST service, we need the web starter. We will fill the form on [**start.spring.io**](http://start.spring.io/) with the following information:

Group Id: **io.datajek.springbootdemo**

Artifact Id: **recommender-api**

Click **Add Dependencies** and choose the **Spring Web** dependency from the web section. Click on **Generate** button and once the project is downloaded, unzip and import the project in your IDE.

Creating a project with web dependency

1. The **Spring Web** dependency that we added, results in a lot of jars being downloaded. These can be seen in the **Maven Dependencies** folder and include jackson-databind, tomcat, spring-webmvc, and json etc. If we were to create a REST application without Spring Boot, we would need to add the spring-webmvc, jackson-databind, servlet-api for configuring the dispatcher servlet, as well as other dependencies that Spring Boot automatically downloaded for us!

Spring Boot provides us with an embedded server. If we open the application and run it, the log says:

Tomcat started on port 8080

This means that we have a web application up and running. Tomcat runs on port 8080 by default. If we want to verify that the server is running, we can go to the web browser and type http://localhost:8080 or http://127.0.0.1:8080. We will get an error from the Tomcat servlet container saying there is no mapping for /error defined. This is because we have not provided any mapping for localhost. So, when the server tries to go to /error and finds no mapping, it throws an error. We will define a mapping for localhost in step 6.

## @RestController

1. To create a controller, we will create a class called RecommendationsController and use an annotation @RestController to inform Spring that this is a controller class. A controller is a Java class that maps a URI to a method. When the method is executed, it returns a response. A @RestController is a specialized form of @Controller annotation which handles REST requests and responses. It automatically handles conversion to JSON.

import org.springframework.web.bind.annotation.RestController;  
  
@RestController  
public class RecommendationsController {  
    //method to return all movies  
}

1. Next, we will create a class Movie that has id, name, and rating attributes. We will add constructors, getter methods, and a toString method as follows:

public class Movie {  
    int id;  
    String name;  
    double rating;  
  
    public Movie() {  
    }  
   
    public Movie(int id, String name, double rating) {  
        super();  
        this.id = id;  
        this.name = name;  
        this.rating = rating;  
    }  
  
    public int getId() {  
        return id;  
    }  
  
    public String getName() {  
        return name;  
    }  
  
    public double getRating() {  
        return rating;  
    }  
  
    @Override  
    public String toString() {  
        return "Movie [id=" + id + ", name=" + name + ", rating=" + rating + "]";  
    }  
}

Note, that we have added a no-arg constructor along with a constructor taking movie name and rating as arguments.

1. Now that we have a Movie class, we can create a method in the controller that returns a list of movies. This method is called getAllMovies and its return type is a List of Movie objects. We will create a list inline using the Arrays.asList method as follows:

public List<Movie> getAllMovies() {  
 return Arrays.asList(new Movie(1, "Ice Age", 7.5),     
                      new Movie(2, "Happy Feet", 6.4),   
                      new Movie(3, "Shark Tales", 6.0) );  
}

## Mapping requests

1. We have created a controller and a method. Now we need to inform Spring to execute the method when the HTTP request is received. There are different types of HTTP requests like GET, POST, PUT, etc. The @RequestMapping annotation maps the HTTP request and URI to a method in the controller. Since we are currently handling a GET request, we can also use the shortcut annotation @GetMapping on the getAllMovies method.

@RequestMapping(method=RequestMethod.GET, value="/movies")  
//OR  
@GetMapping("/movies")  
public List<Movie> getAllMovies() {  
    //...  
}

The @GetMapping annotation will map the /movies URI to the getAllMovies method and convert the list of movies returned by the method to a JSON response.

By following these simple steps, our REST controller is ready. If the application in the widget below is executed, a JSON response is returned by the server.

If you are running this application in your IDE, head over to the browser and type localhost:8080/movies or http://127.0.0.1:8080/movies in your browser. The server will respond back with a JSON response of the recommended movies.

###### /
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package io.datajek.springbootdemo.recommenderapi;

import java.util.Arrays;

import java.util.List;

import org.springframework.web.bind.annotation.GetMapping;

import org.springframework.web.bind.annotation.RequestMapping;

import org.springframework.web.bind.annotation.RequestMethod;

import org.springframework.web.bind.annotation.RestController;

@RestController

public class RecommendationsController {

    @GetMapping("/movies")

//  @RequestMapping(method=RequestMethod.GET, value="/movies")

    public List<Movie> getAllMovies() {
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Run

Save

Reset

**Your app can be found at:**<https://ed-6434592358924288.educative.run/movies>

To be able to run the application again in an IDE, we need to kill the application to free up port 8080.

In this lesson, we focused on the logic of creating a controller while the infrastructure was taken care of by Spring Boot. All the things needed for the REST service to function were configured automatically. Here is a list of things that happened in the background:

* @SpringBootApplication annotation defines a configuration and enables a component scan. The dispatcher servlet gets initialized without us having to configure it.
* During component scan, all classes marked with different @Component annotations are picked up by Spring. The class marked with @RestController annotation is picked up and RecommendationsController is listed as a component.
* Tomcat server is autoconfigured in our application. There is no need to download and install the server. There are some servlet container configurations that may be needed on Tomcat to run our application. Spring Boot makes those servlet container configurations a part of our application which makes it a standalone application.
* In the RecommendationsController class, we are returning an array back which is automatically converted into a JSON response. The starter-json dependency causes the JSON binding.
* spring-boot-autoconfigure is listed as a dependency in the **Maven Dependencies** folder which has a lot of classes. At startup, Spring Boot triggers this JAR which looks through classes on the classpath. If we turn the debug mode on in the application.properties file, we will be able to see a detailed autoconfiguration report.

logging.level.org.springframework = DEBUG

This report mentions all the beans that have been configured due to conditional matching (positive matches). It also shows all the things that were not autoconfigured (negative matches) and why certain beans were not created.

Below, we have reproduced the autoconfiguration report from the output log created by executing the application on our local machine.
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   WebSocketServletAutoConfiguration.JettyWebSocketConfiguration:

      Did not match:

         - @ConditionalOnClass did not find required class 'org.eclipse.jetty.websocket.jsr356.server.deploy.WebSocketServerContainerInitializer' (OnClassCondition)

   WebSocketServletAutoConfiguration.UndertowWebSocketConfiguration:

      Did not match:

         - @ConditionalOnClass did not find required class 'io.undertow.websockets.jsr.Bootstrap' (OnClassCondition)

   XADataSourceAutoConfiguration:

      Did not match:

         - @ConditionalOnClass did not find required class 'javax.transaction.TransactionManager' (OnClassCondition)

Exclusions:

-----------

    None

Unconditional classes:

----------------------

    org.springframework.boot.autoconfigure.context.ConfigurationPropertiesAutoConfiguration

    org.springframework.boot.autoconfigure.context.LifecycleAutoConfiguration

    org.springframework.boot.autoconfigure.context.PropertyPlaceholderAutoConfiguration

    org.springframework.boot.autoconfigure.availability.ApplicationAvailabilityAutoConfiguration

    org.springframework.boot.autoconfigure.info.ProjectInfoAutoConfiguration
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**Developer Tools**

In this lesson, we will see how the Spring Boot Dev Tools module improves development time.

**We'll cover the following**

* [devtools dependency](https://www.educative.io/courses/guide-spring-5-spring-boot-2/7DOnKyE9V6A#devtools-dependency)
* [Automatic restart](https://www.educative.io/courses/guide-spring-5-spring-boot-2/7DOnKyE9V6A#Automatic-restart)
* [LiveReload server](https://www.educative.io/courses/guide-spring-5-spring-boot-2/7DOnKyE9V6A#LiveReload-server)

We created a simple RecommendationsController in the last lesson that received a request from localhost/movies and returned a list of movies. If we make a change in the movies to be returned by the controller and execute the service again, the change will not be picked up unless the server is stopped and started again. Restarting the application takes a long time and doing that over and over again causes unwanted delays at the developer’s end.

**devtools dependency**

To counter this problem, Spring Boot offers a **Developer Tool** that supports live reloads. This jar is provided by the Spring Boot framework and is useful for development-specific debugging. To use developer tools, add the following dependency to pom.xml file:

<dependency>  
 <groupId>org.springframework.boot</groupId>  
 <artifactId>spring-boot-devtools</artifactId>  
</dependency>

If the scope of this dependency is limited to runtime using the tag <scope>runtime</scope> it will not be packaged in the jar.

When the dependency is downloaded, we can execute the project again. From this point on, any change in the code will be picked up by the server without the need to stop and restart the server. We can make changes to the list of movies being returned and run the application again.

**Automatic restart**

One of the things that you will notice when running the application after making a change in the code is that the application automatically starts again. This is an efficient restart that takes way less time as compared to a typical restart. Spring knows that the Maven dependencies do not change, so only the application beans are loaded again, which is why it takes less time.

Automatic restart of the application is an important feature of **DevTools**. Whenever any change is made to the code, DevTools causes an automatic restart when a file on its classpath changes. Spring Boot provides two classloaders: one for the classes that do not change like third-party jars and the other for application code using the RestartClassLoader. When the code is changed, only the RestartClassLoader is loaded, which causes the restart to be much faster.

DevTools provides automatic restart

**LiveReload server**

To save the time wasted in refreshing the browser after every code change, Spring Boot comes with a LiveReload embedded server which triggers an automatic browser refresh. The LiveReload extensions are available for different browsers. Once installed and enabled, any change in the code is detected by the LiveReload server and the browser is automatically refreshed to reflect the change.

# Actuator

Learn about Spring Boot Actuator and the different monitoring metrics that it provides.

**We'll cover the following**

* [Actuator](https://www.educative.io/courses/guide-spring-5-spring-boot-2/JYzBw0kRklo#Actuator)
* [Actuator dependency](https://www.educative.io/courses/guide-spring-5-spring-boot-2/JYzBw0kRklo#Actuator-dependency)
* [HAL browser dependency](https://www.educative.io/courses/guide-spring-5-spring-boot-2/JYzBw0kRklo#HAL-browser-dependency)
* [Actuator endpoints](https://www.educative.io/courses/guide-spring-5-spring-boot-2/JYzBw0kRklo#Actuator-endpoints)

## Actuator

Spring Boot Actuator is a feature that provides monitoring features for the application during development and after deployment. It provides metadata about the application like the beans configured, how autoconfiguration has worked, how many times a specific service is called, how many times a specific service has failed, etc.

## Actuator dependency

1. The Actuator module can be enabled while creating a Spring Boot application by adding the **Actuator** dependency from the Ops section. For an application that is already running, spring-boot-starter-actuator can be added to the pom.xml file as follows:

<dependency>  
  <groupId>org.springframework.boot</groupId>  
  <artifactId>spring-boot-starter-actuator</artifactId>  
</dependency>

## HAL browser dependency

1. We need to add one more dependency. The Actuator exposes a lot of REST services that are compliant with the HAL standard. We will use a HAL browser to view the data provided by the services. For this, add the following dependency:

<dependency>  
    <groupId>org.springframework.data</groupId>  
    <artifactId>spring-data-rest-hal-browser</artifactId>  
    <version>3.3.6.RELEASE</version>  
</dependency>

1. Since we have enabled the HAL browser, if we type localhost:8080, we will be taken to the HAL browser that we can use to browse through the Actuator by typing /actuator. The URL to launch the Actuator is http://localhost:8080/actuator (or http://localhost:8080/application for older Spring releases). This endpoint links to two other URLs for health and info. /info is used to display custom information about the application. It will be empty unless we write something for this URL.

localhost:8080/health is a JSON file that shows metrics related to the application’s health like the status, disk space (total as well as free), and embedded database information.

1. The Actuator calculates metrics related to application performance and makes them available as a new endpoint, e.g., /health without us having to write any controller for it. These metrics are deployed along with the application. The application URL will also have the /health URL. This can be changed to some other location by adding the following line in the application.properties file:

Management.server.port = 8081

If this change is made, then the application will be accessible at localhost:8080 and health information at port 8081.

## Actuator endpoints

1. By default, only /health and /info are available. The other endpoints are disabled. To enable the web exposure of all management endpoints, add the following line to application.properties:

1

management.endpoints.web.exposure.include=\*
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Now when the application is run and Actuator is viewed, it shows a host of other endpoints. Some of them are listed below:

* /auditevents shows audit information like which users were validated, or how many users failed the authentication test, etc.
* /beans shows all the spring beans that are configured. It shows the name of the bean as well as scope and type, and any dependencies that the bean might have. It can be used to analyze the application.
* /condition shows all the positive and negative matches for autoconfiguration similar to the report that is generated at application startup.
* /httptrace shows the last 100 requests that were executed along with the response that was sent back.
* /mappings shows all the URI’s for @RequestMapping.
* /metrics shows a list of valid metrics. Further information about any metric can be obtained by copying the metric and adding it to the url. For example, the jvm.memory.used will show the amount of memory used.
* /shutdown when enabled, lets the application gracefully shutdown. The feature can be enabled by making the following changes to the application.properties file:

management.endpoint.shutdown.enabled=true

Since we have enabled the HAL browser, we can view it at http://localhost:8080/browser/index.html#

It should be noted that enabling a lot of tracking and monitoring has an impact on performance. For example, enabling httptrace for all requests will hamper performance. Also, careful consideration is required when enabling endpoints since they expose sensitive information about the application.

The code widget below shows the HAL browser for exploring Actuator endpoints. Type **actuator** in the text box under **Explorer** and press **Go!**. All exposed Actuator endpoints will appear in the links section which can be further explored. For example, to view all the beans, type /actuator/beans under **Explorer** and press **Go!**. The list of all beans appears in the properties section. In the same manner, /actuator/metrics shows all metrics. To view the details of a metric, say jvm.memory.used, add it to the end of the URL like so: /actuator/metrics/jvm.memory.used. This will show the value of memory used.

To view the Actuator endpoints as a JSON response, type **/actuator** after **educative.run** in the URL given below.

###### /

RecommenderApiApplication.java

RecommendationsController.java

Movie.java

application.properties

pom.xml

**application.properties**

1

management.endpoints.web.exposure.include=\*
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Run

Save

Reset

**Your app can be found at:**<https://ed-6434592358924288.educative.run/actuator>

**Comparing Spring Boot and Spring MVC**

Let's compare Spring Boot and Spring MVC and see which one to use when developing a web application

**We'll cover the following**

* [Spring framework](https://www.educative.io/courses/guide-spring-5-spring-boot-2/RMk8XR4QNDL#Spring-framework)
* [Spring MVC](https://www.educative.io/courses/guide-spring-5-spring-boot-2/RMk8XR4QNDL#Spring-MVC)
* [Spring Boot](https://www.educative.io/courses/guide-spring-5-spring-boot-2/RMk8XR4QNDL#Spring-Boot)

Spring offers the Spring MVC framework for developing web applications. A very common question in the minds of new learners is the difference between Spring Boot and Spring MVC and which one to use for developing web applications. Both Spring Boot and Spring MVC play a separate role and both are designed to solve different problems as we will see in this lesson.

**Spring framework**

Spring Boot and Spring MVC are both components of the **Spring** framework. Spring offers dependency injection and inversion of control, which provides good integration with other frameworks. It defines beans using different annotations and autowires them. Spring helps build loosely coupled applications that are easy to unit test. It also eliminates plumbing code like exception handling, establishing and closing connections, etc.

**Spring MVC**

**Spring MVC** is an HTTP oriented Spring framework, which is concerned with developing web applications. It makes use of the Model View Controller (MVC) design pattern to achieve separation of concerns.

MVC Architecture

The DispatcherServlet is the front controller that handles all requests while the View Resolver is concerned with resolving view names to physical views. This decoupling makes development of web applications and RESTful services very simple because the model, view, and controller operate without dependency. When we built a web service with Spring Boot, it internally made use of Spring MVC. Spring MVC helps create web applications that are scalable as well as testable.

**Spring Boot**

Spring Boot is designed to solve configuration issues. It autoconfigures a lot of dependencies based on the kind of application that is being built. Spring Boot offers pre-configured projects to bootstrap an application in a few simple steps. When building a web application using Spring Boot, the DispatcherServlet, ViewResolver, Data Source, Transaction Manager, etc. get configured automatically. Spring Boot configures compatible versions of the dependencies needed for the frameworks. It also provides monitoring features.

Spring Boot helps kickstart the project by bringing in all the required dependencies. It is a useful tool for someone who is just starting out with Spring and gets overwhelmed with the configuration part. It also saves a lot of time. However, Spring Boot offers a biased view and has strong preferences about the dependencies that are used.

# Spring JDBC

# Creating a JDBC Starter Project

In this step, we will create a JDBC starter project, connect to the H2 database, create a table, and add data to the table.

**We'll cover the following**

* [Spring Boot JDBC](https://www.educative.io/courses/guide-spring-5-spring-boot-2/mEgWrw5ppZn#Spring-Boot-JDBC)
* [In-memory database](https://www.educative.io/courses/guide-spring-5-spring-boot-2/mEgWrw5ppZn#In-memory-database)
* [Using Spring Boot Initializer](https://www.educative.io/courses/guide-spring-5-spring-boot-2/mEgWrw5ppZn#Using-Spring-Boot-Initializer)

Spring JDBC makes talking to databases easy by eliminating the need for establishing a connection, handling expectations, and closing connections. Spring provides a template class called JdbcTemplate to interact with databases which offers a wide array of methods to perform storage and retrieval of data. The JdbcTemplate class hides all the boilerplate code for connection management and error handling whereby the developer can focus on the SQL query.

Using the Spring JdbcTemplate, a Java application can store and retrieve objects of a class to a table in the database.

JdbcTemplate class handles database operations

**Spring Boot JDBC**

Spring Boot simplifies development and makes JDBC programming easy. JDBC with Spring Boot offers the following advantages over JDBC with Spring:

* When using Spring Boot, only one dependency (spring-boot-starter-jdbc) is needed in the pom.xml file as compared to multiple dependencies in Spring (spring-context, spring-jdbc, etc.).
* Spring Boot automatically initializes the datasource bean whereas it needs to be created using XML or Java configuration in Spring.
* Spring Boot also autoconfigures the JdbcTemplate and other template beans that need to be explicitly registered in Spring.
* Lastly, Spring Boot automatically creates the database schema specified in the **schema.sql** file. The schema needs to be explicitly configured if Spring is used.

**In-memory database**

Keeping these benefits in mind, we will use Spring Boot JDBC with an in-memory database for understanding JDBC concepts. In-memory databases are faster because they are stored in memory and do not require disk access. The in-memory database lives as long as the application is running. When the application is stopped, the database is removed from memory. In-memory databases are easy to use as they do not require any setup like installing a server, creating a database, defining a schema, etc. that are required with databases like Oracle or MySQL. We can easily swap the in-memory database with a traditional database with a few changes in the **pom.xml** file. The in-memory database can be viewed in a web browser.

**Using Spring Boot Initializer**

We will create a database of tennis players and see how Spring makes it easy to interact with databases. We will use the in-memory H2 database in this example which offers a web client for viewing the database.

To set up a starter project for JDBC, go to [Spring Initializr](http://start.spring.io/). The Group Id of the project is **springdata** and the Artifact Id is **tennis-player**. We will add the following dependencies:

* JDBC API for querying the database
* H2 Database that supports JDBC API access
* Spring Web for the web console offered by H2

After generating the project and importing it in the IDE, we can see the three dependencies that we just added in the **pom.xml** file. When the application is run, Tomcat starts on port 8080 because of the web dependency.

# Setting up the H2 Database

Learn how to connect to the in-memory H2 database, create tables, and populate data.

**We'll cover the following**

* [Configuring database connection](https://www.educative.io/courses/guide-spring-5-spring-boot-2/B6464558mO2#Configuring-database-connection)
* [Creating a table](https://www.educative.io/courses/guide-spring-5-spring-boot-2/B6464558mO2#Creating-a-table)
* [Inserting data](https://www.educative.io/courses/guide-spring-5-spring-boot-2/B6464558mO2#Inserting-data)

In this lesson, we will set up the in-memory H2 database.

## Configuring database connection

1. The in-memory database H2 has automatically been configured in our application. The URL can be found from the console log. This value is randomly generated each time the server is restarted. To make the database URL a constant, we need to configure this in **application.properties** as follows:

spring.datasource.url=jdbc:h2:mem:testdb

1. The next task is connecting to the H2 database. One of the reasons for using Spring Boot is that its autoconfiguration feature looks at the H2 dependency and automatically configures a connection to the H2 database. The H2 console can be enabled in the **application.properties** file as follows:

spring.h2.console.enabled=true

1. The database can be viewed in the web browser by typing localhost:8080/h2-console or http://127.0.0.1:8080/h2-console. In the login page that shows up, make sure that the JDBC URL is the same as the one that we provided in the **applications.properties** file (jdbc:h2:mem:testdb). If not, change it to jdbc:h2:mem:testdb and click connect to go to the database console.

This will open up the interface of the database.

## Creating a table

1. Now that we have connected to our database, it is time to create a table. We can do that in the H2 web console by using a CREATE TABLE query, but since this is an in-memory database, all changes will be lost when the application is terminated. A better way is to define the query in a SQL file.

For this purpose, create an SQL file in **src/main/resources** called **schema.sql**. This file will be called whenever the application is launched and will initialize the database. It contains all the DDL (Data Definition Language) queries. We will create a table called Player in this file:

  CREATE TABLE Player (  
     ID INTEGER NOT NULL,  
     Name VARCHAR(255) NOT NULL,  
     Nationality VARCHAR(255) NOT NULL,  
     Birth\_date TIMESTAMP,  
     Titles INTEGER,  
     PRIMARY KEY (ID)  
  );

After saving this file, if we connect to the H2 console again, we will see the Player table with five columns. To view this table, we can write a simple query:

SELECT \* FROM Player;

The table is empty at the moment.

## Inserting data

1. We can insert data in the table from the H2 console. However, it will be lost when the application stops. To avoid inserting data every time we restart the application, we will create another SQL file in the **src/main/resources** folder and add all our INSERT queries to that file. This file is called **data.sql** and it contains all DML (Data Manipulation Language) queries.

INSERT INTO Player (ID, Name,   
Nationality, Birth\_date, Titles)  
VALUES(1, 'Djokovic', 'Serbia', '1987-05-22', 81);  
  
INSERT INTO Player (ID, Name,   
Nationality, Birth\_date, Titles)  
VALUES(2, 'Monfils', 'France', '1986-09-01', 10);  
  
INSERT INTO Player (ID, Name,   
Nationality, Birth\_date, Titles)  
VALUES(3, 'Isner', 'USA', '1985-04-26', 15);

Now if we run the application, the data is read from the **data.sql** file and the Player table is populated. We can run the SELECT \* query to confirm that our table has 3 rows.

In the login page that shows up, make sure that the JDBC URL is the same as the one that we specified in step 1 (jdbc:h2:mem:testdb).

application.properties

data.sql

schema.sql

TennisPlayerApplication.java

**application.properties**

1

2

3

spring.datasource.url=jdbc:h2:mem:testdb

spring.h2.console.enabled=true

spring.h2.console.settings.web-allow-others=true

![](data:image/x-wmf;base64,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)

![](data:image/x-wmf;base64,183GmgAAAAAAAEIAGABgAAAAAAArVwEACQAAA7kAAAAEAAsAAAAAAAQAAAADAQgABQAAAAsCAAAAAAUAAAAMAhgAQgADAAAAHgAHAAAA/AIAAP///wAAAAQAAAAtAQAACQAAAB0GIQDwABgAAQAAAEEACQAAAB0GIQDwAAEAQQAXAAAABwAAAPwCAACgoKAAAAAEAAAALQEBAAkAAAAdBiEA8AAXAAEAAAAAAAkAAAAdBiEA8AABAEAAAAABAAcAAAD8AgAA4+PjAAAABAAAAC0BAgAJAAAAHQYhAPAAFgABAAEAQAAJAAAAHQYhAPAAAQA/ABYAAQAHAAAA/AIAAGlpaQAAAAQAAAAtAQMACQAAAB0GIQDwABUAAQABAAEACQAAAB0GIQDwAAEAPgABAAIABQAAAAsCAAAAAAUAAAAMAhgAQgAFAAAAAQL///8ABQAAAC4BAAAAAAUAAAACAQEAAAALAAAAMgoAAAAAAAACAAIAAgBAABYABAAAACcB//8DAAAAAAA=)

Run

Save

Reset

**Your app can be found at:**<https://ed-6434592358924288.educative.run/h2-console/>

# SELECT Query

In this lesson, we will write two queries, one to return all rows and the other to return rows based on some criterion.

**We'll cover the following**

* [Defining Player bean](https://www.educative.io/courses/guide-spring-5-spring-boot-2/7AM2M7y6vry#Defining-Player-bean)
* [Creating DAO class](https://www.educative.io/courses/guide-spring-5-spring-boot-2/7AM2M7y6vry#Creating-DAO-class)
* [SELECT \* query](https://www.educative.io/courses/guide-spring-5-spring-boot-2/7AM2M7y6vry#SELECT-*-query)
* [Executing the query](https://www.educative.io/courses/guide-spring-5-spring-boot-2/7AM2M7y6vry#Executing-the-query)
* [Select with a WHERE clause](https://www.educative.io/courses/guide-spring-5-spring-boot-2/7AM2M7y6vry#Select-with-a-WHERE-clause)

JDBC involves a lot of boilerplate code that is required just to get the application working. It is a tedious task to write a simple query using JDBC. There are a number of steps that are required to interact with the database.

* The first step is establishing a connection
* The second step is creating a prepared statement or query
* The third step is to execute the query
* The fourth step is looping through the result set to get the objects
* The fifth and final step is to close the connection

Spring data support makes interacting with databases easy. Since we are using Spring Boot, the connection part is automatically taken care of and the data source is automatically configured. Likewise, the connection is automatically closed. Spring provides JdbcTemplate, which makes it easy to write and execute a query. It also provides the BeanPropertyRowMapper which maps rows of a table to a bean.

Spring JdbcTemplate and RowMapper simplify database operations

In this lesson, first we will write a query to return all rows from the Player table. We will learn how to map the data coming from the database to a bean in our application. Next, we will modify our query to return the row that matches an input argument.

## Defining Player bean

1. We have created a Player table but we need to define a class Player with the same fields. The rows in the Player table will map to this class.

public class Player{  
    private int id;  
    private String name;  
    private String nationality;  
    private Date birthDate;  
    private int titles;  
    //. . .  
}

Next, we will create two constructors (with arguments and no-argument), getters and setters, as well as a ToString method for the fields. The no-arg constructor is a requirement of the BeanPropertyRowMapper.

The Player class is a bean and the data coming from the Player table in H2 will be mapped to this class.

## Creating DAO class

1. We will create a new class PlayerDao to interact with the database. Since this class belongs to the data layer, we will use the @Repository annotation instead of the generic @Component annotation.

@Repository  
public class PlayerDao {  
  
}

The PlayerDao class will have methods that execute various queries to manipulate rows of the Player table.

## SELECT \* query

1. The first method in the PlayerDao class returns all rows from the Player table. We will call this method getAllPlayers. The return type will be List&ltPlayer. This method will execute the SELECT \* query. We will autowire the JdbcTemplate in the PlayerDao class. JdbcTemplate offers a number of methods.

@Autowired  
JdbcTemplate jdbcTemplate;

We will make use of the query method of JdbcTemplate to execute a SELECT \* query.

A row mapper is used to match the data coming from the database to the attributes of the bean. The BeanPropertyRowMapper is the default row mapper defined by Spring.

public List<Player> getAllPlayers() {  
    String sql = "SELECT \* FROM PLAYER";  
    return jdbcTemplate.query(sql, new BeanPropertyRowMapper<Player> (Player.class));  
}

## Executing the query

1. To run this query, we will use the CommandLineRunner. A CommandLineRunner is an interface in Spring Boot which has only one method called run. This method is launched as soon as the context is loaded. Our TennisPlayerApplication will implement the CommandLineRunner. We will autowire the PlayerDao class to use an object of this class to call the getAllPlayers method inside the run method of the CommandLineRunner. A logger will display the list of players returned.

@SpringBootApplication  
public class TennisPlayerApplication implements CommandLineRunner {  
  
    private Logger logger = LoggerFactory.getLogger(this.getClass());  
  
    @Autowired  
    PlayerDao dao;  
   
    public static void main(String[] args) {  
        SpringApplication.run(TennisPlayerApplication.class, args);  
    }  
  
    @Override  
    public void run(String... args) throws Exception {  
        logger.info("All Players Data: {}", dao.getAllPlayers());  
    }  
}

Run the code given below and look for “All Players Data:” towards the end of the terminal output. It can be seen that three rows have been retrieved from the database and are displayed in the log.

The database can be viewed in the web browser by typing localhost:8080/h2-console or http://127.0.0.1:8080/h2-console. In the login page that shows up, make sure that the JDBC URL is the same as the one that we provided in the applications.properties file (jdbc:h2:mem:testdb). If not, change it to jdbc:h2:mem:testdb and click connect to go to the database console. This will open up the interface of the database.
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package io.datajek.springdatajdbc;

import org.slf4j.Logger;

import org.slf4j.LoggerFactory;

import org.springframework.beans.factory.annotation.Autowired;

import org.springframework.boot.CommandLineRunner;

import org.springframework.boot.SpringApplication;

import org.springframework.boot.autoconfigure.SpringBootApplication;

@SpringBootApplication

public class TennisPlayerApplication implements CommandLineRunner {

    private Logger logger = LoggerFactory.getLogger(this.getClass());

    @Autowired

    PlayerDao dao;

    public static void main(String[] args) {

        SpringApplication.run(TennisPlayerApplication.class, args);

    }

    @Override

    public void run(String... args) throws Exception {

        logger.info("All Players Data: {}", dao.getAllPlayers());

    }

}
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**Your app can be found at:**<https://ed-6434592358924288.educative.run/h2-console/>

It is very easy to write a simple method with Spring JDBC using the **JdbcTemplate**. JdbcTemplate takes out the common functions required before and after the execution of a query so the developer only focuses on the query and any custom result set retrieval functionality. JdbcTemplate creates the connection and automatically closes it if an exception is thrown.

We have an embedded database in our classpath. Spring Boot autoconfiguration sees the database and autoconfigures a datasource. This leads to a JdbcTemplate getting autoconfigured.

## Select with a WHERE clause

Now suppose we want to write a query that returns the information of a player based on his ID. This is a SELECT \* query with a WHERE clause. This query returns only one row from the table. The method is called getPlayerById, and it takes an integer value as input and returns a Player object.

1. If we search by the primary key, we will get one row back. In this case, instead of using the query method, we will use the queryForObject method of JdbcTemplate. This method accepts a list of parameters. We will create a list of objects and pass it to the method. The parameter id will be substituted in the query and a Player object is returned.

public Player getPlayerById(int id) {  
    String sql = "SELECT \* FROM PLAYER WHERE ID = ?";  
    return jdbcTemplate.queryForObject(sql,   
                                       new BeanPropertyRowMapper<Player>(Player.class),   
                                       new Object[] {id});  
}

1. To execute this query, we will call getPlayerById in the run method and pass id 3 to it:

@Override  
public void run(String... args) throws Exception {  
    //logger.info("All Players Data: {}", dao.getAllPlayers());  
    logger.info("Player with Id 3: {}", dao.getPlayerById(3));  
}

The code below shows the output when getPlayerById is called with an ID of 3. The retrieved row can be seen towards the end of the terminal output.
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package io.datajek.springdatajdbc;

import org.slf4j.Logger;

import org.slf4j.LoggerFactory;

import org.springframework.beans.factory.annotation.Autowired;

import org.springframework.boot.CommandLineRunner;

import org.springframework.boot.SpringApplication;

import org.springframework.boot.autoconfigure.SpringBootApplication;

@SpringBootApplication

public class TennisPlayerApplication implements CommandLineRunner {

    private Logger logger = LoggerFactory.getLogger(this.getClass());

    @Autowired

    PlayerDao dao;

    public static void main(String[] args) {

        SpringApplication.run(TennisPlayerApplication.class, args);

    }

    @Override

    public void run(String... args) throws Exception {

        //logger.info("All Players Data: {}", dao.getAllPlayers());

        logger.info("Player with Id 3: {}", dao.getPlayerById(3));

    }

}
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**Your app can be found at:**<https://ed-6434592358924288.educative.run/h2-console/>

# INSERT Query

This lesson demonstrates how to insert a record in the database using the JdbcTemplate class.

**We'll cover the following**

* [JdbcTemplate Update method](https://www.educative.io/courses/guide-spring-5-spring-boot-2/RMKW26GVAwK#JdbcTemplate-Update-method)

In this lesson, we are going to learn how to write to the database using the methods of the JdbcTemplate class.

## JdbcTemplate Update method

1. To insert a row, we need to send a Player object as input parameter.

The update method is used for an INSERT query. This method takes the SQL query as well as an array of objects containing the values that will be inserted. The method returns an int value which shows the number of rows affected by the query.

public int insertPlayer(Player player)  
{  
    String sql = "INSERT INTO PLAYER (ID, Name, Nationality,Birth\_date, Titles) " +   
                                                                  "VALUES (?, ?, ?, ?, ?)";  
    return jdbcTemplate.update( sql, new Object[]   
                               { player.getId(), player.getName(), player.getNationality(),   
                                 new Timestamp(player.getBirthDate().getTime()),   
                                 player.getTitles()    
                               });  
}

1. We will execute the INSERT query in the run method. We will use the Player constructor with arguments to initialize a Player object and pass it to the method. We are passing the current date for the new record:

@Override  
public void run(String... args) throws Exception   
{  
   logger.info("Inserting Player 4: {}", dao.insertPlayer(  
                                          new Player (4, "Thiem", "Austria",   
                                                       new Date(System.currentTimeMillis()),  
                                                       17 )));    
   logger.info("All Players Data: {}", dao.getAllPlayers());  
}

As can be seen from the output, the insertPlayer method returns 1, which means that 1 row has been affected by the query. To verify the insert, we are calling the getAllPlayers method again. This time 4 rows are returned. We can also execute the **SELECT \*** statement in the H2 console.

The database can be viewed in the web browser by typing localhost:8080/h2-console or http://127.0.0.1:8080/h2-console. In the login page that shows up, make sure that the JDBC URL is the same as the one that we provided in the **applications.properties** file (jdbc:h2:mem:testdb). If not, change it to jdbc:h2:mem:testdb and click connect to go to the database console. This will open up the interface of the database.

###### /
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package io.datajek.springdatajdbc;

import java.sql.Date;

import org.slf4j.Logger;

import org.slf4j.LoggerFactory;

import org.springframework.beans.factory.annotation.Autowired;

import org.springframework.boot.CommandLineRunner;

import org.springframework.boot.SpringApplication;

import org.springframework.boot.autoconfigure.SpringBootApplication;

@SpringBootApplication

public class TennisPlayerApplication implements CommandLineRunner {

    private Logger logger = LoggerFactory.getLogger(this.getClass());

    @Autowired

    PlayerDao dao;

    public static void main(String[] args) {

        SpringApplication.run(TennisPlayerApplication.class, args);

    }

    @Override

    public void run(String... args) throws Exception {

/\*      logger.info("All Players Data: {}", dao.getAllPlayers());

        logger.info("Player with Id 3: {}", dao.getPlayerById(3));

\*/

        logger.info("Inserting Player 4: {}", dao.insertPlayer(new Player(4, "Thiem", "Austria", new Date(System.currentTimeMillis()), 17)));

        logger.info("All Players Data: {}", dao.getAllPlayers());

![](data:image/x-wmf;base64,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)

![](data:image/x-wmf;base64,183GmgAAAAAAAEIAGABgAAAAAAArVwEACQAAA7kAAAAEAAsAAAAAAAQAAAADAQgABQAAAAsCAAAAAAUAAAAMAhgAQgADAAAAHgAHAAAA/AIAAP///wAAAAQAAAAtAQAACQAAAB0GIQDwABgAAQAAAEEACQAAAB0GIQDwAAEAQQAXAAAABwAAAPwCAACgoKAAAAAEAAAALQEBAAkAAAAdBiEA8AAXAAEAAAAAAAkAAAAdBiEA8AABAEAAAAABAAcAAAD8AgAA4+PjAAAABAAAAC0BAgAJAAAAHQYhAPAAFgABAAEAQAAJAAAAHQYhAPAAAQA/ABYAAQAHAAAA/AIAAGlpaQAAAAQAAAAtAQMACQAAAB0GIQDwABUAAQABAAEACQAAAB0GIQDwAAEAPgABAAIABQAAAAsCAAAAAAUAAAAMAhgAQgAFAAAAAQL///8ABQAAAC4BAAAAAAUAAAACAQEAAAALAAAAMgoAAAAAAAACAAIAAgBAABYABAAAACcB//8DAAAAAAA=)

Run

Save

Reset

**Your app can be found at:**<https://ed-6434592358924288.educative.run/h2-console/>

# UPDATE Query

Learn how to update an existing record in the database.

**We'll cover the following**

* [JdbcTemplate Update method](https://www.educative.io/courses/guide-spring-5-spring-boot-2/qAm75X98MEk#JdbcTemplate-Update-method)

## JdbcTemplate Update method

The update method of the JdbcTemplate is used to execute INSERT as well as UPDATE queries. So, to update a record in the table, we will create a method updatePlayer, which will be similar to the insertPlayer method. The only difference is in the query, which will change from INSERT to an UPDATE query.

1. The updatePlayer method will take a Player object and update the row corresponding to the Id value of the object. As mentioned in the previous lesson, the update method of the JdbcTemplate returns the number of rows affected by the query.

public int updatePlayer(Player player){  
    String sql = "UPDATE PLAYER " +  
                 "SET Name = ?, Nationality = ?, Birth\_date = ? , Titles = ? " +  
                 "WHERE ID = ?";  
  
    return jdbcTemplate.update( sql, new Object[] {   
                                   player.getName(),   
                                   player.getNationality(),   
                                   new Timestamp(player.getBirthDate().getTime()),   
                                   player.getTitles(),   
                                   player.getId() }  
                              );  
}

Notice that we have changed the order of getter methods to match the order in which the values will be passed to the query.

1. To execute the UPDATE query in the run method, we will initialize a Player object with the values that we want to update and pass it to the updatePlayer method. The code given below changes the birthDate attribute of the player.

@Override  
public void run(String... args) throws Exception {  
    //Inserting a player  
    logger.info("Inserting Player 4: {}", dao.insertPlayer(   
                        new Player(4, "Thiem", "Austria",   
                                   new Date(System.currentTimeMillis()), 17)));   
   
    //Updating a player  
    logger.info("Updating Player with Id 4: {}",  dao.updatePlayer(  
                        new Player(4, "Thiem", "Austria",   
                                   Date.valueOf("1993-09-03"), 17)));  
   
    //View player by Id  
    logger.info("Players with Id 4: {}", dao.getPlayerById(4));  
}

When the application is run, updatePlayer method returns 1, which means that the UPDATE query affected one row in the table. We can display the details of the player with Id 4 using the getPlayerById to verify that the birthDate has been updated.

The database can be viewed in the web browser by typing localhost:8080/h2-console or http://127.0.0.1:8080/h2-console. In the login page that shows up, make sure that the JDBC URL is the same as the one that we provided in the **applications.properties** file (jdbc:h2:mem:testdb). If not, then change it to jdbc:h2:mem:testdb and click connect to go to the database console. This will open up the interface of the database.
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import org.springframework.stereotype.Repository;

@Repository

public class PlayerDao {

    @Autowired

    JdbcTemplate jdbcTemplate;

    public int updatePlayer(Player player){

        String sql = "UPDATE PLAYER SET Name = ?, Nationality = ?, Birth\_date = ? , Titles = ? WHERE ID = ?";

        return jdbcTemplate.update(sql, new Object[] {player.getName(), player.getNationality(),

                            new Timestamp(player.getBirthDate().getTime()), player.getTitles(), player.getId()});

    }

    public int insertPlayer(Player player){

        String sql = "INSERT INTO PLAYER (ID, Name, Nationality, Birth\_date, Titles) VALUES (?, ?, ?, ?, ?)";

        return jdbcTemplate.update(sql,

               new Object[] {player.getId(), player.getName(), player.getNationality(),

                             new Timestamp(player.getBirthDate().getTime()), player.getTitles()});

    }

    public Player getPlayerById(int id) {

        String sql = "SELECT \* FROM PLAYER WHERE ID = ?";

        return jdbcTemplate.queryForObject(sql, new BeanPropertyRowMapper<Player>(Player.class), new Object[] {id});

    }

    public List<Player> getAllPlayers() {

        String sql = "SELECT \* FROM PLAYER";

        return jdbcTemplate.query(sql, new BeanPropertyRowMapper<Player>(Player.class));

    }

}
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**Your app can be found at:**<https://ed-6434592358924288.educative.run/h2-console/>

# DELETE Query

Learn how to use the update method to delete a record from the database.

**We'll cover the following**

* [JdbcTemplate Update method](https://www.educative.io/courses/guide-spring-5-spring-boot-2/qVLOxy40xKr#JdbcTemplate-Update-method)

## JdbcTemplate Update method

In this step, we will write a query to delete a row based on the ID value. We will use the update method of the JdbcTemplate class.

1. The delete method is called deletePlayerById. This method returns an integer value of the number of rows that were affected by the query.

public int deletePlayerById(int id) {  
    String sql="DELETE FROM PLAYER WHERE ID = ?";  
    return jdbcTemplate.update(sql, new Object[] {id});  
}

1. We will execute the DELETE query in the run method by calling the deletePlayerById method:

@Override  
public void run(String... args) throws Exception {  
    logger.info("Deleting Player with Id 2: {}", dao.deletePlayerById(2));  
    logger.info("All Players Data: {}", dao.getAllPlayers());  
}

The log shows that deleteById method returns 1. We can confirm the deletion by checking the H2 console and executing the SELECT \* FROM Player query or by calling the getAllPlayers method of PlayerDao class.

Apart from inserting, updating, and deleting records, the update method of JdbcTemplate can also be used to run stored procedures. We can define a stored procedure in the same manner as we have defined a query and then pass it as an argument to the update method.

The database can be viewed in the web browser by typing localhost:8080/h2-console or http://127.0.0.1:8080/h2-console. In the login page that shows up, make sure that the JDBC URL is the same as the one that we provided in the **applications.properties** file (jdbc:h2:mem:testdb). If not, change it to jdbc:h2:mem:testdb and click connect to go to the database console. This will open up the interface of the database.

###### /

schema.sql

data.sql

PlayerDao.java

Player.java

TennisPlayerApplication.java

**TennisPlayerApplication.java**

2

3

4

5

6

7

8

9

10

11

12

13

14

15

16

17

18

19

20

21

22

23

24

25

26

27

28

29

30

31

32

import java.sql.Date;

import org.slf4j.Logger;

import org.slf4j.LoggerFactory;

import org.springframework.beans.factory.annotation.Autowired;

import org.springframework.boot.CommandLineRunner;

import org.springframework.boot.SpringApplication;

import org.springframework.boot.autoconfigure.SpringBootApplication;

@SpringBootApplication

public class TennisPlayerApplication implements CommandLineRunner {

    private Logger logger = LoggerFactory.getLogger(this.getClass());

    @Autowired

    PlayerDao dao;

    public static void main(String[] args) {

        SpringApplication.run(TennisPlayerApplication.class, args);

    }

    @Override

    public void run(String... args) throws Exception {

        logger.info("All Players Data: {}", dao.getAllPlayers());

        logger.info("Deleting Player with Id 2: {}", dao.deletePlayerById(2));

        logger.info("All Players Data: {}", dao.getAllPlayers());

    }

}

![](data:image/x-wmf;base64,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)

![](data:image/x-wmf;base64,183GmgAAAAAAAEIAGABgAAAAAAArVwEACQAAA7kAAAAEAAsAAAAAAAQAAAADAQgABQAAAAsCAAAAAAUAAAAMAhgAQgADAAAAHgAHAAAA/AIAAP///wAAAAQAAAAtAQAACQAAAB0GIQDwABgAAQAAAEEACQAAAB0GIQDwAAEAQQAXAAAABwAAAPwCAACgoKAAAAAEAAAALQEBAAkAAAAdBiEA8AAXAAEAAAAAAAkAAAAdBiEA8AABAEAAAAABAAcAAAD8AgAA4+PjAAAABAAAAC0BAgAJAAAAHQYhAPAAFgABAAEAQAAJAAAAHQYhAPAAAQA/ABYAAQAHAAAA/AIAAGlpaQAAAAQAAAAtAQMACQAAAB0GIQDwABUAAQABAAEACQAAAB0GIQDwAAEAPgABAAIABQAAAAsCAAAAAAUAAAAMAhgAQgAFAAAAAQL///8ABQAAAC4BAAAAAAUAAAACAQEAAAALAAAAMgoAAAAAAAACAAIAAgBAABYABAAAACcB//8DAAAAAAA=)

Run

Save

Reset

**Your app can be found at:**<https://ed-6434592358924288.educative.run/h2-console/>

It can be seen how simple it is to retrieve, insert, update and delete rows using Spring JdbcTemplate. All the complexity lies in creating the query. Once the query has been created, all that remains is passing the appropriate parameters and a RowMapper.

# DDL Queries

This lesson touches upon how to execute a DDL query using the JdbcTemplate class.

**We'll cover the following**

* [Create table query](https://www.educative.io/courses/guide-spring-5-spring-boot-2/YMnkQ6LD062#Create-table-query)

Data Manipulation Language (DML) queries are the one where we manipulate the data in the table. In a rare scenario, we might want to create a table which is a Data Definition Language (DDL). In that case, we can use the execute method of the JdbcTemplate.

## Create table query

1. Let’s say we want to create a Tournament table to store details of a tennis tournament. We will create a method called createTournamentTable with a CREATE TABLE query.

public void createTournamentTable() {  
    String sql = "CREATE TABLE TOURNAMENT (ID INTEGER, NAME VARCHAR(50),   
                                           LOCATION VARCHAR(50), PRIMARY KEY (ID))";  
    jdbcTemplate.execute(sql);  
    System.out.println("Table created");  
}

1. We can call the createTournamentTable method in the run method and check if a table has been created from the output log.

@Override  
public void run(String... args) throws Exception {  
        dao.createTournamentTable();  
}

We can verify if the table has been created from the H2 console which shows an empty Tournament table.

The database can be viewed in the web browser by typing localhost:8080/h2-console or http://127.0.0.1:8080/h2-console. In the login page that shows up, make sure that the JDBC URL is the same as the one that we provided in the **applications.properties** file (jdbc:h2:mem:testdb). If not, change it to jdbc:h2:mem:testdb and click connect to go to the database console. This will open up the interface of the database.
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package io.datajek.springdatajdbc;

import java.sql.Date;

import org.slf4j.Logger;

import org.slf4j.LoggerFactory;

import org.springframework.beans.factory.annotation.Autowired;

import org.springframework.boot.CommandLineRunner;

import org.springframework.boot.SpringApplication;

import org.springframework.boot.autoconfigure.SpringBootApplication;

@SpringBootApplication

public class TennisPlayerApplication implements CommandLineRunner {

    private Logger logger = LoggerFactory.getLogger(this.getClass());

    @Autowired

    PlayerDao dao;

    public static void main(String[] args) {

        SpringApplication.run(TennisPlayerApplication.class, args);

    }

    @Override

    public void run(String... args) throws Exception {

        dao.createTournamentTable();

    }

}
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**Your app can be found at:**<https://ed-6434592358924288.educative.run/h2-console/>

# Custom RowMapper

Learn how to use the RowMapper interface to define your own row mapper.

**We'll cover the following**

* [RowMapper interface](https://www.educative.io/courses/guide-spring-5-spring-boot-2/gxyXq6z9626#RowMapper-interface)
* [mapRow method](https://www.educative.io/courses/guide-spring-5-spring-boot-2/gxyXq6z9626#mapRow-method)
* [Using custom row mapper](https://www.educative.io/courses/guide-spring-5-spring-boot-2/gxyXq6z9626#Using-custom-row-mapper)

The BeanPropertyRowMapper can be used to map the results of the query to our bean. If the database table has a different structure or column names, we need to define our custom mapping.

## RowMapper interface

1. We can define our own row mapper by implementing the RowMapper interface and providing the bean onto which the rows will be mapped. The custom row mapper, PlayerMapper is created as an inner class because it will only be used inside JdbcPlayerDao. It is best practice to make it static and final.

@Repository  
public class PlayerDao {  
    //...  
    private static final class PlayerMapper implements RowMapper<Player> {  
  
    }  
  
}

The PlayerMapper class is reusable and can be used in all methods of the PlayerDao class to map rows from the Player table to the Player bean.

## mapRow method

1. The Rowmapper interface has one method, mapRow, for which we will write our custom implementation to initialize a Player object. This method defines how a row is mapped. It takes two arguments, the first being the result set which JdbcTemplate gets after running the query and the second being the row number. The row number of every row in the result set is different. The JdbcTemplate calls the mapRow method for every row in the result set and passes its row number as an argument. The method returns an object of Player type.

@Override  
public Player mapRow(ResultSet resultSet, int rowNum) throws SQLException {  
    Player player = new Player();  
    player.setId(resultSet.getInt("id"));  
    player.setName(resultSet.getString("name"));  
    player.setNationality(resultSet.getString("nationality"));  
    player.setBirthDate(resultSet.getTime("birth\_date"));  
    player.setTitles(resultSet.getInt("titles"));  
    return player;   
}

## Using custom row mapper

1. To use PlayerMapper, we can simply pass it in any method instead of the BeanPropertyRowMapper. We will create a method that finds players based on their nationality and use our custom mapper to convert the result set to objects as follows:

public List<Player> getPlayerByNationality(String nationality) {  
    String sql = "SELECT \* FROM PLAYER WHERE NATIONALITY = ?";  
    return jdbcTemplate.query(sql, new PlayerMapper(), new Object[] {nationality});  
}

The PlayerMapper is called for every row in the result set and each time it returns a new Player object. We do not have to worry about keeping track of the rows. JdbcTemplate does that work for us.

1. We will call the getPlayerByNationality to test our row mapper and find all French players.

@Override  
public void run(String... args) throws Exception {  
    logger.info("French Players: {}", dao.getPlayerByNationality("France"));  
}

In this example, it doesn’t make a difference whether we use our custom row mapper or the BeanPropertyRowMapper. Custom row mappers come in handy when the table definitions are different from the bean definitions.

The custom mapper can replace BeanPropertyRowMapper in all other methods that we wrote in the PlayerDao class.
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package io.datajek.springdatajdbc;

import java.sql.ResultSet;

import java.sql.SQLException;

import java.sql.Timestamp;

import java.util.List;

import org.springframework.beans.factory.annotation.Autowired;

import org.springframework.jdbc.core.BeanPropertyRowMapper;

import org.springframework.jdbc.core.JdbcTemplate;

import org.springframework.jdbc.core.RowMapper;

import org.springframework.stereotype.Repository;

@Repository

public class PlayerDao {

    @Autowired

    JdbcTemplate jdbcTemplate;

    public List<Player> getAllPlayers() {

        String sql = "SELECT \* FROM PLAYER";

        return jdbcTemplate.query(sql, new BeanPropertyRowMapper<Player>(Player.class));

    }

    public Player getPlayerById(int id) {

        String sql = "SELECT \* FROM PLAYER WHERE ID = ?";

        return jdbcTemplate.queryForObject(sql, new BeanPropertyRowMapper<Player>(Player.class), new Object[] {id});

    }

    public int insertPlayer(Player player){

        String sql = "INSERT INTO PLAYER (ID, Name, Nationality, Birth\_date, Titles) VALUES (?, ?, ?, ?, ?)";

        return jdbcTemplate.update(sql,

               new Object[] {player.getId(), player.getName(), player.getNationality(),
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**Your app can be found at:**<https://ed-6434592358924288.educative.run/h2-console/>

# Spring Data JPA

**What is JPA?**

Let's explore how Spring JPA makes database operations easy in this introductory lesson.

**We'll cover the following**

*Note: JPA helps in reducing the boilerplate code needed for querying and mapping the result object to the java bean.*

* [How JPA works](https://www.educative.io/courses/guide-spring-5-spring-boot-2/7nw4D5DvJpA#How-JPA-works)
* [JPA implementations](https://www.educative.io/courses/guide-spring-5-spring-boot-2/7nw4D5DvJpA#JPA-implementations)

JDBC requires the developer to write the queries, map values to the query, pass a set of parameters to execute the query, and map rows of the result set to a bean. For simple queries, this task is manageable, but in large applications with hundreds of tables, the queries become complex. Writing and maintaining those queries requires expertise beyond the skillset of a Java developer. Java Persistence API (JPA) is designed to ease that task.

**How JPA works**

JPA challenges the notion of writing queries and mapping the data back. It creates entities that are Java objects which map to a row in a database table. JPA creates a schema based on the entities and defines relationships between entities. The Object-Relational Mapping (ORM) layer maps the objects to a database table.

ORM maps Java objects to table rows

Using JPA, we can map a Java class or bean to a table. The members of the class map columns in the table. When this mapping is defined, JPA can write queries on its own. It takes the responsibility of creating and executing queries for CRUD operations. This is due to the fact that the operations performed on a database are identical and can be generalized. The types of objects change based on the database schema but the operations remain the same.

Class members are mapped to columns in a database table

**JPA implementations**

Hibernate, the most popular ORM framework in the last decade, prompted the creation of the JPA standard. JPA is a standard of Object Relational Mapping. It is an interface that defines a set of annotations for creating the object relational mapping. There are numerous implementations of the JPA interface like Hibernate, EclipseLink, Apache OpenJPA, etc. Hibernate is by far the most popular implementation of JPA. It is a lightweight framework and can easily be integrated with Spring.

The benefit of using JPA instead of Hibernate is that JPA is a standard and one can switch to any other implementation later.

# Defining an Entity

In this lesson, we will create an entity and look at different JPA annotations for defining a relational mapping.

**We'll cover the following**

* [JPA dependency](https://www.educative.io/courses/guide-spring-5-spring-boot-2/m7gvJvD3Y2n#JPA-dependency)
* [@Entity](https://www.educative.io/courses/guide-spring-5-spring-boot-2/m7gvJvD3Y2n#@Entity)
* [@Table](https://www.educative.io/courses/guide-spring-5-spring-boot-2/m7gvJvD3Y2n#@Table)
* [@Id and @GeneratedValue](https://www.educative.io/courses/guide-spring-5-spring-boot-2/m7gvJvD3Y2n#@Id-and-@GeneratedValue)
* [@Column](https://www.educative.io/courses/guide-spring-5-spring-boot-2/m7gvJvD3Y2n#@Column)
* [JPA schema creation](https://www.educative.io/courses/guide-spring-5-spring-boot-2/m7gvJvD3Y2n#JPA-schema-creation)

## JPA dependency

To use Spring Data JPA, we will add the starter JPA dependency to the **pom.xml** file as follows:

<dependency>  
 <groupId>org.springframework.boot</groupId>  
 <artifactId>spring-boot-starter-data-jpa</artifactId>  
</dependency>

When the **pom.xml** file is saved, we can see the JPA API in the **Maven Dependencies** folder. This API defines a lot of different annotations like @Entity, @Column, @Table, etc. Hibernate is an implementation of the JPA API which automatically gets configured in our application. The hibernate-core jar can be seen in the Maven Dependencies folder.

We will take the tennis player database example to understand Spring Data JPA. We will make a copy of the Player and TennisPlayerApplication classes and save them to a new package, io.datajek.springdatajpa. As for the PlayerDao class, we will implement the functionality of all methods using the JPA API.

## @Entity

1. In our example, we have a Player class that lists attributes of a tennis player like his name, nationality, date of birth, and a number of titles won. We need to tell JPA that the objects of this class need to be mapped to a table in a database. JPA will create a table with the same name as the class and create columns for all the members of the class. Every instance of the Player class will become a row in the Player table. We will use the @Entity annotation to map this class to the Player table.

@Entity  
@Table(name="Player")  
Public class Player {  
  
}

## @Table

In case we want to map this class to a table with a different name, we can use the @Table annotation and provide the name of the table to which the bean maps to, as shown in the code above. Since the name of the entity and table match, we do not need the @Table annotation.

## @Id and @GeneratedValue

1. Every table in a relational database has a primary key. In our case, the Id attribute uniquely identifies each object. The @Id annotation is used to indicate the primary key. We can also let JPA generate the primary key value when we insert rows. The @GeneratedValue annotation will automatically generate Id values.

@Entity  
public class Player {  
    @Id  
    @GeneratedValue  
    private int id;  
    private String name;  
    private String nationality;  
    private Date birthDate;  
    private int titles;  
    // ...  
}

Now whenever a new row is inserted, we do not need to supply the Id value. We need another constructor that initializes all attributes except Id.

//constructor without Id attribute  
public Player(String name, String nationality, Date birthDate, int titles) {  
    super();  
    this.name = name;  
    this.nationality = nationality;  
    this.birthDate = birthDate;  
    this.titles = titles;  
}

The Player class now has three constructors; a no-arg constructor, one that initializes all five attributes, and one that initializes all attributes except the primary key.

## @Column

1. Another annotation provided by the JPA API is @Column annotation, which is used to define column mappings. @Column annotation mentions the name of the column that matches an attribute of the class. For example:

@Entity  
public class Player {  
    @Id  
    @GeneratedValue  
    private int id;  
    private String name;  
   
    @Column(name="nationality")  
    private String nationality;  
   
    private Date birthDate;  
    private int titles;  
    //...  
}

In our example, the column mapping annotation is not needed since the column names match.

## JPA schema creation

1. The Spring Boot autoconfiguration triggers a schema update and creates a table by the same name as the class marked with the @Entity annotation. When using JPA, we do not need to create a table. We will comment out the table creation query in schema.sql as it is not needed anymore.

After running the application, it can be confirmed from the H2 console — http://localhost:8080/h2-console (using JDBC URL: jdbc:h2:mem:testdb) — that a Player table has been created.

The output log shows the table creation query:

Hibernate: drop table if exists player CASCADE Hibernate: drop sequence if exists hibernate\_sequence Hibernate: create sequence hibernate\_sequence start with 1 increment by 1 Hibernate: create table player (id integer not null, birth\_date date, name varchar(255), nationality varchar(255), titles integer not null, primary key (id))
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package io.datajek.springdatajpa;

import org.springframework.boot.SpringApplication;

import org.springframework.boot.autoconfigure.SpringBootApplication;

@SpringBootApplication

public class TennisPlayerApplication {

    public static void main(String[] args) {

        SpringApplication.run(TennisPlayerApplication.class, args);

    }

}
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**Your app can be found at:**<https://ed-6434592358924288.educative.run/h2-console/>

# Creating a Repository

Let's create a repository — a class that manages entities — in this lesson.

**We'll cover the following**

* [@Repository annotation](https://www.educative.io/courses/guide-spring-5-spring-boot-2/JQvr8M2WG6v#@Repository-annotation)
* [Enabling transaction management](https://www.educative.io/courses/guide-spring-5-spring-boot-2/JQvr8M2WG6v#Enabling-transaction-management)
* [EntityManager and @PersistenceContext annotation](https://www.educative.io/courses/guide-spring-5-spring-boot-2/JQvr8M2WG6v#EntityManager-and-@PersistenceContext-annotation)

In JPA terms, a repository is a class that manages the entities.

## @Repository annotation

1. We will create a PlayerRepository class to manage the Player entity and to store and retrieve data. We can mark this class with the @Repository annotation.

@Repository  
public class PlayerRepository {  
  
}

## Enabling transaction management

1. Database queries contain multiple steps. We will also enable transaction management to allow all steps in a query to succeed. In case of an error or runtime exception, all steps will be rolled back. Transactions are implemented at the business layer, but in this example, we will implement them at the repository level. Spring provides all the boilerplate code to start, commit, and roll back a transaction, which can also be integrated with JPA’s transaction management. This is enabled using the @Transactional annotation on a method or a class.

@Repository  
@Transactional  
public class PlayerRepository{  
  
}

Using this annotation on the PlayerRepository class, all the methods will be executed in a transactional context. So if we have INSERT and UPDATE in a single method, something called an EntityManager will keep track of both of them. If one of them fails, the whole operation will be rolled back.

## EntityManager and @PersistenceContext annotation

1. A JPA EntityManager manages connection to a database as well as to database operations. EntityManager is associated with a PersistenceContext. All operations that are performed in a specific session are stored inside the PersistenceContext. EntityManager is the interface to the Persistence Context. All operations on the entity go through the EntityManager. We will declare an EntityManager object in our class and mark it with the @PersistenceContext annotation.

public class PlayerRepository{  
    @PersistenceContext  
    EntityManager entityManager;  
    //...  
}

EntityManager provides a number of methods that perform SELECT, INSERT, UPDATE, and DELETE queries.

In this lesson, we created a repository and an instance of EntityManager. Now we are ready to perform operations on the database.

The code shown below, when run, creates an empty table of players. We will insert data in the next step.

The database can be viewed in the web browser by typing localhost:8080/h2-console or http://127.0.0.1:8080/h2-console. In the login page that shows up, make sure that the JDBC URL is the same as the one that we provided in the **applications.properties** file (jdbc:h2:mem:testdb). If not, change it to jdbc:h2:mem:testdb and click connect to go to the database console. This will open up the interface of the database.
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package io.datajek.springdatajpa;

import org.springframework.beans.factory.annotation.Autowired;

import org.springframework.boot.SpringApplication;

import org.springframework.boot.autoconfigure.SpringBootApplication;

@SpringBootApplication

public class TennisPlayerApplication {

    public static void main(String[] args) {

        SpringApplication.run(TennisPlayerApplication.class, args);

    }

}
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**Your app can be found at:**<https://ed-6434592358924288.educative.run/h2-console/>

# CRUD Operations

Learn how to perform CRUD operations using methods offered by the EntityManager.

**We'll cover the following**

* [merge method for INSERT and UPDATE queries](https://www.educative.io/courses/guide-spring-5-spring-boot-2/Bn0zjqkYYgx#merge-method-for-INSERT-and-UPDATE-queries)
* [Executing a query](https://www.educative.io/courses/guide-spring-5-spring-boot-2/Bn0zjqkYYgx#Executing-a-query)
* [The show-sql property](https://www.educative.io/courses/guide-spring-5-spring-boot-2/Bn0zjqkYYgx#The-show-sql-property)
* [find method for SELECT query](https://www.educative.io/courses/guide-spring-5-spring-boot-2/Bn0zjqkYYgx#find-method-for-SELECT-query)
* [remove method for DELETE query](https://www.educative.io/courses/guide-spring-5-spring-boot-2/Bn0zjqkYYgx#remove-method-for-DELETE-query)

The EntityManager offers a large number of methods to perform various queries. We will write methods to insert, fetch, update, and delete data.

## merge method for INSERT and UPDATE queries

1. The EntityManager offers a merge method for both INSERT and UPDATE operations. merge checks if the primary key value is being passed to it or not. If it finds the primary key, it updates the corresponding record. If the primary key is not passed, it generates a value and inserts a new record in the table. The merge method returns a Player object.

The logic of insertPlayer and updatePlayer methods will be the same. The difference lies in the arguments being passed to the merge method.

public Player insertPlayer(Player player)   
{  
   return entityManager.merge(player);  
}  
  
public Player updatePlayer(Player player)   
{  
   return entityManager.merge(player);  
}

The merge method will create an SQL INSERT or UPDATE query and map values to it from the Player object on its own. It also converts the row returned to a Player object on its own.

## Executing a query

1. We will use the CommandLineRunner interface to use the run method.

In order to execute insertPlayer, we will autowire PlayerRepository in the TennisPlayerApplication class and use it to call methods in the run method as follows:

@Autowired  
PlayerRepository repo;  
  
@Override  
public void run(String... args) throws Exception {  
    logger.info("\n\n>> Inserting Player: {}\n", repo.insertPlayer(  
                 new Player("Djokovic", "Serbia", Date.valueOf("1987-05-22"), 81)));  
  
    logger.info("\n\n>> Inserting Player: {}\n", repo.insertPlayer(  
                 new Player("Monfils", "France", Date.valueOf("1986-09-01"), 10)));  
}

This will insert two rows in the Player table. Notice that we are not passing the Id attribute as it will be auto-generated by Hibernate. The insertion can be confirmed from the H2 web console by executing the SELECT \* query. Hibernate has assigned id 1 and 2 to the rows it inserted. The ids would be incremented in sequence if more rows are inserted.

## The show-sql property

1. We have inserted two rows in the database without writing any queries. To see the queries that Hibernate has generated, we can enable the show-sql property in the **application.properties** file as follows:

spring.jpa.show-sql=true

## find method for SELECT query

1. Another way to confirm insert is to implement the getPlayerById method. This method will return a player based on the primary key value. EntityManager offers a number of find methods. We will pick the one that takes the name of the class and the primary key as arguments.

public Player getPlayerById(int id) {  
    return entityManager.find(Player.class, id);                  
}

Like the merge method, the find method also creates the SQL query and maps values to it on its own. It also converts the row returned to a Player object.

We will call getPlayerById in the run method:

@Override  
public void run(String... args) throws Exception {  
    logger.info("\n\n>> Inserting Player: {}\n", repo.insertPlayer(  
               new Player("Djokovic", "Serbia", Date.valueOf("1987-05-22"), 81)));  
    logger.info("\n\n>> Inserting Player: {}\n", repo.insertPlayer(  
               new Player("Monfils", "France", Date.valueOf("1986-09-01"), 10)));  
  
    logger.info("\n\n>> Player with id 2: {}\n", repo.getPlayerById(2));  
}

The database can be viewed in the web browser by typing localhost:8080/h2-console or http://127.0.0.1:8080/h2-console. In the login page that shows up, make sure that the JDBC URL is the same as the one that we provided in the **applications.properties** file (jdbc:h2:mem:testdb). If not, change it to jdbc:h2:mem:testdb and click connect to go to the database console. This will open up the interface of the database.
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import org.slf4j.Logger;

import org.slf4j.LoggerFactory;

import org.springframework.beans.factory.annotation.Autowired;

import org.springframework.boot.CommandLineRunner;

import org.springframework.boot.SpringApplication;

import org.springframework.boot.autoconfigure.SpringBootApplication;

@SpringBootApplication

public class TennisPlayerApplication implements CommandLineRunner {

    private Logger logger = LoggerFactory.getLogger(this.getClass());

    @Autowired

    PlayerRepository repo;

    public static void main(String[] args) {

        SpringApplication.run(TennisPlayerApplication.class, args);

    }

    @Override

    public void run(String... args) throws Exception {

        logger.info("\n\n>> Inserting Player: {}\n", repo.insertPlayer(new Player("Djokovic", "Serbia", Date.valueOf("1987-05-22"), 81)));

        logger.info("\n\n>> Inserting Player: {}\n", repo.insertPlayer(new Player("Monfils", "France", Date.valueOf("1986-09-01"), 10)));

        logger.info("\n\n>> Player with id 2: {}\n", repo.getPlayerById(2));

    }

}
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**Your app can be found at:**<https://ed-6434592358924288.educative.run/h2-console/>

1. To test the updatePlayer method created in step 1, we will insert a new player Thiem and then update his date of birth as follows:

@Override  
public void run(String... args) throws Exception {  
    //insert players  
   logger.info("\n\n>> Inserting Player: {}\n", repo.insertPlayer(  
            new Player("Djokovic", "Serbia", Date.valueOf("1987-05-22"), 81)));  
   logger.info("\n\n>> Inserting Player: {}\n", repo.insertPlayer(  
            new Player("Monfils", "France", Date.valueOf("1986-09-01"), 10)));  
   logger.info("\n\n>> Inserting Player: {}\n", repo.insertPlayer(  
            new Player("Thiem", "Austria",   
                                  new Date(System.currentTimeMillis()), 17)));    
   //update player  
   logger.info("\n\n>> Updating Player with Id 3: {}\n", repo.updatePlayer(  
            new Player(3, "Thiem", "Austria", Date.valueOf("1993-09-03"), 17)));  
   //get player  
   logger.info("\n\n>> Player with id 3: {}\n", repo.getPlayerById(3));  
}
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@SpringBootApplication

public class TennisPlayerApplication implements CommandLineRunner {

    private Logger logger = LoggerFactory.getLogger(this.getClass());

    @Autowired

    PlayerRepository repo;

    public static void main(String[] args) {

        SpringApplication.run(TennisPlayerApplication.class, args);

    }

    @Override

    public void run(String... args) throws Exception {

        //insert players

        logger.info("\n\n>> Inserting Player: {}\n", repo.insertPlayer(

            new Player("Djokovic", "Serbia", Date.valueOf("1987-05-22"), 81)));

        logger.info("\n\n>> Inserting Player: {}\n", repo.insertPlayer(

            new Player("Monfils", "France", Date.valueOf("1986-09-01"), 10)));

        logger.info("\n\n>> Inserting Player: {}\n", repo.insertPlayer(

            new Player("Thiem", "Austria",

                                new Date(System.currentTimeMillis()), 17)));

        //update player

        logger.info("\n\n>> Updating Player with Id 3: {}\n", repo.updatePlayer(

            new Player(3, "Thiem", "Austria", Date.valueOf("1993-09-03"), 17)));

        //get player

        logger.info("\n\n>> Player with id 3: {}\n", repo.getPlayerById(3));

    }

}
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**Your app can be found at:**<https://ed-6434592358924288.educative.run/h2-console/>

## remove method for DELETE query

1. The remove method of EntityManager is used to delete a row from the table. This is a two step process: first, we will get the object using the find method by passing the id of the player. Then, we will pass the object to the remove method. remove is a void method and does not return anything.

public void deleteById(int id){  
    Player player = entityManager.find(Player.class, id);  
    entityManager.remove(player);  
}

When this method is called inside the run method, we can see the DELETE query generated by Hibernate. The delete can be confirmed from the H2 console using a SELECT \* query.

JPA makes interacting with databases really simple. All it needs is entity definition and mapping, and it takes care of the rest.
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package io.datajek.springdatajpa;

import java.sql.Date;

import org.slf4j.Logger;

import org.slf4j.LoggerFactory;

import org.springframework.beans.factory.annotation.Autowired;

import org.springframework.boot.CommandLineRunner;

import org.springframework.boot.SpringApplication;

import org.springframework.boot.autoconfigure.SpringBootApplication;

@SpringBootApplication

public class TennisPlayerApplication implements CommandLineRunner {

    private Logger logger = LoggerFactory.getLogger(this.getClass());

    @Autowired

    PlayerRepository repo;

    public static void main(String[] args) {

        SpringApplication.run(TennisPlayerApplication.class, args);

    }

    @Override

    public void run(String... args) throws Exception {

        //insert players

        logger.info("\n\n>> Inserting Player: {}\n", repo.insertPlayer(

            new Player("Djokovic", "Serbia", Date.valueOf("1987-05-22"), 81)));

        logger.info("\n\n>> Inserting Player: {}\n", repo.insertPlayer(

            new Player("Monfils", "France", Date.valueOf("1986-09-01"), 10)));

        logger.info("\n\n>> Inserting Player: {}\n", repo.insertPlayer(

            new Player("Thiem", "Austria",

                                new Date(System.currentTimeMillis()), 17)));

        //update player

        logger.info("\n\n>> Updating Player with Id 3: {}\n", repo.updatePlayer(

            new Player(3, "Thiem", "Austria", Date.valueOf("1993-09-03"), 17)));
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**Your app can be found at:**<https://ed-6434592358924288.educative.run/h2-console/>

# JPQL Named Query

Let's write a named query in Java Persistence Query Language (JPQL) in this lesson.

**We'll cover the following**

* [#NamedQuery](https://www.educative.io/courses/guide-spring-5-spring-boot-2/7A5X4xEGxRO##NamedQuery)
* [Using a named query for SELECT \* query](https://www.educative.io/courses/guide-spring-5-spring-boot-2/7A5X4xEGxRO#Using-a-named-query-for-SELECT-*-query)

In this lesson, we will implement the SELECT \* query using a named query in JPQL.

A named query is defined on an entity, which in our case is the Player class. The named query will be used in the getAllPlayers method.

## #NamedQuery

1. To create a named query, we will use the @NamedQuery annotation on the Player class. This annotation requires two parameters: the name of the query and the query itself. When using JPA, we will write the query in JPQL instead of SQL. JPQL uses entities in place of tables. Since we want to return a list of Player objects, the query will be "SELECT p FROM Player p".

@Entity  
@NamedQuery(name="get\_all\_players", query="select p from Player p")  
public class Player {  
    //...  
}

Now we can use the named query in the getAllPlayers method.

## Using a named query for SELECT \* query

In the getAllPlayers method, we will use the createNamedQuery method. We need to pass the name of the query and specify what the query will return. The name of the query as defined in the previous step is get\_all\_players. This query will return objects of the Player class. The createNamedQuery returns a TypedQuery, which we will assign to a variable called getAll. Then, we can use the getResultList method to return a list of players as follows:

public List<Player> getAllPlayers() {  
    TypedQuery<Player> getAll = entityManager.createNamedQuery(  
                                                        "get\_all\_players", Player.class);  
    return getAll.getResultList();  
}

1. We will now call getAllPlayers in the run method to display the records in the Player table.

@Override  
public void run(String... args) throws Exception {  
    logger.info("Inserting Player: {}", repo.insertPlayer(new Player(  
                                     "Djokovic", "Serbia", Date.valueOf("1987-05-22"), 81)));  
    logger.info("Inserting Player: {}", repo.insertPlayer(new Player(  
                                     "Monfils", "France", Date.valueOf("1986-09-01"), 10)));  
    logger.info("Inserting Player: {}", repo.insertPlayer(new Player(  
                                     "Thiem", "Austria", Date.valueOf("1993-09-03"), 17)));   
    logger.info("All Players Data: {}", repo.getAllPlayers());  
}

The database can be viewed in the web browser by typing localhost:8080/h2-console or http://127.0.0.1:8080/h2-console. In the login page that shows up, make sure that the JDBC URL is the same as the one that we provided in the **applications.properties** file (jdbc:h2:mem:testdb). If not, change it to jdbc:h2:mem:testdb and click connect to go to the database console. This will open up the interface of the database.
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@SpringBootApplication

public class TennisPlayerApplication implements CommandLineRunner {

    private Logger logger = LoggerFactory.getLogger(this.getClass());

    @Autowired

    PlayerRepository repo;

    public static void main(String[] args) {

        SpringApplication.run(TennisPlayerApplication.class, args);

    }

    @Override

    public void run(String... args) throws Exception {

        //insert players

        logger.info("\n\n>> Inserting Player: {}\n", repo.insertPlayer(

            new Player("Djokovic", "Serbia", Date.valueOf("1987-05-22"), 81)));

        logger.info("\n\n>> Inserting Player: {}\n", repo.insertPlayer(

            new Player("Monfils", "France", Date.valueOf("1986-09-01"), 10)));

        logger.info("\n\n>> Inserting Player: {}\n", repo.insertPlayer(

            new Player("Thiem", "Austria",

                                new Date(System.currentTimeMillis()), 17)));

        //update player

        logger.info("\n\n>> Updating Player with Id 3: {}\n", repo.updatePlayer(

            new Player(3, "Thiem", "Austria", Date.valueOf("1993-09-03"), 17)));

        //get player

        logger.info("\n\n>> Player with id 3: {}\n", repo.getPlayerById(3));

        //delete player

        repo.deletePlayerById(2);

        //get all players

        logger.info("\n\n>> All Players Data: {}", repo.getAllPlayers());

    }

}
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**Your app can be found at:**<https://ed-6434592358924288.educative.run/h2-console/>

# Spring Data JPA

This lesson explores the methods provided by JpaRepository to further simplify the CRUD operations.

**We'll cover the following**

* [JpaRepository interface](https://www.educative.io/courses/guide-spring-5-spring-boot-2/NEAwNA3Dx7N#JpaRepository-interface)
  + [save method](https://www.educative.io/courses/guide-spring-5-spring-boot-2/NEAwNA3Dx7N#save-method)
  + [findById method](https://www.educative.io/courses/guide-spring-5-spring-boot-2/NEAwNA3Dx7N#findById-method)
  + [findAll method](https://www.educative.io/courses/guide-spring-5-spring-boot-2/NEAwNA3Dx7N#findAll-method)
  + [deleteById method](https://www.educative.io/courses/guide-spring-5-spring-boot-2/NEAwNA3Dx7N#deleteById-method)

We have written methods to perform CRUD operations on the Player entity. If we add more entities to the project like **Coach** and **Tournament**, we will have to write the same code for CRUD operations and plug a different entity type.

The methods that we implemented as part of the CRUD operations are all generic methods. The logic of the methods remains the same, and only the entity changes.

Spring Data identified this duplication of code when writing repositories and created some predefined repositories. The developer provides the entity type and its primary key and Spring Data comes up with the CRUD methods for the entity. Spring Data JPA adds a layer of abstraction over the JPA provider (Hibernate in our case).

The JpaRepository interface extends the Repository interface. It contains the API provided by CrudRespository as well as the PagingAndSortingRepository for CRUD operations along with pagination and sorting of records.

## JpaRepository interface

1. We will create an interface that extends the JpaRepository. We will call this interface PlayerSpringDataRepository. We need to specify the entity that will be managed by this repository, as well as the primary key of the entity as follows:

import org.springframework.data.jpa.repository.JpaRepository;  
  
public interface PlayerSpringDataRepository extends JpaRepository<Player, Integer>{  
  
    //no implementation required!  
}

Simply by extending the JpaRepository, we get all basic CRUD operations without having to write any implementation.

1. To use the repository created in the last step, we will create a copy of the TennisPlayerApplication and call it TennisPlayerSpringDataApplication. We also autowire the PlayerSpringDataRepository in place of the PlayerRepository.

@Autowired  
PlayerSpringDataRepository repo;

### save method

1. To insert and update an object, Spring Data has a save method that works in the same manner as the merge method of the EntityManager.

//Inserting rows  
logger.info("Inserting Player: {}", repo.save(new Player("Djokovic", "Serbia",   
                                                Date.valueOf("1987-05-22"), 81)));  
logger.info("Inserting Player: {}", repo.save(new Player("Monfils", "France",   
                                                Date.valueOf("1986-09-01"), 10)));  
logger.info("Inserting Player: {}", repo.save(new Player("Thiem", "Austria",   
                                                new Date(System.currentTimeMillis()), 17)));

//Updating row  
logger.info("Updating Player with Id 3: {}", repo.save(new Player(3, "Thiem", "Austria",   
                                                Date.valueOf("1993-09-03"), 17)));  
}

### findById method

1. Spring Data has a method called findById, which takes in the primary key and returns an object.

logger.info("Player with Id 2: {}", repo.findById(2));

### findAll method

1. It also has a findAll method which returns all entity objects.

logger.info("All Players Data: {}", repo.findAll());

### deleteById method

1. For deletion, Spring Data has a deleteById method that takes the primary key of the record to be deleted.

repo.deleteById(2);

If we use the above mentioned methods, we can run the application without any change in the output.

Using Spring Data, we can run the same application again without writing an implementation for any of the CRUD operations. The JpaRepository provides us with methods needed to perform those operations. This results in a significant reduction in boilerplate code. If we compare the code in the **PlayerRepository.java** with the code in **PlayerSpringDataRepository.java**, the former had more than 20 lines of code while the latter has just 3 lines of code for the same functionality.

The CRUD methods in Spring Data are annotated with @Transactional. Spring Data can parse a method name and create a query from it. In the code widget below, we have a method findByNationality in the **PlayerSpringDataRepository** for which we have not provided any implementation. This method name is converted to the following JPQL query using the JPA Criteria API:

select p from Player p where p.nationality = ?1

We can use keywords such as And, Or, GreaterThan, LessThan, Like, IsNull, Not etc., in the method name and OrderBy clause can be used to sort the results.
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package io.datajek.springdatajpa;

import java.util.List;

import org.springframework.data.jpa.repository.JpaRepository;

public interface PlayerSpringDataRepository extends JpaRepository<Player, Integer>{

    public List<Player> findByNationality(String nationality);

}
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**Your app can be found at:**<https://ed-6434592358924288.educative.run/h2-console/>

The database can be viewed in the web browser by typing localhost:8080/h2-console or http://127.0.0.1:8080/h2-console. In the login page that shows up, make sure that the JDBC URL is the same as the one that we provided in the **applications.properties** file (jdbc:h2:mem:testdb). If not, change it to jdbc:h2:mem:testdb and click connect to go to the database console. This will open up the interface of the database.

**Connecting to Other Databases**

Learn about the changes required to change the data source.

**We'll cover the following**

* [Replacing the H2 dependency](https://www.educative.io/courses/guide-spring-5-spring-boot-2/JYBMDp3n2zy#Replacing-the-H2-dependency)
* [Configuring property values](https://www.educative.io/courses/guide-spring-5-spring-boot-2/JYBMDp3n2zy#Configuring-property-values)

An in-memory H2 database is easy to set up and use. Now it’s time to learn how to switch to another database. In real-life applications, we might want to connect to Oracle, MySql, or SQL server databases. Using Spring Boot, switching databases is very straightforward. We just need to add some dependencies and change some property values.

This lesson assumes that the database is installed and the schema is properly populated.

**Replacing the H2 dependency**

1. The first step is to remove the H2 dependency from **pom.xml** and replace it with the dependency of the database we wish to connect to. Suppose we wish to connect to MySql. The dependency for MySql is given below. Dependencies for other databases are available online.

<dependency>  
   <groupId>mysql</groupId>  
   <artifactId>mysql-connector-java</artifactId>  
</dependency>

**Configuring property values**

1. For any database, we need to configure its URL, username, and password. These values are specified in the **application.properties** file.

spring.jpa.hibernate.ddl-auto=none   
spring.datasource.url = jdbc:mysql://localhost:3306/movie\_example  
spring.datasource.username = demo  
spring.datasource.password = demo

Since we already have a schema and do not want Hibernate to create it for us, we have set spring.jpa.hibernate.ddl-auto setting to none. Other options for this setting are create-only, drop, create, validate, and update. If we use create instead of none, Hibernate would look at the entities and create the schema itself (after dropping any already existing schema).

The username and password are used to connect to the data source.

1. After making these changes, restart the application and Spring Boot will connect to the database of your choice.

This shows how switching from an in-memory database to a real database is simple in Spring Boot.

# Spring REST

**Developing REST services in Spring**

This lesson discusses basic concepts of REST and Spring's support of RESTful web services.

**We'll cover the following**

* [REST support in Spring](https://www.educative.io/courses/guide-spring-5-spring-boot-2/Bny9VO09Z82#REST-support-in-Spring)
* [What is REST?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/Bny9VO09Z82#What-is-REST?)

**REST support in Spring**

Spring REST

Spring framework is a very good choice for creating REST applications. Spring provides specialized annotations that make RESTful application development easy. Some examples include @RestController, @ResponseBody and @ResponseStatus etc.

Spring also automatically handles Jackson integration which makes conversion of data from JSON to POJO and vice versa a breeze. Any JSON data received by the controller is automatically converted to a POJO and any POJO returned by the controller is converted to JSON.

**What is REST?**

REST stands for the **RE**presentational **S**tate **T**ransfer. It provides a mechanism for communication between applications. In the REST architecture, the client and server are implemented independently and they do not depend on one another. REST is language independent, so the client and server applications can use different programming languages. This gives REST applications a lot of flexibility.

REST Request Response

The REST architecture is stateless meaning that the client only manages session state and the server only manages the resource state. The communication between the client and server is such that every request contains all the information necessary to interpret it without any previous context.

Both the client and server know the communication format and are able to understand the message sent by the other side. REST calls can be made over HTTP. The client can send HTTP request message to the server where it is processed and an HTTP response is sent back.

REST Request Response

The request message has three parts:

1. The request line contains the HTTP method like (GET or POST etc.)
2. The request header contains data with additional information about the request.
3. The request body contains the contents of the message, e.g., if it is a POST request, the request body will contain the contents of the entity to be created.

The response message also has three parts:

1. The response line contains the status code for success or redirection etc.
2. The response header contains additional information about the response like the content type and the size of the response. The client can render the data based on the content type so if it is text/html, it is displayed according to the HTML tags and if it is application/json or application/xml, it is processed accordingly.
3. The response body contains the actual message sent in response to the request.

The HTTP methods for CRUD operations are:

* POST for creating a resource
* GET for reading a resource
* PUT for updating a resource
* DELETE for deleting a resource

HTTP Request Methods

**JSON Data Binding**

In this lesson, we will shed light on the popular data format used in REST applications - JSON.

**We'll cover the following**

* [Syntax](https://www.educative.io/courses/guide-spring-5-spring-boot-2/JYRQkVDpoGg#Syntax)
* [Java - JSON data binding](https://www.educative.io/courses/guide-spring-5-spring-boot-2/JYRQkVDpoGg#Java---JSON-data-binding)
* [Jackson Project](https://www.educative.io/courses/guide-spring-5-spring-boot-2/JYRQkVDpoGg#Jackson-Project)

The most commonly used data formats in a REST application are JSON and XML. JSON stands for **J**ava**S**cript **O**bject **N**otation. It is a plain text data format used for exchanging data between applications.

JSON is a collection of name-value pairs, which the application processes as a string. So, instead of using HTML or JSP to send data, it is passed as a String and the application can process and render the data accordingly. JSON is language independent and can be used with any programming language.

**Syntax**

A sample JSON object is shown below along with rules regarding the syntax.

JSON Object

* A JSON object is defined between curly braces ({ }).
* The object consists of members in the form of comma separated name-value pairs.
* The names and values are separated by colon (:).
* Names are provided in double quotes and are on the left side of the colon.
* The values are on the right side of the colon.
* If the value is a string, it is written in double quotes.
* JSON also supports arrays written within square brackets ([ ]) that contains a comma separated list of values.
* An object can contain nested objects.
* JSON objects can have **null** value.
* Boolean values **true** and **false** are also allowed.

**Java - JSON data binding**

JSON Data Binding

A Java object (POJO) can be converted into a JSON object and vice versa through a process called data binding. We can read JSON and use it to populate a Java object. In the same manner, we can use a Java object to create JSON.

**Jackson Project**

Jackson Project handles data binding between Java and JSON. It also provides support for data binding with XML. Spring framework uses the Jackson project for data binding. The Jackson data binding API is present in the **com.fasterxml.jackson.databind** package.

The following maven dependency adds Jackson support to the project:

<dependency>  
    <groupId>com.fasterxml.jackson.core</groupId>  
    <artifactId>jackson-databind</artifactId>  
    <version>2.12.3</version>  
</dependency>

The latest version at the time of writing this lesson is **2.12.3**.

Jackson handles the conversion between JSON and POJOs by making use of the getter and setter methods of a class. To convert a JSON object to POJO, the setter methods are called. Vice versa, to create a JSON object from a POJO, the getters methods are used. Jackson has access to the getters and setters only, not the private fields of the class.

The figure below illustrates how Jackson converts JSON data to a Java object. It calls the corresponding setter methods to populate the class members. If a setter method matching a JSON property is not found, an exception is thrown.

Creating a POJO from JSON

The Jackson annotation @JsonIgnoreProperties can be used to bypass the exception by setting the IgnoreUnknown attribute to true. This feature is useful when the JSON file contains more properties but we are only interested in a few of them.

**REST Client - Postman**

Learn how to install and use the REST client, Postman.

**We'll cover the following**

* [Install Postman](https://www.educative.io/courses/guide-spring-5-spring-boot-2/N8YjJ9y7nVm#Install-Postman)
* [Web Browser or Postman](https://www.educative.io/courses/guide-spring-5-spring-boot-2/N8YjJ9y7nVm#Web-Browser-or-Postman)

We will be creating a REST Service. To test our service, we need a client tool to send HTTP requests to our REST API and view the response sent back by our service.

There are many REST client tools for testing REST APIs like Curl, which is a command line tool, and Postman, which is a GUI tool.

We will be using **Postman** which is widely used because of its simplicity and advance features.

**Install Postman**

To install Postman, visit the [Download Postman](https://www.postman.com/downloads/) page. You may be prompted to log in or create an account but it is not a requirement as Postman is a free software.

The top part of the screen is for the HTTP request and the bottom part shows the HTTP response. Different request methods like GET, POST, PUT, etc., are available from the dropdown list. You can also view the headers, authorization items, and status codes.

Postman client

To send a request using Postman, select the **HTTP method** from the dropdown list, then type the request URL. If the request sends some data to the server (e.g., POST or PUT), it can be added by selecting the **Body** option. We can also set the format in which data is sent. The request is sent by hitting the **Send** button. The response from the REST Service is displayed in the bottom part of the screen. It shows the status code and may contain some data in the body as well.

**Web Browser or Postman**

For a simple GET request, a web browser can also be used in place of Postman. However, for other types of requests, Postman offers better support like posting JSON data, setting the content type, passing over request headers, and authentication etc.

**REST API Design**

Here we cover the basic design principles for a REST API and start creating one using Spring Initializr.

**We'll cover the following**

* [REST API design](https://www.educative.io/courses/guide-spring-5-spring-boot-2/xlJzlODnEr3#REST-API-design)
* [Required dependencies](https://www.educative.io/courses/guide-spring-5-spring-boot-2/xlJzlODnEr3#Required-dependencies)
* [Data source configuration](https://www.educative.io/courses/guide-spring-5-spring-boot-2/xlJzlODnEr3#Data-source-configuration)
* [Entity Player class](https://www.educative.io/courses/guide-spring-5-spring-boot-2/xlJzlODnEr3#Entity-Player-class)
* [Database Initialization](https://www.educative.io/courses/guide-spring-5-spring-boot-2/xlJzlODnEr3#Database-Initialization)
* [Creating a repository](https://www.educative.io/courses/guide-spring-5-spring-boot-2/xlJzlODnEr3#Creating-a-repository)
* [Service layer](https://www.educative.io/courses/guide-spring-5-spring-boot-2/xlJzlODnEr3#Service-layer)

In this lesson, we will start building a REST API that performs CRUD operations. We will make use of the **tennis player** project to create a REST API to perform CRUD operations on the data stored in the in-memory H2 database.

**REST API design**

Our REST API will expose endpoints which allow a REST client to perform the following functions:

* Get a list of players
* Get a player by ID
* Add a new player
* Update an existing player
* Update the titles of a player
* Delete a player

We will make use of the HTTP GET, POST, PUT, PATCH, and DELETE methods to perform these operations. To create service endpoints for our REST API, we need to identify the *entity* (main resource) which is the most notable noun from the requirements listed above. A glance at our requirements shows that it is **player**. A REST API design convention is to use the plural of the entity as the endpoint, so we will use **/players**.

The following image shows the HTTP methods and their REST endpoints for the corresponding CRUD operations:

REST CRUD operations

As it can be seen from the image, we have not used any action words (e.g., show or create) in the endpoints. Rather, the HTTP method, like GET and POST, defines the action to be performed.

To create a project, we will use [spring initializr](http://start.spring.io/) and provide the following details:

Group ID: **io.datajek** Artifact ID: **tennis-player-rest** Next, we will choose dependencies for the project.

**Required dependencies**

To create a REST API in Spring, we need the spring-webmvc dependency. This dependency supports web as well as RESTful applications. It loads all the supporting dependencies like spring-core, spring-context, spring-web etc., and comes with the embedded Tomcat server.

Secondly, we need the jackson-databind dependency for JSON data binding. By having the Jackson dependency on the classpath, Spring will automatically handle the conversion of JSON data to POJO and vice versa.

Spring Boot makes the task of adding required dependencies easy. Using the **spring initializr**, add the starter dependency for **Web**. The spring-boot-starter-web takes care of both abovementioned dependencies. The transitive dependencies of starter web are shown below:

Dependencies in starter-web

As it can be seen, spring-webmvc and spring-boot-starter-json are included along with other dependencies like spring-boot-starter-tomcat.

Other than spring-boot-starter-web, we will add the spring-boot-starter-data-jpa dependency for Hibernate ORM support, h2 dependency for the in-memory database, and spring-boot-devtools dependency which provides the auto restart feature.

Spring Boot also has built in support for testing and adds the spring-boot-starter-test dependency to the **pom.xml** file.

**Data source configuration**

Spring Boot automatically configures the data source using the entries in the **pom.xml** file where we have added the spring-boot-starter-data-jpa and h2 dependencies. In the **application.properties** file, we can set up the data source URL by using the following property:

spring.datasource.url = jdbc:h2:mem:testdb

**Entity Player class**

Now, we will create a **Player** class for our REST API. We will use the @Entity annotation to map the class to a database table. The name of the table is the same as the class, unless otherwise specified. We will store the player’s id, name, nationality, date of birth and number of titles.

@Entity  
public class Player {  
    @Id  
    @GeneratedValue (strategy=GenerationType.IDENTITY)  
    private int id;  
  
    private String name;  
    private String nationality;  
      
    @JsonFormat(pattern = "dd-MM-yyyy")  
    private Date birthDate;  
  
    private int titles;  
      
    //constructors  
    //getter and setter methods  
}

The @Id and @GeneratedValue annotations are used to mark the primary key and define the manner in which values are generated. By default, dates are saved as Timestamp by Hibernate. When we annotate the birthDate field with @JsonFormat, Jackson will use the provided format for serializing and deserializing the field.

We will create two constructors; a no-argument constructor and a constructor with fields other than the primary key (as it will be auto-generated). We will also generate getters and setters for the fields which are needed by Jackson to handle conversion between Player POJO and JSON.

**Database Initialization**

Hibernate can generate the DDL based on the spring.jpa.hibernate.ddl.auto property. We will use create-drop as its value in the **application.properties** file.

spring.jpa.hibernate.ddl-auto=create-drop  
spring.jpa.show-sql=true

The spring.jpa.show-sql property, when set to true, shows the queries used by Hibernate when creating the database. The database is populated using the **import.sql** file placed at the root of the classpath. This file, shown below, is executed on startup.

INSERT INTO player (ID, Name, Nationality, Birth\_date, Titles) VALUES(1,'Djokovic', 'Serbia', '1987-05-22', 81);  
INSERT INTO player (ID, Name, Nationality, Birth\_date, Titles) VALUES(2,'Monfils', 'France', '1986-09-01', 10);  
INSERT INTO player (ID, Name, Nationality, Birth\_date, Titles) VALUES(3,'Isner', 'USA', '1985-04-26', 15);

**Creating a repository**

We will create an interface **PlayerRepository.java** which extends the JpaRepository interface and provide the entity and the data type of the primary key:

import org.springframework.data.jpa.repository.JpaRepository;   
  
public interface PlayerRepository extends JpaRepository <Player, Integer> {  
  
  
}

Simply by extending the JpaRepository, we get all basic CRUD operations like findAll(), findById(), save(), and deleteById() etc., without having to write any implementation.

**Service layer**

As a best practice, we will introduce a service layer on top of the repository. We will create a class **PlayerService.java** and use the @Service annotation to indicate that this class belongs to the service layer.

To use the PlayerRepository in the service layer, we will autowire it and then delegate calls to the methods provided by the JpaRepository.

@Service  
public class PlayerService {  
      
    @Autowired  
    private PlayerRepository repo;  
  
    //method to return all players  
  
    //method to find player by id  
  
    //method to add player  
  
    //...  
}
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→   public·String·getNationality()·{

→   →   return·nationality;

→   }

→   public·void·setNationality(String·nationality)·{

→   →   this.nationality·=·nationality;

→   }

→   public·Date·getBirthDate()·{

→   →   return·birthDate;

→   }

→   public·void·setBirthDate(Date·birthDate)·{

→   →   this.birthDate·=·birthDate;

→   }

→   public·int·getTitles()·{

→   →   return·titles;

→   }

→   public·void·setTitles(int·titles)·{

→   →   this.titles·=·titles;

→   }

→   @Override

→   public·String·toString()·{

→   →   return·"\nPlayer·[id=·"·+·id·+·",·name=·"·+·name·+·",·nationality=·"·+·nationality·+·",·birthDate=·"·+·birthDate

→   →   →   →   +·",·titles=·"·+·titles·+·"]";

→   }

}
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# Creating a REST Controller

In this lesson, we will create a controller to map requests to our REST API.

**We'll cover the following**

* [@RestController](https://www.educative.io/courses/guide-spring-5-spring-boot-2/7A7r0QLXjZB#@RestController)
* [Adding request mapping](https://www.educative.io/courses/guide-spring-5-spring-boot-2/7A7r0QLXjZB#Adding-request-mapping)
* [Testing the RESTful endpoint](https://www.educative.io/courses/guide-spring-5-spring-boot-2/7A7r0QLXjZB#Testing-the-RESTful-endpoint)

In this lesson, we will create a REST service with a request mapping **/welcome** and send it a request from a REST client (web browser or Postman). The service will respond with a welcome message.

## @RestController

1. The first step is creating a controller class called **PlayerController** with the @RestController annotation. This annotation is an extension of @Controller annotation. The @RestController annotation has support for REST requests and responses and automatically handles the data binding between the Java POJOs and JSON.

@RestController  
public class PlayerController{  
  
}

## Adding request mapping

1. Next, set up a mapping for the request using the @GetMapping annotation as follows:

@GetMapping("/welcome")  
public String welcome() {  
    return "Tennis Player REST API";  
}

The above code creates a RESTful endpoint **/welcome** which can be accessed from the REST client and returns the message string to the client. The @GetMapping annotation is discussed in detail in the next lesson.

## Testing the RESTful endpoint

1. We will test the REST endpoint with a web browser as well as Postman. You can run the code given below and access the results at the link shown below the code widget. If you are working on a local machine, simply type the URL **localhost:8080/welcome** in the web browser and it will return the response.

We can test the same URL (the one given below the code widget or **localhost:8080/welcome**) with Postman as well. For this, we will send a GET request to the URL as shown below:

GET request to /welcome

The response from the REST service appears at the bottom part of the screen.

###### /
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TennisPlayerSpringRestApplication.java
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package io.datajek.springrest;

import org.springframework.web.bind.annotation.GetMapping;

import org.springframework.web.bind.annotation.RestController;

@RestController

public class PlayerController {

    @GetMapping("/welcome")

    public String welcome() {

        return "Tennis Player REST API";

    }

}
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**Your app can be found at:**<https://ed-6434592358924288.educative.run/welcome>

# @GetMapping

Learn to create a GET mapping in the REST service that returns a list of POJOs as JSON.

**We'll cover the following**

* [findAll()](https://www.educative.io/courses/guide-spring-5-spring-boot-2/YQ2kmrlG6PO#findAll())

Starting from this lesson, we will build a REST service that provides basic CRUD functionality. The client sends an HTTP request to the REST service. The dispatcher servlet handles the request and if the request has JSON data, the HttpMessageConverter converts it to Java objects. The request is mapped to a controller which calls service layer methods. The service layer delegates the call to repository and returns the data as POJO. The MessageConverter converts the data to JSON and it is sent back to the client. The flow of request is shown below:

REST service architecture

In this lesson, we will create an endpoint for retrieving the list of players from the database. The REST client will send a request to **/players**. The REST service will respond with a JSON array of all players.

GET request to /players

We will write the code for the REST service to return List of Player objects when it receives a request for **/players**. The REST API will automatically convert that list of POJOs to JSON when it finds Jackson on the classpath and a JSON response is returned to the client.

1. In order to retrieve the list of players from the database, we will write a method getAllPlayers in the PlayerService class. This method will call a repository method and return a list of objects.

public List<Player> getAllPlayers() {  
    //call repository method  
}

To be able to use methods from the PlayerRepository, we have autowired it in the PlayerService class.

@Service  
public class PlayerService {  
   
    @Autowired  
    PlayerRepository repo;  
   
    //...  
}

## findAll()

1. Remember, that we have used the JpaRepository interface for our PlayerRepository which provides all the basic methods for CRUD operations. This means that there is no need to write any implementation for the methods. We can simply call methods provided by the JpaRepository from the service layer. The JpaRepository provides the findAll() method that returns a List of objects.

public List<Player> getAllPlayers() {  
    return repo.findAll();        
}

1. Now that the service layer is set up, we will move to the controller and create a method on which the **/players** request will be mapped. We will call this method getAllPlayers. Since **/players** is a GET request, we will use the @GetMapping annotation on the method as follows:

@GetMapping("/players")  
public List<Player> getAllPlayers() {  
    //call service layer method  
}

The @GetMapping annotation maps HTTP GET requests to controller methods. It is a shortcut for:

@RequestMapping(method = RequestMethod.GET)

1. The controller method calls the service layer method, getAllPlayers. To be able to use the PlayerService methods, we will autowire PlayerService in the PlayerController class.

@RestController  
public class PlayerController {  
  
    @Autowired  
    PlayerService service;  
  
}

The getAllPlayers method returns a List of Player objects. The REST API will convert that list of POJOs to JSON and return it to the client.

@GetMapping("/players")  
public List<Player> getAllPlayers() {  
    return service.getAllPlayers();       
}

1. To test the REST endpoint, we will use both the browser and Postman as REST clients. In the browser, we will use the URL given below the code widget or type **localhost:8080/players** if working locally. The REST service will respond with a JSON array of all players from the H2 database.
2. In Postman, we can create a GET request using the URL given under the code widget.

The results are displayed at the bottom part of the screen. It can be seen from the header section that the content type is application/JSON.

GET request to /players
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PlayerController.java

PlayerService.java

PlayerRepository.java

Player.java

TennisPlayerSpringRestApplication.java

**PlayerController.javaPlayerService.javaPlayerRepository.javaPlayer.javaTennisPlayerSpringRestApplication.java**

1

2

3

4

5

6

7

8

9

10

11

12

13

14

15

package io.datajek.springrest;

import org.springframework.boot.SpringApplication;

import org.springframework.boot.autoconfigure.SpringBootApplication;

@SpringBootApplication

public class TennisPlayerSpringRestApplication{

    public static void main(String[] args) {

        SpringApplication.run(TennisPlayerSpringRestApplication.class, args);

    }

}
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**Your app can be found at:**<https://ed-6434592358924288.educative.run/players>

# @PathVariable

Learn how to use path variables for parameterizing the REST endpoints.

**We'll cover the following**

* [findById](https://www.educative.io/courses/guide-spring-5-spring-boot-2/q2rJWxyJX3p#findById)
* [getOne](https://www.educative.io/courses/guide-spring-5-spring-boot-2/q2rJWxyJX3p#getOne)
* [@PathVariable](https://www.educative.io/courses/guide-spring-5-spring-boot-2/q2rJWxyJX3p#@PathVariable)
* [Error handling](https://www.educative.io/courses/guide-spring-5-spring-boot-2/q2rJWxyJX3p#Error-handling)

In this lesson we will create a new endpoint for our REST API to retrieve a single player based on the id field. We will fetch the required player from the **player** table.

Path variables are a way of parameterizing the path or endpoint to accept data. Path variables are written in curly braces. When the client sends a request, it passes a value in place of the path variable. For example, we could say **/players/1** to give us the player with Id 1, or **/players/3** for player with Id 3.

Path variable

The REST client will send a request to **/players/{playerId}**, where playerId is a path variable. So the actual call may be **/players/2**. The REST service will return the player with id 2 from the **player** table, which is Monfils.

GET request to /players/2

1. JpaRepository interface provides us with methods for all basic CRUD operations. We need to write a service method to call the repository. We will call this method getPlayer. It takes an integer id as input and returns a Player object.

@Service  
public class PlayerService {  
   
    @Autowired  
    PlayerRepository repo;  
  
    public Player getPlayer(int id) {  
        //find and return the player  
    }  
    //...  
 }

## findById

1. To retrieve an entity based on the id, JpaRepository provides the findById method. This method has a return type of Optional. Optional is a design pattern introduced in Java 8, where instead of writing code to check for null values, we can see if a value is present in the Optional.

public Player getPlayer(int id) {  
    return repo.findById(id);     //results in type mismatch error...  
}

Since findById does not return a Player object, we will get a type mismatch error when we try to return the result. The way to go about it, is to create a temporary variable to store the result of the method call. We will create an Optional named tempPlayer.

public Player getPlayer(int id) {  
  
    Optional<Player> tempPlayer = repo.findById(id);  
      
    return null;  
}

We also need a Player object named p which is assigned null value.

public Player getPlayer(int id) {  
  
    Optional<Player> tempPlayer = repo.findById(id);  
      
    Player p = null;  
   
    return p;  
}

Next, we will check the tempPlayer using the isPresent method to check if a value is present. The get method can be used to retrieve the value and assign it to p. Player p is returned at the end of the method.

public Player getPlayer(int id) {  
  
    Optional<Player> tempPlayer = repo.findById(id);      
    Player p = null;  
  
    //if the Optional has a value, assign it to p         
    if(tempPlayer.isPresent())  
        p = tempPlayer.get();  
  
    return p;  
}

In case the if condition evaluates to false, meaning that the Player was not found, we can throw an exception to let the user know that the player with the given ID does not exist.

public Player getPlayer(int id) {  
  
    Optional<Player> tempPlayer = repo.findById(id);  
      
    Player p = null;  
      
    //if the Optional has a value, assign it to p         
    if(tempPlayer.isPresent())  
        p = tempPlayer.get();  
  
    //if value is not found, throw a runtime exception        
    else  
        throw new RuntimeException("Player with id "+ id + " not found.");  
      
    return p;  
}

So, in this approach of coding, we used Optional and avoided explicitly checking for null values.

## getOne

Alternatively, the JpaRepository provides the getOne method which returns an object. This method throws an EntityNotFoundException if the object does not exist. When using this method, we explicitly need to check for null values.

1. In the controller class, we will create a method getPlayer for retrieving a player by id. The endpoint **/players/{id}** maps to this method. We will set up a @GetMapping for **/players/{id}**, where id in curly braces means that it is a path variable.

@GetMapping("/players/{id}")  
public Player getPlayer() {  
    //call service layer method  
}

Behind the scenes, Jackson will convert the player object to JSON.

## @PathVariable

1. Since there is a path variable in the endpoint, we need to bind it with a method parameter. The @PathVariable annotation binds the path variable {id} from the URL to the method parameter id. By default, both the names must be the same for the binding to work.

public Player getPlayer(@PathVariable int id) {  
    return service.getPlayer(id);         
}

If the names of the path variable and the method parameter are different, then we need to specify the path variable as argument of the @PathVariable annotation. In the code snippet below, the path variable id will bind with the variable playerId.

public Player getPlayer(@PathVariable("id") int playerId) {  
  
}

1. To test the newly created endpoint, we will use the url given below the code widget (or [**http://localhost:8080/players/2**](http://localhost:8080/players/2) if working locally), where 2 is the player id which will be used to fetch a player record from the database. Id 2, corresponds to Monfils.

We can test the new endpoint in both the browser and through Postman.

## Error handling

1. If a GET request is sent for a player record which is not present in the list or the user enters a character in place of an int for the path variable, the application will throw an error.
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package io.datajek.springrest;

import java.util.Date;

import javax.persistence.Entity;

import javax.persistence.GeneratedValue;

import javax.persistence.GenerationType;

import javax.persistence.Id;

import com.fasterxml.jackson.annotation.JsonFormat;

@Entity

//@JsonIgnoreProperties({"hibernateLazyInitializer"}) Needed if No Serializer Found error is encountered

public class Player {

    @Id

    @GeneratedValue(strategy=GenerationType.IDENTITY)

    private int id;

    private String name;

    private String nationality;

    @JsonFormat(pattern = "dd-MM-yyyy")

    private Date birthDate;

    private int titles;

    public Player() {

    }

    public Player(String name, String nationality, Date birthDate, int titles) {

        super();

        this.name = name;

        this.nationality = nationality;

        this.birthDate = birthDate;
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**Your app can be found at:**<https://ed-6434592358924288.educative.run/players/2>

# @PostMapping

Learn how to add a record to the database using a POST request.

**We'll cover the following**

* [save method](https://www.educative.io/courses/guide-spring-5-spring-boot-2/YM9ZjMDPXNM#save-method)
* [@PostMapping](https://www.educative.io/courses/guide-spring-5-spring-boot-2/YM9ZjMDPXNM#@PostMapping)
* [@RequestBody](https://www.educative.io/courses/guide-spring-5-spring-boot-2/YM9ZjMDPXNM#@RequestBody)
* [Creating a POST request](https://www.educative.io/courses/guide-spring-5-spring-boot-2/YM9ZjMDPXNM#Creating-a-POST-request)

In this lesson, we will create an endpoint for the REST API which creates a new player and adds it to the database.

The REST client will send a POST request to **/players**. The body of the request contains the JSON data for a player. Since this is a new player, the client will not pass the ID (primary key). The backend system will generate the key for the new record.

The REST service will convert JSON data to POJO and add it to the database. The primary key of the added player is automatically generated by Hibernate, which is the default ORM used by Spring Data JPA. The response to the client is an echo of the player details along with the newly generated ID value.

POST request to /players

1. We will begin by writing the service layer method to add a player. This method, addPlayer takes a Player object as parameter and returns the entity that has been added.

public Player addPlayer(Player p) {  
    //call repository method to add a player object to the player table  
}

## save method

1. The JpaRepository interface inherits a method from the CrudRepository called save. This method handles both inserts and updates. To distinguish between an INSERT and UPDATE operation, the save method checks the primary key of the object that is being passed to it. If the primary key is empty or null, an INSERT operation is performed, otherwise an UPDATE to an existing record is performed.

public Player addPlayer(Player p) {  
    return repo.save(p);  
}

The calling method will ensure that the primary key, Id, in the Player object is empty so that the record gets inserted.

1. After writing the service layer method for adding a player, we are ready to move on to the controller layer. We will create a method addPlayer in the **PlayerController** class. This method will have a mapping for a POST request to **/players**. The method will return the inserted record back to the client.

@PostMapping("/players")  
public Player addPlayer(Player player) {  
  
}

## @PostMapping

The @PostMapping annotation maps HTTP POST requests to controller methods. It is a shortcut annotation for:

@RequestMapping(method = RequestMethod.POST)

## @RequestBody

The client will send the player data in the request body as JSON. Jackson will convert the incoming JSON data to POJO. The @RequestBody annotation handles this conversion and binds the data in the request body to a method parameter.

@PostMapping("/players")  
public Player addPlayer(@RequestBody Player player) {  
  
}

In the above code snippet, the @RequestBody annotation binds the JSON from the request to the Player object. It converts JSON to POJO without us having to parse the request body. We can directly use the data in the player object now.

1. Inside the addPlayer method, we will set the primary key to zero. This is done to ensure that if the client accidentally passes the id of a player to be added, we remove it from the request before delegating the call to the service layer. The save method offered by the JpaRepository works for both INSERT and UPDATE requests by checking the primary key and performs an INSERT or UPDATE operation depending upon its value.

@PostMapping("/players")  
public Player addPlayer(@RequestBody Player player) {  
    player.setId(0);  
}

We are explicitly setting the Id to zero to ensure the insertion of a new player instead of an update to an existing player. By overwriting the Id with zero, we are effectively setting it to null or empty.

Then, we just delegate this request to the service layer.

@PostMapping("/players")  
public Player addPlayer(@RequestBody Player player) {  
    player.setId(0);  
    return service.addPlayer(player);  
}

The response from the REST controller will contain the player’s name, nationality, birth date, and titles. It will also contain the Id that was automatically generated by Hibernate.

## Creating a POST request

1. We can now test the newly created endpoint with Postman. To send data to a REST service, we need to create a POST request and use the URL given below the code widget.

When sending JSON data to a REST controller we need to set an HTTP request header. The information in the header tells the controller how to process the data.

* + To set up the request, we will choose **Body**, and then choose a radio item for **raw** because we will send raw data in the request.
  + A dropdown on the right contains different content types. We will choose the content type of **JSON**, because our controller method expects JSON data.

These settings ensure that Postman will automatically set the correct HTTP request header and then send the data across accordingly.

Setting up a POST request in Postman

The actual body of the request consists of JSON for the player containing the name, nationality, birth date, and titles information. We will not pass the id because the system will auto generate that value for us. The controller method also checks the Id and sets it to zero, even if it is passed in the request.

{  
    "name": "Federer",  
    "nationality": "Switzerland",  
    "birthDate": "22-11-1984",  
    "titles": 151  
}

When we send the request, the response from the REST service appears in the bottom part of the screen. The player has been added to the database and Hibernate has generated a new ID for the player as 4.

1. We can verify the INSERT by sending a GET request to the REST API at \_\_/players\_\_. The response now contains 4 players, which verifies that a player has been added to the database.
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package io.datajek.springrest;

import java.util.Date;

import javax.persistence.Entity;

import javax.persistence.GeneratedValue;

import javax.persistence.GenerationType;

import javax.persistence.Id;

import com.fasterxml.jackson.annotation.JsonFormat;

@Entity

public class Player {

    @Id

    @GeneratedValue(strategy=GenerationType.IDENTITY)

    private int id;

    private String name;

    private String nationality;

    @JsonFormat(pattern = "dd-MM-yyyy")

    private Date birthDate;

    private int titles;

    public Player() {

    }

    public Player(String name, String nationality, Date birthDate, int titles) {

        super();

        this.name = name;

        this.nationality = nationality;

        this.birthDate = birthDate;

        this.titles = titles;
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**Your app can be found at:**<https://ed-6434592358924288.educative.run/players>

# @PutMapping

Learn how to update a record in the database using a PUT request.

**We'll cover the following**

* [@PutMapping](https://www.educative.io/courses/guide-spring-5-spring-boot-2/my3n2Y8PPw9#@PutMapping)

In this lesson, we will create an endpoint to edit a player record and update his information in the database.

The HTTP PUT request is used for updates. The REST client will send a PUT request to **/players/{playerId}** with JSON data containing the information to be updated. The player’s ID is a path variable.

The REST service will convert the JSON data to Player object and using the Id of the player, it will overwrite the player’s record in the database with the one sent in the PUT request. On success, the REST service will respond with the updated player record (which is an echo of the request).

PUT request to /players/4

1. To handle the update based on the player’s ID, we will create a method called updatePlayer in the PlayerService class. This method takes in two arguments, a player’s Id and a Player object. It returns the updated Player object.

public Player updatePlayer(int id, Player p) {  
    //call repository method to update the player  
}

1. The primary key passed in the method will be used to fetch the existing record from the database. We will use the getOne method as follows:

public Player updatePlayer(int id, Player p) {  
      
    //get player object by Id  
    Player player = repo.getOne(id);  
      
    //update player information in database  
}

1. Once we get the old player record from the database in player, we need to modify it based on the information in the Player object p, received as argument.

For each field, we will call the getter methods on p to fetch the new information. Then, we will overwrite the old information by calling setter methods on player.

//update player details  
player.setName(p.getName());  
player.setNationality(p.getNationality());  
player.setBirthDate(p.getBirthDate());  
player.setTitles(p.getTitles());

1. The last step is to call repository methods to save the updated information. JpaRespository inherits the save method offered by the CrudRepository. This method handles both insert and update operations on the repository. It works by checking the primary key of the object and performs an update if the key is present. If the primary key is zero or null, a new record is inserted into the database.

In our case, the player object contains a non-null id value. So, if we call the save method, it will perform an update of the existing record.

public Player updatePlayer(int id, Player p) {  
      
    //get player object by ID  
    Player player = repo.getOne(id);  
      
    //update player details  
    player.setName(p.getName());  
    player.setNationality(p.getNationality());  
    player.setBirthDate(p.getBirthDate());  
    player.setTitles(p.getTitles());  
      
    //save updates  
    return repo.save(player);  
}

The save method returns the object.

1. After setting up the service layer method to handle updates, we can write the controller method to receive a PUT request. We will send the Id of the player to be updated as a path variable. The request body contains the JSON with the updated information of the player. The method will return a Player object which will be converted to JSON and sent back to the client.

The following code snippet shows the updatePlayer method with a @PutMapping of **/players/{id}**:

@PutMapping("/players/{id}")  
public Player updatePlayer(@PathVariable int id, @RequestBody Player player) {  
   
}

## @PutMapping

The @PutMapping is a shortcut annotation for mapping a PUT request to a controller method. It is the same as:

@RequestMapping(method=RequestMethod.PUT)

The updatePlayer method accepts JSON data in the request body. The @RequestBody annotation binds the JSON data to the Player object player. It handles the conversion from JSON to POJO.

We have also used the @PathVariable annotation which will extract the path variable id from the incoming request **/players/{id}** and bind it with the id method parameter.

The controller method delegates the call to the service layer by calling its update method and passing the id and the Player object containing the information to be updated:

@PutMapping("/players/{id}")  
public Player updatePlayer(@RequestBody Player player, @PathVariable int id) {  
    return service.updatePlayer(id, player);  
}

1. To test the new endpoint, we will create a PUT request in Postman. Suppose we want to update the information of player with id 2 so the URL is **/players/2**. We will provide the data for a new player, Nadal. To send the JSON in the request, choose **Body**, then choose **raw** and from the dropdown choose **JSON**.

The body of the request is as follows:

{  
    "name" : "Nadal",  
    "nationality": "Spain",  
    "birthDate" : "03-06-1986",  
    "titles" : 88  
}

When the request is sent, we can see a response at the bottom part of the screen. The response is an echo of the request and indicates that the request has been successful. The player with id 2 is now Nadal.
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package io.datajek.springrest;

import java.util.List;

import java.util.Optional;

import org.springframework.beans.factory.annotation.Autowired;

import org.springframework.stereotype.Service;

@Service

public class PlayerService {

    @Autowired

    PlayerRepository repo;

    //Get all players

    public List<Player> getAllPlayers() {

        return repo.findAll();

    }

    //Get player by ID

    public Player getPlayer(int id) {

        Optional<Player> tempPlayer = repo.findById(id);

        if(tempPlayer.isEmpty())

            throw new RuntimeException("Player with id {"+ id +"} not found");

        return tempPlayer.get();

    }

    //Update a player

    public Player updatePlayer(int id, Player p) {

        Optional<Player> tempPlayer = repo.findById(id);
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**Your app can be found at:**<https://ed-6434592358924288.educative.run/players>

# @PatchMapping

In this lesson, we will learn how to perform partial updates to a record in the database.

**We'll cover the following**

* [Partial update](https://www.educative.io/courses/guide-spring-5-spring-boot-2/7DgPR2KrQ5w#Partial-update)
* [Using reflection](https://www.educative.io/courses/guide-spring-5-spring-boot-2/7DgPR2KrQ5w#Using-reflection)
* [@PatchMapping](https://www.educative.io/courses/guide-spring-5-spring-boot-2/7DgPR2KrQ5w#@PatchMapping)
* [Queries for partial update](https://www.educative.io/courses/guide-spring-5-spring-boot-2/7DgPR2KrQ5w#Queries-for-partial-update)

## Partial update

The PUT method updates the whole record. There may be a scenario when only one or two fields needs to be updated. In that case, sending the whole record does not make sense. The HTTP PATCH method is used for partial updates.

Sometimes we may need to update a single field. For example, once we enter a player in our database, the field that will most likely change is his **titles** count. The player entity only has a few fields and PUT can be used for update. But if the entity is large and contains nested objects, it will have a performance impact to send the whole entity only to update a single field.

So, in our example, partial request means that we only send the titles in the request body instead of the whole Player object. If we use PUT to send a partial request, all other fields are set to null. The code widget below illustrates the point if a PUT request with the following request body is sent to **/players/1**:

{  
    "titles": 161  
}

We get the following response:

{  
    "id": 1,  
    "name": null,  
    "nationality": null,  
    "birthDate": null,  
    "titles": 161  
}
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package io.datajek.springrest;

import java.util.List;

import org.springframework.beans.factory.annotation.Autowired;

import org.springframework.web.bind.annotation.GetMapping;

import org.springframework.web.bind.annotation.PathVariable;

import org.springframework.web.bind.annotation.PutMapping;

import org.springframework.web.bind.annotation.RequestBody;

import org.springframework.web.bind.annotation.RestController;

@RestController

public class PlayerController {

    @Autowired

    PlayerService service;

    @GetMapping("/players")

    public List<Player> allPlayers() {

        return service.getAllPlayers();

    }

    @PutMapping("/players/{id}")

    public Player updatePlayer(@PathVariable int id, @RequestBody Player player) {

        return service.updatePlayer(id, player);

    }

}
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**Your app can be found at:**<https://ed-6434592358924288.educative.run/players>

The titles have been modified but the rest of the values are now null which is not the desired outcome. The PUT method requires the entire object to be sent, even when we want to modify a single field. If partial data is sent, then all other fields are set to null. PATCH comes in handy in such situations. It allows a list of changes to be applied to the entity, as we will see in this lesson.

PATCH request to /players/1

1. In the **PlayerService** class, we will implement a method to handle partial updates to the Player object. The method patch will have two arguments. The first is the id of the player on which the patch is to be applied. The second argument is the Map containing the key-value pairs of the fields that will be updated. The key (field name) is a String while the value is an Object as it can have different datatypes.

public Player patch( int id, Map<String, Object> playerPatch) {  
  
}

Inside the method, we will use the id to fetch the existing Player object from the database using the findById method of the JpaRepository. This method loads the entity from the database unlike the getOne method, which returns a proxy object without hitting the database. The findById returns an Optional and we need to check if a Player object is returned using the isPresent() method.

public Player patch( int id, Map<String, Object> playerPatch) {  
  
    Optional<Player> player = repo.findById(id);  
    if (player.isPresent()){  
        //update fields using Map  
    }  
    return repo.save(player);                 
}

## Using reflection

1. Next, we will loop through the Map, find the field that will be updated, and then change the value of that field in the existing Player object that we retrieved from the database in the previous step. The Reflection API is used to examine and modify fields, methods, and classes at runtime. It allows access to the private fields of a class and can be used to access the fields irrespective of their access modifiers. Spring provides the **ReflectionUtils** class for handling reflection and working with the Reflection API.
   * The **ReflectionUtils** class has a findField method to identify the field of an object using a String name. The findField method takes two arguments, the class having the field and the name of the field which in our case is contained in the variable key. This method will return a Field object.

Field field = ReflectionUtils.findField(Player.class, key);

* + To set a value for this field, we need to set the field’s accessible flag to true. **ReflectionUtils** setAccessible method, when called on a field, toggles its accessible flag. We can also use another method called makeAccessible. This method makes the given field accessible by calling the setAccessible(true) method if necessary.

ReflectionUtils.makeAccessible(field);

* + Lastly, we will call the setField method and use the value from the Map to set the field in the player object. The setField method takes three arguments, the reference of the field, the object in which the field is to be set, and the value to set. This method requires that the given field is accessible.

ReflectionUtils.setField(field, player.get(), value);

Here, we have used the get method on the Optional player object to retrieve it.

1. In this way using reflection, a field can be updated in an object. Since we are passing the fields to be updated as a Map, we will use the above steps while iterating through the map of key-value pairs as follows:
2. playerPatch.forEach( (key, value) -> {  
       Field field = ReflectionUtils.findField(Player.class, key);  
       ReflectionUtils.makeAccessible(field);  
       ReflectionUtils.setField(field, player.get(), value);  
   });
3. This code will iterate through the Map and make desired changes in the player object. At the end we will call the save method to update the player record. The complete code of the method is shown below:
4. public Player patch( int id, Map<String, Object> playerPatch) {  
     
       Optional<Player> player = repo.findById(id);  
         
       if(player.isPresent()) {              
           playerPatch.forEach( (key, value) -> {  
               Field field = ReflectionUtils.findField(Player.class, key);  
               ReflectionUtils.makeAccessible(field);  
               ReflectionUtils.setField(field, player.get(), value);  
           });  
       }  
       return repo.save(player.get());               
   }
5. Now, we will write a controller method called partialUpdate to handle PATCH mapping. It will have an @PatchMapping annotation with endpoint **/players/{id}**, where id is a path variable. The method takes a Map argument containing the key-value pair of the fields we want to update. Since the field names are String and the values can be any datatype, we will use Map<String, Object>. The list of fields and their values will come in the request body and the @RequestBody annotation binds the JSON to the Map variable.

@PatchMapping("/players/{id}")  
public Player partialUpdate( @PathVariable int id,   
                             @RequestBody Map<String, Object> playerPatch) {  
    //call service layer method for patch     
  
}

## @PatchMapping

The @PatchMapping is a shortcut annotation. It is the same as:

@RequestMapping(method = RequestMethod.PATCH);

Inside the method, we will simply delegate the call to the service method and pass the player id and the Map with the fields to be updated, along with their values.

@PatchMapping("/players/{id}")  
public Player partialUpdate( @PathVariable int id,   
                             @RequestBody Map<String, Object> playerPatch) {  
    return service.patch(id, playerPatch);            
}

1. To test, use Postman to send a PATCH request to **/players/1**. For sending JSON data in request body, choose **Body**, **raw** and select **JSON** as type. The request body will look like this:

{  
    "titles": 161  
}

A GET request to **/players** can be sent to verify that the patch has indeed been applied.
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package io.datajek.springrest;

import java.util.List;

import java.util.Map;

import org.springframework.beans.factory.annotation.Autowired;

import org.springframework.web.bind.annotation.GetMapping;

import org.springframework.web.bind.annotation.PatchMapping;

import org.springframework.web.bind.annotation.PathVariable;

import org.springframework.web.bind.annotation.RequestBody;

import org.springframework.web.bind.annotation.RestController;

@RestController

public class PlayerController {

    @Autowired

    PlayerService service;

    @GetMapping("/players")

    public List<Player> allPlayers() {

        return service.getAllPlayers();

    }

    @PatchMapping("/players/{id}")

    public Player partialUpdate(@PathVariable int id, @RequestBody Map<String, Object> playerPatch) {

        return service.patch(id, playerPatch);

    }

}
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## Queries for partial update

A point to note here is that in step 2, we have used the save method to applying the patch. This method updates all the columns in the table. For large objects with a lot of fields, this can have a performance impact. To avoid this, we can implement queries for partial updates. These queries can target frequently updated columns. If we want to update the **titles** column of the **player** table, we can create an updateTitles method implementing a query in the PlayerRepository. This method takes two arguments, the id of the player and the title count. The @Query annotation is used to implement an update query as follows:

@Modifying  
@Query("update Player p set p.titles = :titles where p.id = :id")  
void updateTitles(@Param("id") int id, @Param("titles") int titles);

The query must be used with the @Modifying annotation to execute the UPDATE query. The @Param annotation binds the method parameters to the query. This method will only change a single column of the table unlike the save method which updates all the columns of the table.

After writing the repository method, we will move to the service layer. The service layer will implement the updateTitles method as follows:

@Transactional  
public void updateTitles(int id, int titles) {  
    repo.updateTitles(id, titles);  
}

The @Transactional annotation ensures that the database is left in a consistent state. The transaction is either committed or rolled back in case of failure.

Now, in the PlayerController class, we can define a new PATCH mapping for **/players/{id}/titles** as follows:

@PatchMapping("/players/{id}/titles")  
public void updateTitles(@PathVariable int id, @RequestBody int titles) {  
    service.updateTitles(id, titles);             
}

id is the path variable. This method accepts an integer from the request body. To test the new endpoint, we can send a PATCH request to **/players/1/titles**. The request body contains an integer value of the title count:
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The REST API responds with 200 status code which indicates that the request was successful.
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package io.datajek.springrest;

import java.util.List;

import java.util.Map;

import org.springframework.beans.factory.annotation.Autowired;

import org.springframework.web.bind.annotation.GetMapping;

import org.springframework.web.bind.annotation.PatchMapping;

import org.springframework.web.bind.annotation.PathVariable;

import org.springframework.web.bind.annotation.RequestBody;

import org.springframework.web.bind.annotation.RestController;

@RestController

public class PlayerController {

    @Autowired

    PlayerService service;

    @GetMapping("/players")

    public List<Player> allPlayers() {

        return service.getAllPlayers();

    }

    @GetMapping("/players/{id}")

    public Player getPlayer(@PathVariable int id){

        return service.getPlayer(id);

    }

    @PatchMapping("/players/{id}")

    public Player partialUpdate(@PathVariable int id, @RequestBody Map<String, Object> playerPatch) {

        return service.patch(id, playerPatch);

    }
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**Your app can be found at:**<https://ed-6434592358924288.educative.run/players>

# @DeleteMapping

In this lesson, we show how to delete a record from the database using DELETE request.

**We'll cover the following**

* [@DeleteMapping](https://www.educative.io/courses/guide-spring-5-spring-boot-2/qV8PAjoMpA2#@DeleteMapping)

The HTTP DELETE request deletes a record. The primary key of the record to be deleted can be sent as part of the request URI or the record itself can be sent as part of the request body. The client will send a DELETE request to our REST service with the id of the player to be deleted. The REST Service deletes the record and responds with the 200 (OK) status code to the client.

DELETE request to /players/3

JpaRepository inherits two methods of the CrudRepository for deleting a record. One is the delete method which takes an entity to be deleted, and the other is deleteById which takes the primary key of the entity to be deleted. They both have the same function, and internally the deleteById method calls the delete method:

void deleteById(ID id) {   
    delete(findById(id));   
}

The difference lies in the way both methods respond when the entity to be deleted is not found. The deleteById method throws the **EmptyResultDataAccessException** while delete throws a **NoSuchElementException**.

1. Following the same approach adopted in the previous lessons, we will first define the service layer method to handle delete functionality. In the PlayerService class, create a method called deletePlayer. This method takes an int argument which is the primary key of the player to be deleted. It returns a String message to indicate success or failure of the delete operation.

public String deletePlayer(int id) {  
    //call repo method for delete  
}

1. Inside the method, we will call the repository method deleteById and pass the player’s id. As mentioned above, the deleteById method internally calls the findById method, and then deletes the record.

public String deletePlayer(int id) {              
    repo.deleteById(id);  
    return "Deleted player with id: "+id;  
}

To handle the exception thrown when the player record is not found, we can enclose the method call in a try catch block:

try {  
    repo.deleteById(id);  
    } catch(Exception e) {  
      return "Player with id " + id + "not found";  
}  
      
return "Deleted player with id: " + id;

1. Moving on to the controller layer, we will create a method deletePlayer to handle the DELETE request. It will map to the endpoint **/players/{id}**, with **id** being the path variable. The REST controller will respond with a message informing the client of the success or failure. The method is annotated with @DeteleMapping. The @PathVariable annotation binds the id path variable to the method parameter id.

@DeleteMapping("/players/{id}")  
public String deletePlayer(@PathVariable int id) {  
    //call service layer method   
}

## @DeleteMapping

The @DeleteMapping annotation is a shortcut annotation. It is the same as:

@RequestMapping(method = RequestMethod.DELETE)

The deletePlayer method will delegate the call to the service layer and pass the id received in the DELETE request. On success, the method will return the deleted player’s id by plugging the id received in the request. If the player is not found in the database, the method will return with a message informing the client that the player was not found.

@DeleteMapping("/players/{id}")  
public String deletePlayer(@PathVariable int id) {  
    return service.deletePlayer(id);          
}

1. To test the new endpoint, launch the application given below, and create a **DELETE**\_ request in Postman. We will provide the id of the player as part of the URI, so the request body will be empty. Send two DELETE requests, first to **/players/3** and then to **/players/4**. In the first case, the REST controller responds with a success message, while in the second case the player with id 4 is not found.
2. The results can be verified by using a **GET** request to **/players**. It can be seen that only 2 players remain in the database.

###### /

PlayerController.java

PlayerService.java

PlayerRepository.java

Player.java

TennisPlayerSpringRestApplication.java

**Player.java**
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package io.datajek.springrest;

import java.util.Date;

import javax.persistence.Entity;

import javax.persistence.GeneratedValue;

import javax.persistence.GenerationType;

import javax.persistence.Id;

import com.fasterxml.jackson.annotation.JsonFormat;

@Entity

public class Player {

    @Id

    @GeneratedValue(strategy=GenerationType.IDENTITY)

    private int id;

    private String name;

    private String nationality;

    @JsonFormat(pattern = "dd-MM-yyyy")

    private Date birthDate;

    private int titles;

    public Player() {

    }

    public Player(String name, String nationality, Date birthDate, int titles) {

        super();

        this.name = name;

        this.nationality = nationality;

        this.birthDate = birthDate;

        this.titles = titles;
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**Your app can be found at:**<https://ed-6434592358924288.educative.run/players>

**Exception Handling I**

In this lesson, we will learn how to throw an exception of a custom type.

**We'll cover the following**

* [Custom error response class](https://www.educative.io/courses/guide-spring-5-spring-boot-2/q2PEoY3vmQ7#Custom-error-response-class)
* [Custom exception class](https://www.educative.io/courses/guide-spring-5-spring-boot-2/q2PEoY3vmQ7#Custom-exception-class)
* [throw exception](https://www.educative.io/courses/guide-spring-5-spring-boot-2/q2PEoY3vmQ7#throw-exception)

When the client sends a request to fetch, update or delete a player record not found in the database, an internal server error occurs. The information contained in the response is verbose and of interest to developers only.

We will learn how to send a client-friendly JSON response when a player record is not found. The message can contain the error code, time when the error occurred, and information about why the error occurred. So when the client sends a request for an Id that does not exist, say 537, the REST Service sends it a custom JSON response instead of the 500 Internal Server Error.

Custom error response

**Custom error response class**

1. In order to send a custom response to the client, we will create a class with fields like status code, error message, path/URI, and timestamp. An object of this class will be created when an exception occurs and sent back to the client as the response. Jackson will automatically handle data binding and send this object as a JSON response.

Create a class PlayerErrorResponse in **io.datajek.springrest**. The class contains the following fields:

public class PlayerErrorResponse {  
    @JsonFormat(pattern="yyyy-MM-dd HH:mm:ss")  
    private ZonedDateTime timestamp;  
    private int statusCode;  
    private String path;  
    private String message;  
  
    //constructor  
    //getters and setters  
}

The class has a constructor to create an object using fields as well as getter and setter methods for all fields.

**Custom exception class**

1. When the REST service receives a bad request, we want it to throw an exception of our custom type. Since the exception is thrown when the player is not found , we will call the class PlayerNotFoundException. This class extends the RunTimeException class.

public class PlayerNotFoundException extends RuntimeException{  
  
    //superclass constructors  
}

The RunTimeException class contains multiple constructors and we will use one of them to throw an exception when the player is not found.

**throw exception**

1. Now that we have defined a custom exception class, we are in a position to throw exceptions of this class. PlayerNotFoundException will be thrown at multiple places in the code. In the PlayerService class, the player Id is received by the following methods: getPlayer, updatePlayer, patch, updateTitles, and deletePlayer. We will update these methods to check if the Id received is valid and throw a PlayerNotFoundException if there is no record in the database for the given Id.

In the getPlayer method, the player record is retrieved in an Optional called tempPlayer. The isEmpty method on the Optional checks for null values and the PlayerNotFoundException is thrown as shown below:

public Player getPlayer(int id) {  
    Optional<Player> tempPlayer = repo.findById(id);  
  
    if(tempPlayer.isEmpty())  
        throw new PlayerNotFoundException("Player with id {"+ id +"} not found");  
      
    return tempPlayer.get();  
}

The exception is created with a custom message containing the Id of the player.

We will use a similar approach in the updatePlayer, deletePlayer and updateTitles methods. First, use the given Id to retrieve the player from the database. If the player record does not exist, throw PlayerNotFoundException, else, update/delete the player record. The modified methods are shown below:

public Player updatePlayer(int id, Player p) {  
    Optional<Player> tempPlayer = repo.findById(id);  
  
    if(tempPlayer.isEmpty())  
        throw new PlayerNotFoundException("Player with id {"+ id +"} not found");  
  
    p.setId(id);  
    return repo.save(p);  
}

public void deletePlayer(int id) {  
    Optional<Player> tempPlayer = repo.findById(id);  
  
    if(tempPlayer.isEmpty())  
        throw new PlayerNotFoundException("Player with id {"+ id +"} not found");  
  
    repo.delete(tempPlayer.get());  
}

@Transactional  
public void updateTitles(int id, int titles) {  
    Optional<Player> tempPlayer = repo.findById(id);  
  
    if(tempPlayer.isEmpty())  
        throw new PlayerNotFoundException("Player with id {"+ id +"} not found");  
  
    repo.updateTitles(id, titles);  
}

For the patch method, we will take a slightly different approach and use isPresent() instead of isEmpty() on the Optional. If the record has been retrieved, we will apply the patch, otherwise throw the PlayerNotFoundException. The code is shown below:

public Player patch( int id, Map<String, Object> partialPlayer) {  
    Optional<Player> player = repo.findById(id);  
   
    if(player.isPresent()) {              
        partialPlayer.forEach( (key, value) -> {  
            System.out.println("Key: " + key + " Value: " + value);  
            Field field = ReflectionUtils.findField(Player.class, key);  
           ReflectionUtils.makeAccessible(field);  
           ReflectionUtils.setField(field, player.get(), value);  
        });  
    }  
    else  
       throw new PlayerNotFoundException("Player with id {"+ id +"} not found");  
   
    return repo.save(player.get());               
}

PlayerNotFoundException.java
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package io.datajek.springrest;

import java.time.ZonedDateTime;

import com.fasterxml.jackson.annotation.JsonFormat;

public class PlayerErrorResponse {

    @JsonFormat(pattern="yyyy-MM-dd HH:mm:ss")

    private ZonedDateTime timestamp;

    private int statusCode;

    private String path;

    private String message;

    public PlayerErrorResponse(ZonedDateTime timestamp, int statusCode, String path, String message) {

        super();

        this.timestamp = timestamp;

        this.statusCode = statusCode;

        this.path = path;

        this.message = message;

    }

    public ZonedDateTime getTimestamp() {

        return timestamp;

    }

    public void setTimestamp(ZonedDateTime timestamp) {

        this.timestamp = timestamp;

    }

    public int getStatusCode() {

# Exception Handling II

In this lesson, we will learn how a global exception handler works.

**We'll cover the following**

* [@ControllerAdvice](https://www.educative.io/courses/guide-spring-5-spring-boot-2/YQz17Bo3mAp#@ControllerAdvice)
* [@ExceptionHandler](https://www.educative.io/courses/guide-spring-5-spring-boot-2/YQz17Bo3mAp#@ExceptionHandler)
* [Generic exception handler](https://www.educative.io/courses/guide-spring-5-spring-boot-2/YQz17Bo3mAp#Generic-exception-handler)

PlayerErrorResponse is an error response class containing information that we want to send to the client. PlayerNotFoundException is a custom exception class. The REST service throws exceptions of this class when a player record is not found in the database.

## @ControllerAdvice

A best practice in exception handling, is to have centralized exception handlers that can be used by all controllers in the REST API. Since exception handling is a cross cutting concern, Spring provides the @ControllerAdvice annotation. This annotation intercepts requests going to the controller and responses coming from controllers.

@ControllerAdvice annotation

The @ControllerAdvice annotation can be used as an interceptor of exceptions thrown by methods annotated with @RequestMapping or any of its shortcut annotations. The exception handling logic is contained in the global exception handler which handles all exceptions thrown by the **PlayerController**.

Custom error response

1. We will create a new class PlayerExceptionHandler, and annotate it with the @ControllerAdvice annotation so it can act as a global exception handler.

@ControllerAdvice  
public class PlayerExceptionHandler {  
  
}

This class will have methods to handle different types of exceptions. We will write a handler method to catch the PlayerNotFoundException exception thrown by the methods in **PlayerService** class. This handler method will create an appropriate response for the client.

1. Create a method playerNotFoundHandler in the PlayerExceptionHandler class. The input to this method is the type of the exception it will handle as well as the HttpServletRequest object. In our case, the exception will be of type PlayerNotFoundException. The method returns a ResponseEntity object containing the HTTP response when the exception occurs. An HTTP response message has three parts: response line, header and body. We can set these attributes in our handler method and configure the HTTP response. The ResponseEntity object is generic and we can send any type as the response body. In our case, the response body will contain an object of the PlayerErrorResponse class.

public ResponseEntity<PlayerErrorResponse> playerNotFoundHandler (  
                                                           PlayerNotFoundException exception,   
                                                           HttpServletRequest req) {  
  
}

## @ExceptionHandler

1. The @ExceptonHandler annotation on a method, marks it as a method that will handle exceptions. Spring automatically checks all methods marked with this annotation when an exception is thrown. If it finds a method whose input type matches the exception thrown, the method will be executed.

@ExceptonHandler  
public ResponseEntity<PlayerErrorResponse> playerNotFoundHandler (  
                                                           PlayerNotFoundException exception,   
                                                           HttpServletRequest req) {  
  
}

1. Inside the handler method, we will create an object of the PlayerErrorResponse class and set its fields, then return it as a ResponseEntity object.

Recall from the last lesson, that the PlayerErrorResponse class had the following fields:

private ZonedDateTime timestamp;  
private int statusCode;  
private String path;  
private String message;

The code below creates a PlayerErrorResponse object called error. This will form the body of the error response.

PlayerErrorResponse error = new PlayerErrorResponse(  
                                              ZonedDateTime.now(),  
                                              HttpStatus.NOT\_FOUND.value(),  
                                              req.getRequestURI(),  
                                              ex.getMessage());

* + To set the current time, we have used the now() function.
  + The HTTP status code of **NOT\_FOUND** is 404. To use the integer value, we have used HttpStatus.NOT\_FOUND.value().
  + We have used the getRequestURI() method on the HttpServletRequest object to get the path at which the exception occurred.
  + The details about the error are contained in the exception and we have used the getmessage() method to extract the message and use it in our response.

In addition to the body of the response, we will also return the appropriate status code with the response. The status code for NOT\_FOUND is 404. The last step is to create and return a ResponseEntity object as follows:

return new ResponseEntity<> (error, HttpStatus.NOT\_FOUND);

The ResponseEntity class provides a variety of constructors to create an object using the status code, header and body or a combination of the three. Here, we have used the constructor which creates a ResponseEntity object with a given body and status code. The other constructor variants for creating the ResponseEntity object are:

* + ResponseEntity(HttpStatus status)
  + ResponseEntity(MultiValueMap<String, String> headers, HttpStatus status)`
  + ResponseEntity(T body, MultiValueMap<String, String> headers, HttpStatus status)`

The complete code of the handler method is shown below:

@ExceptionHandler  
public ResponseEntity<PlayerErrorResponse> playerNotFoundHandler (  
                                                            PlayerNotFoundException ex,   
                                                            HttpServletRequest req) {  
      
    PlayerErrorResponse error = new PlayerErrorResponse(  
                                                  ZonedDateTime.now(),  
                                                  HttpStatus.NOT\_FOUND.value(),  
                                                  req.getRequestURI(),  
                                                  ex.getMessage());  
      
    return new ResponseEntity<> (error, HttpStatus.NOT\_FOUND);  
}

The body of the response will automatically be converted to JSON and sent to the client.

1. We can test the application by sending a GET request to **/players/537**. When the REST Service receives a bad request, it will return a custom JSON response instead of the 500 Internal Server Error. The response header also shows the 404 status code.

###### /
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package io.datajek.springrest;

public class PlayerNotFoundException extends RuntimeException{

    public PlayerNotFoundException() {

        super();

    }

    public PlayerNotFoundException(String message, Throwable cause, boolean enableSuppression,

            boolean writableStackTrace) {

        super(message, cause, enableSuppression, writableStackTrace);

    }

    public PlayerNotFoundException(String message, Throwable cause) {

        super(message, cause);

    }

    public PlayerNotFoundException(String message) {

        super(message);

    }

    public PlayerNotFoundException(Throwable cause) {

        super(cause);

    }
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**Your app can be found at:**<https://ed-6434592358924288.educative.run/players/537>

## Generic exception handler

1. It is always a good idea to create a handler to catch all exceptions and send a custom response. We will define another exception handler method called genericHandler. The method signature is the same as the previous handler except for the input type, which is the parent class, Exception (as opposed to PlayerNotFoundException used in the previous handler method).

@ExceptionHandler  
public ResponseEntity<PlayerErrorResponse> genericHandler (  
                                                     Exception ex,   
                                                     HttpServletRequest req){  
  
  
}

Inside the method, we will create a PlayerErrorResponse object which is the body of the response. Since this method is a generic exception handler, it will set the status code to 400 which corresponds to HTTP status code for **BAD\_REQUEST**.

@ExceptionHandler  
public ResponseEntity<PlayerErrorResponse> genericHandler (  
                                                    Exception ex,   
                                                    HttpServletRequest req){  
  
    PlayerErrorResponse error = new PlayerErrorResponse(  
                                               ZonedDateTime.now(),  
                                               HttpStatus.BAD\_REQUEST.value(),  
                                               req.getRequestURI(),  
                                               ex.getMessage());  
      
    return new ResponseEntity<> (error, HttpStatus.BAD\_REQUEST);  
}

The ResponseEntity object is returned with the response body and the Http status of BAD\_REQUEST.

1. The new handler can be tested by sending a GET request to **players/abc**. This handler is also be executed in case of a bad POST request such as:

{  
    "name": "Federer",  
    "nationality": "Switzerland",  
    "birthDate": "22/05/84",  
    "titles": 151  
}

Here, we are sending the birthDate in the wrong format. An exception is also thrown when the body is missing from the POST or PUT request.
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import org.springframework.http.ResponseEntity;

import org.springframework.web.bind.annotation.ControllerAdvice;

import org.springframework.web.bind.annotation.ExceptionHandler;

@ControllerAdvice

public class PlayerExceptionHandler {

    @ExceptionHandler

    public ResponseEntity<PlayerErrorResponse> playerNotFoundHandler (PlayerNotFoundException ex, HttpServletRequest req){

        PlayerErrorResponse error = new PlayerErrorResponse(

                                                              ZonedDateTime.now(),

                                                              HttpStatus.NOT\_FOUND.value(),

                                                              req.getRequestURI(),

                                                              ex.getMessage());

        return new ResponseEntity<> (error, HttpStatus.NOT\_FOUND);

    }

    @ExceptionHandler

    public ResponseEntity<PlayerErrorResponse> genericHandler (Exception ex, HttpServletRequest req){

        PlayerErrorResponse error = new PlayerErrorResponse(

                                                              ZonedDateTime.now(),

                                                              HttpStatus.BAD\_REQUEST.value(),

                                                              req.getRequestURI(),

                                                              ex.getMessage());

        return new ResponseEntity<> (error, HttpStatus.BAD\_REQUEST);

    }

}

![](data:image/x-wmf;base64,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)

![](data:image/x-wmf;base64,183GmgAAAAAAAEIAGABgAAAAAAArVwEACQAAA7kAAAAEAAsAAAAAAAQAAAADAQgABQAAAAsCAAAAAAUAAAAMAhgAQgADAAAAHgAHAAAA/AIAAP///wAAAAQAAAAtAQAACQAAAB0GIQDwABgAAQAAAEEACQAAAB0GIQDwAAEAQQAXAAAABwAAAPwCAACgoKAAAAAEAAAALQEBAAkAAAAdBiEA8AAXAAEAAAAAAAkAAAAdBiEA8AABAEAAAAABAAcAAAD8AgAA4+PjAAAABAAAAC0BAgAJAAAAHQYhAPAAFgABAAEAQAAJAAAAHQYhAPAAAQA/ABYAAQAHAAAA/AIAAGlpaQAAAAQAAAAtAQMACQAAAB0GIQDwABUAAQABAAEACQAAAB0GIQDwAAEAPgABAAIABQAAAAsCAAAAAAUAAAAMAhgAQgAFAAAAAQL///8ABQAAAC4BAAAAAAUAAAACAQEAAAALAAAAMgoAAAAAAAACAAIAAgBAABYABAAAACcB//8DAAAAAAA=)

Run

Save

Reset

**Your app can be found at:**<https://ed-6434592358924288.educative.run/players>

# Spring Data REST

We can quickly create a REST API with full CRUD functionality without writing any controller or service layer code using Spring Data REST.

**We'll cover the following**

* [Add dependency](https://www.educative.io/courses/guide-spring-5-spring-boot-2/YMJ6jzBrGGW#Add-dependency)
* [Define entity](https://www.educative.io/courses/guide-spring-5-spring-boot-2/YMJ6jzBrGGW#Define-entity)
* [Create repository](https://www.educative.io/courses/guide-spring-5-spring-boot-2/YMJ6jzBrGGW#Create-repository)
* [HATEOAS](https://www.educative.io/courses/guide-spring-5-spring-boot-2/YMJ6jzBrGGW#HATEOAS)
* [Customization](https://www.educative.io/courses/guide-spring-5-spring-boot-2/YMJ6jzBrGGW#Customization)
  + [Base path](https://www.educative.io/courses/guide-spring-5-spring-boot-2/YMJ6jzBrGGW#Base-path)
  + [Sorting](https://www.educative.io/courses/guide-spring-5-spring-boot-2/YMJ6jzBrGGW#Sorting)
  + [Paging](https://www.educative.io/courses/guide-spring-5-spring-boot-2/YMJ6jzBrGGW#Paging)
  + [Resource name](https://www.educative.io/courses/guide-spring-5-spring-boot-2/YMJ6jzBrGGW#Resource-name)

Spring Data REST

Spring Data REST is a project similar to Spring Data JPA which aims to eliminate boilerplate code. With Spring Data JPA, we get the basic CRUD functionality without writing any code simply by specifying the entity and the type of primary key.

Similarly, Spring Data REST provides a REST API based on the repository and entity without us having to write any code in the controller and service layer. It uses the repository to expose endpoints to perform GET, POST, PUT, PATCH and DELETE on every entity in the application. Spring Data REST works with data sources implementing the repository programming model. It supports Spring Data JPA, Spring Data MongoDB, Spring Data Cassandra as well as other Spring Data projects.

Reduction in boilerplate code

Spring Data REST provides a basic REST API which can be customized. Custom queries can be added using JPQL and Query DSL.

Earlier, we saw how to implement a Tennis Player REST API. We had a Player entity and created a PlayerRepository implementing the JpaRespository interface. Spring Data REST can provide us a similar API simply by scanning our repository and exposing the **/players** endpoint.

Spring Data REST creates endpoints using the entity name by making the first letter lowercase and adding an ‘s’ to the end of the name. For example, we have the following repository interface:

public interface PlayerRepository extends JpaRepository<Player, Integer> {   
  
}

Spring Data REST will convert the entity name **Player** to its uncapitalized, pluralized form **players** and expose the REST endpoints at **/players**. It also exposes **/players/{id}** for each item managed by the repository.

To create a Spring Data REST application using Spring Boot, we need the following:

* spring-boot-starter-data-rest dependency in **pom.xml**
* An entity (e.g., Player)
* A repository interface (e.g., JpaRepository or CrudRepository)

## Add dependency

1. Create a Spring Boot application using the [Spring Initializr](https://www.educative.io/courses/guide-spring-5-spring-boot-2/start.spring.io). Provide **io.datajek** as the group id and **tennis-player-spring-data-rest** as the artifact id. Then, add the following dependencies:
   * Spring Data JPA spring-boot-starter-data-jpa
   * REST Repositories spring-boot-starter-data-rest
   * H2 Database h2
   * Spring Boot Devtools spring-boot-devtools

To add the Spring Data Rest functionality to an existing project, add the following dependency to the **pom.xml** file:

<dependency>  
    <groupId>org.springframework.boot</groupId>  
    <artifactId>spring-boot-starter-data-rest</artifactId>  
</dependency>

## Define entity

1. Spring Data REST scans the repositories to create the endpoints based on the entities defined. We will define an entity class **Player** and use the @Entity annotation so it will be marked by the JPA. The **Player** entity has different fields. The id is the primary key and marked by the @Id annotation as well as the @GeneratedValue annotation, in which we provide the primary key generation strategy in parenthesis.

@Entity  
public class Player {  
    @Id  
    @GeneratedValue(strategy=GenerationType.IDENTITY)  
    private int id;  
    private String name;     
    private String nationality;  
    @JsonFormat(pattern = "dd-MM-yyyy")  
    private Date birthDate;  
    private int titles;  
    //constructors  
    //getters and setters  
}

We will generate getters and setters as well as constructors for the POJO class. The in-memory H2 database can be populated using a script placed in the **/src/main/resources** folder. This script is called **import.sql**, and has the following queries:

INSERT INTO player (ID, Name, Nationality, Birth\_date, Titles) VALUES(1,'Djokovic', 'Serbia', '1987-05-22', 81);  
INSERT INTO player (ID, Name, Nationality, Birth\_date, Titles) VALUES(2,'Monfils', 'France', '1986-09-01', 10);  
INSERT INTO player (ID, Name, Nationality, Birth\_date, Titles) VALUES(3,'Isner', 'USA', '1985-04-26', 15);

On a local machine, the web console of the H2 database is accessed at [**http://localhost:8080/h2-console**](http://localhost:8080/h2-console). We will set the following properties in the **application.properties** file in **src/main/resources**:

spring.h2-console.enabled=true  
spring.datasource.url=jdbc:h2:mem:testdb

## Create repository

1. Lastly, we will create a repository called PlayerRepository by extending the JpaRepository interface as follows:

public interface PlayerRepository extends JpaRepository<Player, Integer>{  
}

The entity Player and type of primary key Integer are specified in brackets.

1. At this point, we have the Maven dependency of Spring Data REST, the entity and repository and we are ready to test our REST API without writing any controller or service classes. The application is available at the link provided under the widget (or at [**http://localhost:8080/players**](http://localhost:8080/players) on a local machine) and displays the JSON data of the players in the database.
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PlayerRespository.java

Player.java

TennisPlayerSpringDataRestApplication.java
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package io.datajek.tennisplayerspringdatarest;

import org.springframework.data.jpa.repository.JpaRepository;

import org.springframework.data.rest.core.annotation.RepositoryRestResource;

public interface PlayerRepository extends JpaRepository<Player, Integer> {

}

![](data:image/x-wmf;base64,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)

![](data:image/x-wmf;base64,183GmgAAAAAAAEIAGABgAAAAAAArVwEACQAAA7kAAAAEAAsAAAAAAAQAAAADAQgABQAAAAsCAAAAAAUAAAAMAhgAQgADAAAAHgAHAAAA/AIAAP///wAAAAQAAAAtAQAACQAAAB0GIQDwABgAAQAAAEEACQAAAB0GIQDwAAEAQQAXAAAABwAAAPwCAACgoKAAAAAEAAAALQEBAAkAAAAdBiEA8AAXAAEAAAAAAAkAAAAdBiEA8AABAEAAAAABAAcAAAD8AgAA4+PjAAAABAAAAC0BAgAJAAAAHQYhAPAAFgABAAEAQAAJAAAAHQYhAPAAAQA/ABYAAQAHAAAA/AIAAGlpaQAAAAQAAAAtAQMACQAAAB0GIQDwABUAAQABAAEACQAAAB0GIQDwAAEAPgABAAIABQAAAAsCAAAAAAUAAAAMAhgAQgAFAAAAAQL///8ABQAAAC4BAAAAAAUAAAACAQEAAAALAAAAMgoAAAAAAAACAAIAAgBAABYABAAAACcB//8DAAAAAAA=)

Run

Save

Reset

**Your app can be found at:**<https://ed-6434592358924288.educative.run/players>

## HATEOAS

1. Spring Data REST uses the HATEOAS application architecture and provides metadata in the response including the information about the current page, as well as the total number of pages and the number of records per page. This is different from the REST API we created in the previous lessons. HATEOAS stands for **H**ypermedia **A**s **T**he **E**ngine **O**f **A**pplication **S**tate which basically is metadata about the REST data. The server includes hypermedia links in the response and the client can navigate those links to the data. For a collection of items, in addition to the JSON array of items, the metadata information includes the page size and total number of elements etc. This can be seen in the response to **GET** request to **/players**:

HATEOAS data

* Each item also has a link which can be used to get details of an individual player. If we click the link for player 2, a new tab with a GET request to **/players/2** opens up which shows the JSON response with details of player with id 2, as well as the link for the player.

Using Postman, we can add a new player by sending the following JSON data in the request body:

{  
    "name": "Federer",  
    "nationality": "Switzerland",  
    "birthDate": "22-05-1984",  
    "titles": 151  
}

When we send a **POST** request to **/players**, the HATEOAS response shows the hyperlink to the newly created resource (**/players/4**).

To update a player, send the following **PUT** request to **/players/4** with the following JSON data:

{  
    "name": "Federer",  
    "nationality": "Switzerland",  
    "birthDate": "22-11-1984",  
    "titles": 161  
}

For partial updates, we can send a **PATCH** request to **/players/1** and update the titles to 157.

{  
    "titles": 157  
}

To delete a player, we will send the player id in the request such as **/players/4**. On success, Spring Data REST response contains status code 204 which stands for no content found.

## Customization

1. Spring Data REST allows for customization of the REST API through a number of properties. It is possible to change the path of the API using the basePath property. Similarly, we can choose how many items to display per page using the defaultPageSize and maxPageSize properties. The returnBodyOnCreate and returnBodyOnUpdate properties can be used to change the response after a **POST** and **PUT** request. We can also specify which repositories are exposed in the REST API by using the detectionStrategy property. We will explore some of the properties in the following steps.

### Base path

1. We can change the base path of our API. To do so, open the **application.properties** file and add the following property:

spring.data.rest.basePath=/api

With this change, the application is available at **/api/players** and accessing it at **/players** will result in a 404 error.

### Sorting

1. We can sort the results returned by the field names of the entity using the **sort** property in the request URL. The Player entity had the id, name, nationality, brithDate and titles fields. We can sort the players based on their date of birth by sending a **GET** request to **/api/players?sort=birthDate**. The default sort order is ascending.

To sort in descending order, we need to specify the desc keyword. A **GET** request to **/api/players?sort=titles,desc** will sort the players with the most number of titles on top.

We can also sort by multiple fields, say, nationality and name as **/api/players?sort=nationality,name**.

### Paging

1. By default, Spring Data REST returns 20 records per page. If there are more than 20 records, they are moved to the next page. This default behavior can be changed using properties.

When we send a **GET** request to **/api/players**, we get a JSON response of all players and at the bottom, we get the meta-data about the page, which shows that the number of items per page, or size is 20. The metadata also contains information about the total number of elements, and the total number of pages in the response, as well as the current page number. The image below shows the metadata information:

Metadata

* We will use the defaultPageSize property and set the items to be displayed per page to 2. That way, we will get a multi page response to the **/players** request.

spring.data.rest.defaultPageSize = 2

Now, the response will be split in 2 pages, with page 0 being the first page and page 1 being the second page. The metadata information is shown below:

Changing default values

* In a multi-page response, the metadata also contains links to the **first** and **last** pages as well as the previous (**prev**) and **next** pages of the result. There is no **prev** link for the first page and no **next** link for the last page of the response. We can navigate to the different pages using the links provided in the response. The page numbering starts at 0. Our database has 3 players and the response contains 2 pages. The second page can be accessed at **/players/?page=1**.

The page size can also be modified by using the **size** parameter in the query string. Suppose we want to show 3 elements per page. We can send a request to **/api/players/?size=3**.

### Resource name

1. Spring Data Rest uses the up-capitalized, pluralized form of the entity name as the resource name for the endpoints. From the Player entity it created the **/players** endpoint. If we want to change the resource name, we can do so by using the @RepositoryRestResource annotation on the repository and provide the desired resource name as path:

@RepositoryRestResource(path="athletes")  
public interface PlayerRepository extends JpaRepository<Player, Integer> {  
  
}

Spring Data REST will now expose the **/api/athletes** endpoint instead of **/api/players**.
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spring.h2-console.enabled=true

spring.datasource.url=jdbc:h2:mem:testdb

#spring.data.rest.basePath=/api

#spring.data.rest.defaultPageSize=2

#spring.data.rest.returnBodyOnUpdate=false
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**Your app can be found at:**<https://ed-6434592358924288.educative.run/players>

# Database Relationships in Spring

# Basic Concepts

**We'll cover the following**

* [Primary key](https://www.educative.io/courses/guide-spring-5-spring-boot-2/xoWJxR8zYxE#Primary-key)
* [Foreign key](https://www.educative.io/courses/guide-spring-5-spring-boot-2/xoWJxR8zYxE#Foreign-key)
* [Database relationships](https://www.educative.io/courses/guide-spring-5-spring-boot-2/xoWJxR8zYxE#Database-relationships)
  + [One to One relationship](https://www.educative.io/courses/guide-spring-5-spring-boot-2/xoWJxR8zYxE#One-to-One-relationship)
  + [One to Many relationship](https://www.educative.io/courses/guide-spring-5-spring-boot-2/xoWJxR8zYxE#One-to-Many-relationship)
  + [Many to Many relationship](https://www.educative.io/courses/guide-spring-5-spring-boot-2/xoWJxR8zYxE#Many-to-Many-relationship)
* [Referential integrity](https://www.educative.io/courses/guide-spring-5-spring-boot-2/xoWJxR8zYxE#Referential-integrity)
* [Cascading](https://www.educative.io/courses/guide-spring-5-spring-boot-2/xoWJxR8zYxE#Cascading)
* [Fetch types](https://www.educative.io/courses/guide-spring-5-spring-boot-2/xoWJxR8zYxE#Fetch-types)
* [Orphan records](https://www.educative.io/courses/guide-spring-5-spring-boot-2/xoWJxR8zYxE#Orphan-records)

## Primary key

Primary key is used to uniquely identify a row in a table. The id column in the **player** table shown below acts as a unique identifier for all records. No two records can have the same primary key value.
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## Foreign key

Primary key can be used to link two tables together. When a primary key of one table is used in another table, it is known as a foreign key. To link the **player** and **player\_profile** tables, the id column from the **player\_profile** table is placed in the **player** table. The column profile\_id is called the foreign key column and is used to point to the record in the **player\_profile** table that is linked to the record in the **player** table.

## Database relationships

The tables in a database are linked in different ways.

### One to One relationship

When one row in table\_a corresponds to one row in table\_b, then it is called a one to one relationship. Take the example of **player** and **player\_profile** tables. One player has one player profile entry so there is a one-to-one relationship between the tables.
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### One to Many relationship

When one row in table\_a corresponds to many rows in table\_b, then it is called a one-to-many relationship. The inverse of a one-to-many relationship is a many-to-one relationship where many rows in table\_b correspond to one row in table\_a. For example, a player can register for many tournaments. There is a one-to-many relationship between the **player** table and the **registration** table.
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### Many to Many relationship

When one row in table\_a corresponds to many rows in table\_b and one row in table\_b corresponds to many rows in table\_a, then we have what is called a many-to-many relationship. Take the example of tournaments and playing categories (like singles, doubles etc.). One tournament features one than one playing category. In the same way, one playing category is part of many tournaments. There is a many-to-many relationship between the tournament and category tables.
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## Referential integrity

When two tables are related to one another, data should reflect a consistent state. All foreign keys should refer to valid, existing primary key values. For example, a profile belongs to a player so the player must exist. If a player record is deleted, then the corresponding record in the player profile table should also be deleted. Absence of referential integrity can lead to records being lost in the database.
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## Cascading

Cascading means propagating an operation from the owning entity to the related entity. When a record in the owning entity (parent table) is saved, updated or deleted, the change should be reflected in the related entity (child table) as well.

If we save a Player object containing a nested Profile object, the save operation is cascaded from the **player** table to the **player\_profile** table and two records are inserted in the database.
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JPA offers different cascading types which are shown in the table below:

## Fetch types

There are two ways in which data is loaded: eager and lazy. Eager fetch means that when a record is fetched from the database, all the associated records from related tables are also fetched. So if we fetch a tournament record, all the registrations for the tournament are also fetched.

Eager fetch is the default fetch type used by Hibernate but it is not always the most efficient. Lazy fetch on the other hand, fetches the records only when they are needed.
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## Orphan records

When we remove the relationship between a parent and child, the child record becomes an orphan record meaning that it does not have a parent record. Consider the example of tournament and registration tables where a player withdraws from a tournament. The registration gets removed from the tournament entity. The registration record becomes an orphan record. Orphan records mean that the database is in an inconsistent state.
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# One-to-One Unidirectional Relationship

We will learn how to model a unidirectional 1-1 relationship in this lesson.

**We'll cover the following**

* [Project Creation](https://www.educative.io/courses/guide-spring-5-spring-boot-2/N0RJ2PnMKk2#Project-Creation)
  + [Dependencies:](https://www.educative.io/courses/guide-spring-5-spring-boot-2/N0RJ2PnMKk2#Dependencies:)
  + [Database Configuration](https://www.educative.io/courses/guide-spring-5-spring-boot-2/N0RJ2PnMKk2#Database-Configuration)
* [One-to-One Relationship](https://www.educative.io/courses/guide-spring-5-spring-boot-2/N0RJ2PnMKk2#One-to-One-Relationship)
  + [cascade property](https://www.educative.io/courses/guide-spring-5-spring-boot-2/N0RJ2PnMKk2#cascade-property)
  + [@JoinColumn](https://www.educative.io/courses/guide-spring-5-spring-boot-2/N0RJ2PnMKk2#@JoinColumn)
* [Persisting entities](https://www.educative.io/courses/guide-spring-5-spring-boot-2/N0RJ2PnMKk2#Persisting-entities)
* [Hibernate implementation of @OneToOne](https://www.educative.io/courses/guide-spring-5-spring-boot-2/N0RJ2PnMKk2#Hibernate-implementation-of-@OneToOne)

To model a one-to-one relationship, consider the scenario where a player has a profile which stores his details. We have a **player** table which stores the basic information about the player like id and name and a **player\_profile** table which stores the additional details like the social media accounts of the players. There is a one-to-one relationship between player and player-profile tables and in this lesson, we will model it as a one way/ unidirectional relationship.

Player has a one-to-one relationship with PlayerProfile

## Project Creation

We will create a project for understanding database relationships by going to [Spring Initializr](http://start.spring.io/) and use the following values for group Id and artifact Id:

* group id: **io.datajek**
* artifact id: **database-relationships**

### Dependencies:

For this project, the following dependencies are needed:

* Spring’s JPA implementation spring-boot-starter-jpa which uses Hibernate ORM framework.
* spring-boot-starter-web dependency which supports web applications as well as REST services.
* In-memory H2 database dependency.
* Spring Boot devtools dependency for auto restart functionality.

Once the project has been imported in the IDE, we will add the Jackson dependency for Hibernate 5 as follows:

<dependency>  
    <groupId>com.fasterxml.jackson.datatype</groupId>  
    <artifactId>jackson-datatype-hibernate5</artifactId>  
    <version>2.13.2</version>  
</dependency>

This dependency provides support for Hibernate datatypes and specifically handles aspects of lazy-loading.

### Database Configuration

Since we have used Spring Boot to create the provide, the datasource has been automatically configured. We will add the data source URL in the **application.properties** file. In addition, we will also enable the web console of the database.

spring.datasource.url = jdbc:h2:mem:testdb  
spring.h2.console.enabled = true

We can also enable the show-sql property to displays the SQL queries executed by Hibernate as follows:

spring.jpa.show-sql = true

1. We will begin by creating a package called **onetoone**. Create a Player class and mark it as an entity using @Entity annotation. We will only create id and player name fields at the moment to keep this example simple.

package io.datajek.databaserelationships.onetoone;  
  
@Entity  
public class Player {  
  private int Id;  
  private String name;  
}

Since Id is the primary key, we will mark it with @Id annotation and let Hibernate generate values for this column using the @GeneratedValue annotation and a GenerationType of IDENTITY.

@Entity  
public class Player {  
  @Id  
  @GeneratedValue(Strategy = GenerationType.IDENTITY)  
  private int Id;  
  private String name;  
  //...  
}

Hibernate requires a default constructor. We will also create an overloaded constructor to create the object using fields, getters and setters for the fields, and a toString method. The full code of the Player class is shown in the code widget at the end of the lesson.

1. Next, we will create the PlayerProfile class in the **onetoone** package to hold miscellaneous information about a player and also mark it as an entity. For now, this class will only store the player’s Twitter account handle.

package io.datajek.databaserelationships.onetoone;  
  
@Entity  
public class PlayerProfile {  
  private int Id;  
  private String twitter;  
}

We will mark the primary key with @Id annotation and generate the constructors, getters, setters and ToString method as we did for the Player class.

@Entity  
public class PlayerProfile {  
  @Id  
  @GeneratedValue(Strategy = GenerationType.IDENTITY)  
  private int Id;  
  private String twitter;  
  
  //constructors  
  //getters and setters  
}

1. If we run the application now, and visit the H2 console at <http://localhost:8080/h2-console> (and use jdbc:h2:mem:testdb as the connection URL), we can see that two tables **player** and **player\_profile** have been created. Right now, there is no relationship between the two tables.

## One-to-One Relationship

1. In SQL, we represent relationships using primary key and foreign key. Foreign keys are used to link tables together. A foreign key is a field in one table that refers to the primary key in another table. We will see how the same can be achieved using Hibernate (which is the default implementation of Spring Data JPA).

For the example taken in this lesson, the Player class has a one-to-one relationship with the PlayerProfile class. To show this relationship, we will add a field playerProfile to the Player class and use the JPA annotation @OneToOne on this field.

@Entity  
public class Player {  
  @Id  
  @GeneratedValue(Strategy = GenerationType.IDENTITY)  
  private int Id;  
  
  private String name;  
  
  @OneToOne  
  private PlayerProfile playerProfile;  
  
}

@OneToOne is a JPA annotation which maps a source entity to a target entity.

### cascade property

1. The cascade property ensures that changes made to a Player entity are reflected in the PlayerProfile entity. The PlayerProfile entity does not have a meaning of its own, rather, it defines the Player entity. If we delete a Player entity, the associated details should also be deleted. Cascading allows an operation on the Player entity to be propagated to the PlayerProfile entity.

@OneToOne(cascade= CascadeType.ALL)  
private PlayerProfile playerProfile;

We have set the CascadeType to ALL. This means that all JPA and Hibernate specific operations on the Player entity will be propagated to the PlayerProfile entity.

The absence of the cascade property, results in the TransientPropertyValueException exception when Hibernate tries to save a Player object containing a nested PlayerProfile object.

### @JoinColumn

1. In relationships, one side is the owning side. We use the @JoinColumn annotation on the owning side. Here, the Player class is the owning side of the relationship. The @JoinColumn annotation specifies the name of the foreign key column in the **player** table. We will call the column **profile\_id**. If the name is not specified, then JPA names the column based on some rules. In the **player\_profile** table, the column that is being referenced is **id**. The name of the corresponding field in the PlayerProfile class is Id which we specify as referencedColumnName.

@Entity  
public class Player {  
  @Id  
  @GeneratedValue(Strategy = GenerationType.IDENTITY)  
  private int id;  
  
  private String name;  
  
  @OneToOne(cascade= CascadeType.ALL)  
  @JoinColumn(name="profile\_id", referencedColumnName="id")  
  private PlayerProfile playerProfile;  
  
}

Create a getter and setter for the new field and update the ToString method.

@JoinColumn annotation

1. After adding the @OneToOne annotation, if we run the application and check the H2 database, we can see that the **player** table has changed. It now contains a **profile\_Id** column which references the **id** column in the **player\_profile** table. The **player** table is called the owning table because here we store the foreign key.

Table structure

It is a unidirectional relationship because we have the reference of the PlayerProfile entity in the Player entity but we don’t have any reference of the Player entity in the PlayerProfile entity. We can retrive the PlayerProfile object using the Player object but not the other way round.

Unidirectional relationship

## Persisting entities

1. Next, we will create repositories for both classes, Player and PlayerProfile, that extend the JpaRepository interface. Since JpaRepository is a generic type, we need to specify the type of object as well as the datatype of the primary key.

We will create a package named repository and create two interfaces named PlayerRepository and PlayerProfileRepository and annotate them with @Repository to leverage the exception translation facility offered by Spring.

package io.datajek.databaserelationships.onetoone;  
  
@Repository  
public interface PlayerRepository extends JpaRepository <Player, Integer> {  
}

package io.datajek.databaserelationships.onetoone;  
  
@Repository  
public interface PlayerProfileRepository extends JpaRepository <PlayerProfile, Integer> {  
}

1. After creating repositories, we will create classes in the service layer to perform the CRUD operations on the entities. First, create a package called service for all the service layer classes. The PlayerService class is shown below. The PlayerProfileService class is also defined in the same manner. The complete code of both the classes can be seen in the code widget at the end of the lesson.

package io.datajek.databaserelationships.onetoone;  
  
@Service  
public class PlayerService {  
  
    @Autowired  
    PlayerRepository repo;  
      
    public List<Player> allPlayers() {  
        return repo.findAll();        
    }  
  
    public Player addPlayer(Player player) {  
        player.setId(0);  
        return repo.save(player);  
    }  
  
     //...  
}

1. We will create controller classes and use Postman to create and persist entities. First, create a package named controller for all the controller classes of the project. Then, create two classes PlayerController and PlayerProfileController in the newly created package.

Use the @RestController annotation on the classes to create a RESTful controller. The @RequestMapping annotation on class level creates a base mapping for the methods in the class. We will use the **\players** mapping for the PlayerController class and **\profiles** mapping for the PlayerProfileController class.

The controllers contain methods to map GET, POST, and DELETE requests.

package io.datajek.databaserelationships.onetoone;  
  
@RestController  
@RequestMapping("/players")  
public class PlayerController {  
  
    @Autowired  
    PlayerService service;  
  
    //GET all players   
    //GET player by Id  
    //POST player   
    //DELETE player   
}

package io.datajek.databaserelationships.onetoone;  
  
@RestController  
@RequestMapping("/profiles")  
public class PlayerProfileController {  
  
    @Autowired  
    PlayerProfileService service;  
   
    //GET all player profiles  
    //GET player profile by Id  
    //POST player profile  
    //DELETE player profile  
}

If we run the application and send a GET request to <http://localhost:8080/players/> or <http://localhost:8080/profiles/> we get **[]** as response since the tables are empty at the moment.
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package io.datajek.databaserelationships.onetoone;

import javax.persistence.Entity;

import javax.persistence.GeneratedValue;

import javax.persistence.GenerationType;

import javax.persistence.Id;

@Entity

public class PlayerProfile {

    @Id

    @GeneratedValue(strategy = GenerationType.IDENTITY)

    private int id;

    private String twitter;

    public PlayerProfile() {

    }

    public PlayerProfile(String twitter) {

        super();

        this.twitter = twitter;

    }

    public int getId() {

        return id;

    }

    public void setId(int id) {

        this.id = id;

    }
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Run

Save

Reset

**Your app can be found at:**<https://ed-6434592358924288.educative.run/players>

For the code widget given above, use the URL at which the application is running in place of <http://localhost:8080/>. For example, **/players** means <http://localhost8080/players> for local dev environment. If using POSTMAN with code widget above, use the URL shown under the code widget to access **/players**.

1. We can create a Player entity by sending a POST request to **/players** with the following request body:

{  
    "name": "Federer"  
}

From the response, it can be seen that Hibernate assigns the player an id of 1.

Next we will create a PlayerProfile entity by sending a POST request to **/profiles**.

{  
    "twitter" : "@rogerfederer"  
}

Right now, both entities are not connected. To assign the PlayerProfile to Player, we need to create a **PUT** mapping in the PlayerController class. This will enable us to send a request to **/players/{id}/profiles/{profile\_id}** and update the Player entity. Create a method named assignDetail in the PlayerController as follows:

@PutMapping("/{id}/profiles/{profile\_id}")  
public Player assignDetail(@PathVariable int id, @PathVariable int profile\_id) {  
    PlayerProfile profile = profileService.getPlayerProfile(profile\_id);   
    return service.assignProfile(id, profile);  
}

Using the profile\_id, we retrieve the PlayerProfile entity and then pass it to the assignProfile method in the PlayerService class.

The assignProfile method in the PlayerService class is responsible for updating a Player record. It simply uses the setter method for the playerProfile field and then calls save to update the record in the database.

public Player assignProfile(int id, PlayerProfile profile) {  
    Player player = repo.findById(id).get();  
    player.setPlayerProfile(profile);  
    return repo.save(player);  
}

With the above methods in place, we can send a **PUT** request to **/players/1/profiles/1**. This request will update the Player with id 1 and assign the PlayerProfile object with id 1 to it.

A **GET** request to **/players** shows that the relationship has been established.

GET request to /players

1. We can also create a Player object with a nested PlayerProfile object as follows:

{  
    "name": "Djokovic",  
    "playerProfile": {  
        "twitter" : "@DjokerNole"  
    }  
}

This will not only insert a row in the **player** table but also insert a corresponding row in the **player\_profile** table. Hibernate fires two INSERT queries because we have set the CascadeType to ALL. This ensures that changes to the **player** table are propagated to the **player\_detail** table.

Save is cascaded from player to player\_profile

We can run the application and check the database tables in the H2 console (at **/h2-console** with **jdbc:h2:mem:testdb** as datasource URL) to verify that the **player** record has the correct foreign key for the **player\_profile** record.

This is an example of a unidirectional one-to-one relationship. It is possible to retrieve a PlayerProfile object using a Player object but no way to retrieve a Player object using a PlayerProfile object as can be seen from **GET** request to **/players** and **/profiles**.

GET request to /players and /profiles

The above results can be verified from the web console of H2 database by visiting **/h2-console** with jdbc:h2:mem:testdb as the connection URL.

## Hibernate implementation of @OneToOne

Hibernate supports three variations of the @OneToOne mapping.

* Using foreign key with the @JoinColumn annotation.
* Using a common join table which has foreign keys of both tables. The @JoinTable annotation defines a new table name which has the foreign key from both tables. This helps in modelling optional one-to-one relationships. If a player does not have a PlayerProfile entry, we have to use null value in that column.
* Using a shared primary key to save space. This approach uses a common primary key (player\_id in this case) in both tables using the @PrimaryKeyJoinColumn. It eliminates the need of having an Id column for the **player\_profile** table.

The figure below illustrates the three ways in which @OneToOne annotation can be used.

# 

# One-to-One Bidirectional Relationship

Learn how to make the one-to-one relationship bidirectional. This lesson also shows how to resolve the JSON infinite recursion issue.

**We'll cover the following**

* [Bi-directional relationship](https://www.educative.io/courses/guide-spring-5-spring-boot-2/7nqXk4gP8mr#Bi-directional-relationship)
  + [mappedByattribute](https://www.educative.io/courses/guide-spring-5-spring-boot-2/7nqXk4gP8mr#mappedByattribute)
* [JSON Infinite Recursion](https://www.educative.io/courses/guide-spring-5-spring-boot-2/7nqXk4gP8mr#JSON-Infinite-Recursion)
  + [Solution 1: @JsonManagedReference and @JsonBackReference](https://www.educative.io/courses/guide-spring-5-spring-boot-2/7nqXk4gP8mr#Solution-1:-@JsonManagedReference-and-@JsonBackReference)
  + [Solution 2: @JsonIdentityInfo](https://www.educative.io/courses/guide-spring-5-spring-boot-2/7nqXk4gP8mr#Solution-2:-@JsonIdentityInfo)
* [Cascade Type](https://www.educative.io/courses/guide-spring-5-spring-boot-2/7nqXk4gP8mr#Cascade-Type)
* [optional attribute:](https://www.educative.io/courses/guide-spring-5-spring-boot-2/7nqXk4gP8mr#optional-attribute:)
* [Pros and cons of bidirectional relationship](https://www.educative.io/courses/guide-spring-5-spring-boot-2/7nqXk4gP8mr#Pros-and-cons-of-bidirectional-relationship)

Right now, we have a unidirectional one-to-one mapping which means that if we have a Twitter account, we cannot find the name of the player who has that account. A **GET** request to **/profiles** only gets the PlayerProfile object and not the Player it is associated with.

It is however possible to find the Twitter account, if we have the Player entity. As can be seen from a **GET** request to **/players**, the PlayerProfile entities are also fetched.

GET request to /players and /profiles

In the unidirectional one-to-one relationship, the Player class maintains the relationship. The PlayerProfile class cannot see any change in the relationship. To make this relationship bidirectional, we need to make some modifications to the PlayerProfile class. We will add a field to reference back to the Player class and add the @OneToOne annotation. We will also add getter and setter methods to set the Player value in the PlayerProfile class. This will enable us to fetch the entities in both directions.

Bidirectional relationship

## Bi-directional relationship

1. To set up a bidirectional relationship, we will add a field of Player class in the PlayerProfile class and add getter and setter methods for the field. This field holds the reference to the associated Player entity.

package io.datajek.databaserelationships.onetoone;  
  
@Entity  
public class PlayerProfile {  
    @Id  
    @GeneratedValue(GenertionType.IDENTITY)  
    private int id;  
    private String twitter;  
  
    private Player player;  
    //add getter and setter for player field.  
  
}

The toString method also needs to be updated to include the newly added player field.

1. Next, we will add the @OneToOne annotation on the player field.

### mappedByattribute

mappedBy is an optional attribute of the @oneToOne annotation which specifies the name of the field which owns the relationship. In our case, it is the playerProfile field in the Player class. The mappedBy attribute is placed on the inverse side on the relationship only. The owning side cannot have this attribute.

@Entity  
public class PlayerProfile {  
  @Id  
  @GeneratedValue(GenertionType.IDENTITY)  
  private int id;  
   
  private String twitter;  
   
  @OneToOne(mappedBy="playerProfile")  
  private Player player;  
  
}

1. If we visit the web console of the H2 database (at <http://localhost:8080/h2-console> with jdbc:h2:mem:testdb as the connection URL), we will see that there is no change in the database structure. The primary key of the **player\_profile** table is stored as the foreign key in the **player** table as shown in the Entity Relationship Diagram below. On the Java side however, we can now access the Player entity using the PlayerProfile entity.

Table structure

1. To test the bidirectional relationship, we will create a Player with a nested PlayerProfile object using the following JSON **POST** request to <http://localhost8080/players> :

{  
    "name": "Djokovic",  
    "playerProfile": {  
        "twitter" : "@DjokerNole"  
    }  
}

This request results in two INSERT queries in the **player** and **player\_profile** tables respectively.

Bidirectional relationship means that Djokovic owns the @DjokerNole Twitter account and vice versa, the @DjokerNole account belongs to Djokovic. If we now send a **GET** request to **/profiles** we will get the player details as well.

GET request to /profiles in bidirectional relationship

## JSON Infinite Recursion

1. If you are following along in your local dev environment, your must have encountered an error when trying to access **/profiles**.

When using a bidirectional relationship, JSON throws an infinite recursion error when we try to retrieve the objects. This is because the Player object contains the reference of PlayerProfile object and the PlayerProfile object also contains the reference to the Player object.

Infinite recursion issue in bidirectional relationships

The response in Postman looks like this:

Infinite recursion error on /players

### Solution 1: @JsonManagedReference and @JsonBackReference

To solve this issue, we can use the @JsonManagedReference and @JsonBackReference annotations in the classes. As a result, only the owning side of the relationship is serialized and the inverse side is not serialized.

The @JsonManagedReference annotation is used on the playerProfile field in the owning side (Player class). On the inverse side (PlayerProfile class), the @JsonBackReference annotation is used to the player field. These annotations solve the infinite recursion problem.

public class Player{  
    //...  
    @OneToOne(cascade=CascadeType.ALL)  
    @JoinColumn(name = "profile\_id", referencedColumnName = "id")  
    @JsonManagedReference  
    private PlayerProfile playerProfile;  
    //...  
}

public class PlayerProfile{  
    //...  
    @OneToOne(mappedBy= "playerProfile")  
    @JsonBackReference  
    private Player player;  
    //...  
}

### Solution 2: @JsonIdentityInfo

Another solution is to use the @JsonIdentityInfo annotation at class level. Both Player and PlayerProfile classes are annotated with @JsonIdentityInfo to avoid infinite recursion while converting POJOs to String.

@JsonIdentityInfo(generator= ObjectIdGenerators.PropertyGenerator.class, property="id")

The property attribute specifies the property name of the target reference. Here, id field is used to break out of the recursion. The first time id is encountered, it is replaced with the object and for subsequent occurrences of id, the numerical value is used instead of replacing it with the object.

## Cascade Type

1. For the bidirectional relationship, we can specify the cascade type in the PlayerProfile class as follows:

@OneToOne(mappedBy= "playerProfile", cascade= CascadeType.ALL)  
private Player player;

CascadeType.ALL means that if we delete a PlayerProfile object, the associated Player object will also be deleted.

1. If we do not want that to happen, we need to break the association between the two objects before calling delete() on the PlayerProfile object.

The deletePlayerProfile method in the PlayerProfileService class is shown below. The following code removes the link between the PlayerProfile and Player object by manually setting the references to null before deleting from the database.

public void deletePlayerProfile(int id) {  
    PlayerProfile tempPlayerProfile = repo.findById(id).get();   
    //set the playerProfile field of the Player object to null  
    tempPlayerProfile.getPlayer().setPlayerProfile(null);  
    //set the player field of the PlayerProfile object to null  
    tempPlayerProfile.setPlayer(null);  
    //save changes  
    repo.save(tempPlayerProfile);  
    //delete the PlayerProfile object  
    repo.delete(tempPlayerProfile);   
}

Now when the PlayerProfile object is deleted, the Player object is not affected.

Break the bidirectional association before deleting the PlayerProfile entity.

###### /
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package io.datajek.databaserelationships.onetoone;

import javax.persistence.CascadeType;

import javax.persistence.Entity;

import javax.persistence.GeneratedValue;

import javax.persistence.GenerationType;

import javax.persistence.Id;

import javax.persistence.JoinColumn;

import javax.persistence.OneToOne;

import com.fasterxml.jackson.annotation.JsonIdentityInfo;

import com.fasterxml.jackson.annotation.JsonManagedReference;

import com.fasterxml.jackson.annotation.ObjectIdGenerators;

@Entity

@JsonIdentityInfo(generator= ObjectIdGenerators.PropertyGenerator.class, property="id")

public class Player {

    @Id

    @GeneratedValue(strategy = GenerationType.IDENTITY)

    private int id;

    private String name;

    @OneToOne(cascade=CascadeType.ALL)//, optional = false)

    @JoinColumn(name = "profile\_id", referencedColumnName = "id")

    //@JsonManagedReference

    private PlayerProfile playerProfile;

    public Player( ) {

    }
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**Your app can be found at:**<https://ed-6434592358924288.educative.run/players>

For the code widget given above, use the URL at which the application is running in place of <http://localhost:8080/>. For example, **/players** means <http://localhost8080/players> for local dev environment. If using POSTMAN with code widget above, use the URL shown under the code widget to access **/players**.

## optional attribute:

1. The @OneToOne annotation has an optional attribute. By default the value is true meaning that the association can be null. We can explicitly set it to false for the playerProfile attribute in the Player class:

@OneToOne(cascade=CascadeType.ALL, optional = false)   
@JoinColumn(name = "profile\_id", referencedColumnName = "id")  
private PlayerProfile playerProfile;

If the value of the optional attribute is set to false, then we will get an error when a Player object is added without an associated PlayerProfile object.

The following **POST** request to **\players** now returns a DataIntegrityViolationException as the playerProfile field cannot be left blank.

{  
    "name": "Federer"  
}

However, adding a Player with a nested PlayerProfile object, as shown below, does not result in an error.

{  
    "name": "Djokovic",  
    "playerProfile": {  
        "twitter" : "@DjokerNole"  
    }  
}

When we add the PlayerProfile object first and then add the Player object by using the reference of the PlayerProfile object, JPA throws the detached entity passed to persist error. This error can be removed by changing the cascade type in the Player class to CascadeType.Merge. REASON: save() method calls persist() for new entities and merge() for existing entities. Player is a new entity so persist() is called and the operation is cascaded to PlayerProfile. However, since the PlayerProfile already exists, it needs to be merged, not persisted. When we change the cascade type to MERGE, persist() is not cascaded to PlayerProfile and the exception is avoided. However, if we add a Player object with a nested PlayerProfile object now, we will get the Not-null property references a transient value error.

You can toggle the value of the optional attribute in the code widget given above.

## Pros and cons of bidirectional relationship

Bidirectional relationships are better than unidirectional relationships in terms of performance as both ends of the relationship are aware of any changes.

When using bidirectional relationships, consistency must be ensured. If a Player object references a PlayerProfile object, the same PlayerProfile object must reference back to the Player object. Failure to ensure consistency can lead to unpredictable JPA behavior.

A con of having bidirectional association is that it may make the application vulnerable in terms of security since the referenced side can now be used to access the owning side (we can access the Player object using the PlayerProfile object). Infinite recursion is also an issue when using bidirectional relationships with Jackson, Hibernate JPA, and/or Elasticsearch implementations.

# One-to-Many Unidirectional Relationship

In this lesson, we will cover one-to-many relationships and learn about the orphan removal attribute.

**We'll cover the following**

* [@OneToMany](https://www.educative.io/courses/guide-spring-5-spring-boot-2/B1qjzBxAnKn#@OneToMany)
* [Cascade type](https://www.educative.io/courses/guide-spring-5-spring-boot-2/B1qjzBxAnKn#Cascade-type)
* [Orphan records](https://www.educative.io/courses/guide-spring-5-spring-boot-2/B1qjzBxAnKn#Orphan-records)
  + [orphanRemoval attribute](https://www.educative.io/courses/guide-spring-5-spring-boot-2/B1qjzBxAnKn#orphanRemoval-attribute)

To show the one-to-many relationship, we will model the case where many players can register for a tournament. We will create a **tournament** table and a **registration** table to model this relationship.

Unidirectional one-to-many relationship means that only one side maintains the relationship details. So given a Tournament entity, we can find the Registrations but we cannot find the Tournament details from a Registration entity.

One-to-Many unidirectional relationship

1. To model the one-to-many relationship, create a new package **onetomany.uni** and define a Tournament class with three fields: id, name and location. The id field is the primary key. We can also save other details like the dates in which the tournament takes place, the type of surface on which it will be played, and the number or rounds etc.

package io.datajek.databaserelationships.onetomany.uni;  
  
@Entity  
public class Tournament {  
    @Id  
    @GeneratedValue(strategy = GenerationType.IDENTITY)  
    private int id;  
    private String name;  
    private String location;  
    //getters and setters  
    //constructor  
    //toString method  
}

1. Next, define the Registration class with just one field, id, for now. The id field is the primary key for the table. We will add more fields later.

The Registration class can store information about the registration date, the type of match (single/ doubles) for which the player registers, and the rank assigned to the player (seed) etc.

package io.datajek.databaserelationships.onetomany.uni;  
  
@Entity  
public class Registration {  
    @Id  
    @GeneratedValue(strategy=GenerationType.IDENTITY)  
    private int id;  
    //getters and setters  
    //constructor  
    //toString method  
}

Since a player registers for a tournament, a registration object should be associated with a player object.

1. Now, we will update the Tournament class to show the registrations. Since a tournament can have multiple registrations, we will add a List of Registrations as a new field.

public class Tournament {  
    //...  
    private List<Registration> registrations = new ArrayList<>();  
    //generate getter and setter methods   
    //update constructor & toString()  
}

## @OneToMany

1. The Tournament class has a one-to-many relationship with the Registration class as one tournament can have multiple registrations. This can be modelled by the @OneToMany annotation. In a one-to-many relationship, the primary key of the one side is placed as a foreign key in the many side.

The @JoinColumn annotation shows that this is the owning side of the relationship. **tournament\_id** will be added as a foreign key column in the **registration** table.

@OneToMany  
@JoinColumn(name="tournament\_id")  
private List<Registration> registrations = new ArrayList<>();

@JoinColumn annotation

In the absence of the @JoinColumn annotation, Hibernate creates a join table for the one-to-many relationship containing the primary keys of both the tables.

If the application is run, it creates the database structure shown below. Here **tournament\_id** is the foreign key column. We can verify this using the H2 web console (at <http://localhost:8080/h2-console> with jdbc:h2:mem:testdb as the connection URL).

Table structure

## Cascade type

1. Next, we will choose the cascade type for this relationship. When a tournament is deleted we will delete the associated registrations as well. This can be achieved by choosing CascadeType.ALL.

@OneToMany(cascade=CascadeType.ALL)  
@JoinColumn(name="tournament\_id")  
private List<Registration> registrations = new ArrayList<>();

1. To set up the association between tournament and registration, we will add a method in the Tournament class that assigns a Registration object to a Tournament object.

public void addRegistration(Registration reg) {  
    registrations.add(reg);  
}

1. Now we will create the repository, service and controller classes for Registration and Tournament in the appropriate packages. The repository interfaces are named TournamentRepository and RegistrationRepository and extend the JpaRepository interface.

The REST controllers TournamentController and RegistrationController have a @RequestMapping of **/tournaments** and **/registrations** respectively. The controller classes call methods the in service layer classes, TournamentService and RegistrationService.

All the above mentioned interfaces and classes are shown in the code widget below.

1. We need a **PUT** mapping in the TournamentController class to assign a registration to a tournament. The addRegistration method with **/{id}/registrations/{registration\_id}** mapping adds a registration with registration\_id to a tournament with id as its key.

@PutMapping("/{id}/registrations/{registration\_id}")  
public Tournament addRegistration(@PathVariable int id, @PathVariable int registration\_id) {  
    Registration registration = registrationService.getRegistration(registration\_id);   
    System.out.println(registration);  
    return service.addRegistration(id, registration);  
}

The corresponding service layer method in TournamentService class is shown:

public Tournament addRegistration(int id, Registration registration) {  
    Tournament tournament = repo.findById(id).get();  
    tournament.addRegistration(registration);  
    return repo.save(tournament);  
}
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package io.datajek.databaserelationships.onetomany.uni;

import javax.persistence.Entity;

import javax.persistence.GeneratedValue;

import javax.persistence.GenerationType;

import javax.persistence.Id;

@Entity

public class Registration {

    @Id

    @GeneratedValue(strategy=GenerationType.IDENTITY)

    private int id;

    public Registration() {

    }

    public int getId() {

        return id;

    }

    public void setId(int id) {

        this.id = id;

    }

    @Override

    public String toString() {

        return "Registration [id=" + id + "]";

    }

}
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Run

Save

Reset

**Your app can be found at:**<https://ed-6434592358924288.educative.run/tournaments>

For the code widget given above, use the URL at which the application is running in place of <http://localhost:8080/>. For example, **/tournaments** means <http://localhost8080/tournaments> for local dev environment. If using POSTMAN with code widget above, use the URL shown under the code widget to access **/tournaments**.

1. To test the application, first add two tournaments using the following **POST** requests to **/tournaments**:

{  
    "name": "Canadian Open",  
    "location": "Toronto"  
 }

{  
    "name": "US Open",  
    "location": "New York City"  
 }

Next, we will add four registrations by sending **POST** request with an empty body to **/registrations**:

{}

Out of the four registrations, we will associate one with the first tournament and three with the second tournament. This can be achieved by sending the following **PUT** requests:

<http://localhost:8080/tournaments/1/registrations/3> <http://localhost:8080/tournaments/2/registrations/1> <http://localhost:8080/tournaments/2/registrations/2> <http://localhost:8080/tournaments/2/registrations/4>

A **GET** request to **/tournaments** shows the tournaments along with their registrations. The same can be verified using the H2 web console.

Creating a Collection from the above mentioned POST and PUT requests can help reduce setup time for subsequent tests.

Tournaments along with registrations

If we delete the tournament with id 2 by sending a **DELETE** request to **/tournaments/2**, the tournament is deleted along with its three registrations. The **registration** table has only one registration left.

After deleting tournament with id 2

## Orphan records

1. An orphan record is a record with a foreign key value that points to a primary key value that no longer exists. Orphan records point to a lack of referential integrity which means that the data in the tables is not in a consistent state.

In our example, the registration record has a foreign key value of tournament\_id. We can remove a registration from a tournament by breaking the association between the two. In such a case, the record in the registration table would become an orphan as it is no longer linked to any entry in the tournament table. The following figure shows an orphan record:

To demonstrate the concept, we will create a method removeRegistration which breaks the association between a Tournament and a Registration object.

public void removeRegistration(Registration reg) {  
    if (registrations != null)  
        registrations.remove(reg);  
}

We will create a new **PUT** mapping of **/tournaments/{id}/remove\_registrations/{registration\_id}** in the TournamentController class. The removeRegistration method removes the registration entity having registraion\_id as its key from the Tournament entity specified using id.

@PutMapping("/{id}/remove\_registrations/{registration\_id}")  
public Tournament removeRegistration(@PathVariable int id, @PathVariable int registration\_id) {  
    Registration registration = registrationService.getRegistration(registration\_id);   
    return service.removeRegistration(id, registration);  
}

Notice, that the controller calls the service class method, removeRegistration, which simply delegates the call to the removeRegistration method of the Tournament class.

Cascade type REMOVE only cascades the delete operation to child records which are linked to the parent. To show how it works, we will create the same scenario as before (with 2 tournaments and 4 registrations by assigning one registration to the first tournament and three registrations to the second tournament).

With the above changes in place, run the application again and create two tournaments and four registrations. Then associate the registrations with the two tournaments as described above.

We will remove one registration from tournament with id 2 by sending a **PUT** request to **/tournaments/2/remove\_registrations/4**. Now the tournament has two registrations left. Note, that we did not delete the registration, but only removed it from the tournament. The registration record is not associated with any tournament and is an orphan record.

The current state of the database is reflected from the response to **GET** requests to **/tournaments** and **/registrations** as shown below:

After removing a registration from tournament 2

Next, delete the tournament by sending a **DELETE** request to **/tournaments/2**. The delete operation is cascaded to the **registration** table and two records associated with the tournament are deleted. If we perform a **GET** on **/registrations**, we can see the orphan record with id 4 is still in the table.

Registration table contains an orphan record

### orphanRemoval attribute

The @OneToMany annotation has an orphanRemoval attribute which can be used to delete records which have been orphaned.

@OneToMany(cascade=CascadeType.ALL, orphanRemoval=true)      
@JoinColumn(name="tournament\_id")  
private List<Registration> registrations = new ArrayList<>();

To test how this attribute differs from CascadeType.REMOVE, we will recreate the same scenario with two tournament and four registration entries and establish one-to-many associations as mentioned above.

Remove registration with id 4 from tournament 2 using a **PUT** request to **/tournaments/2/remove\_registrations/4**. The orphanRemoval attribute triggers a remove operation for the Registration object no longer associated with the Tournament object thereby leaving the database in a consistent state.

Orphan record from registration table removed

Now we can delete tournament with id 2. **GET** request to **/registrations** shows one registration remaining in the table. The registration which was assigned to tournament with id 2 and later removed became an orphan and was removed because we set the orphanRemoval attribute to true.

The difference between orphanRemoval and CascadeType.REMOVE should be clear from the above example. Using cascade type REMOVE only deleted the two registrations associated with the tournament and left the orphaned record in the table.

# One-to-Many Bidirectional Relationship

This lesson shows how to create a one-to-many relationship.

**We'll cover the following**

* [@ManyToOne](https://www.educative.io/courses/guide-spring-5-spring-boot-2/gxggLk6nlBk#@ManyToOne)
* [Cascade type](https://www.educative.io/courses/guide-spring-5-spring-boot-2/gxggLk6nlBk#Cascade-type)
* [@OneToMany](https://www.educative.io/courses/guide-spring-5-spring-boot-2/gxggLk6nlBk#@OneToMany)

In this lesson we will create a bidirectional one-to-many relationship where a Player can have many Registrations.

Let’s add some real life constraints to the model.

* The first one being that every Registration object must be associated with a Player object.
* Secondly, when we delete a Registration object, the associated Player object should not be deleted.

A bidirectional association between Player and Registration means that we can get all the Registration objects if we have a Player object and vice versa, we can get a Player by using the Registration. Compare this to the unidirectional one-to-many relationship, where we could find the Registration objects given a Tournament but we could not find the Tournament from a Registration object.

GET request to /tournaments and /registrations

The inverse of one-to-many relationship is many-to-one, where many registrations map to one player.

1. For the bidirectional relationship example, create a new package named **bi** inside the **onetomany** package. Copy the Registration and Tournament classes from the **onetomany.uni** package and the Player and PlayerProfile classes from the **onetoone** package along with the associated repository, service and controller classes to the [**onetomany.bi**](http://onetomany.bi/) package.
2. We will start with updating the Registration class. To have a bidirectional relationship, we will add a player field in the Registration class. Generate getter and setter methods for the new field and update the constructor and toString methods.

@Entity  
public class Registration {  
    @Id  
    @GeneratedValue(strategy=GenerationType.SEQUENCE)  
    private int id;  
    private Date registrationDate;  
  
    private Player player;  
    //getters and setters  
    //constructor  
    //toString method  
}

## @ManyToOne

1. There is a many-to-one relationship between the Registration and Player classes where many registrations can map to one player. The many side of a many-to-one bidirectional relationship is always the owning side of the relationship.

To model this relationship, we will use the @ManyToOne annotation with @JoinColumn specifying the column that corresponds to the foreign key column in the **registration** table. The **player** table has a column id which will become the foreign key column player\_id in the **registration** table. This is how the Registration knows how to find its Player.

@ManyToOne  
@JoinColumn(name="player\_id", referencedColumnName = "id")  
private Player player;

The @JoinColumn annotation also shows that this is the owning side of the relationship.

## Cascade type

1. Next, we will choose the cascade type for this relationship. If a Registration object is deleted, the associated Player should not be deleted. This means that the delete operation should not be cascaded. Since we have fine grain control over the cascade types, we will list all of them except for REMOVE.

@ManyToOne(cascade={CascadeType.PERSIST, CascadeType.MERGE,   
                    CascadeType.DETACH,  CascadeType.REFRESH}  
@JoinColumn(name="player\_id", referencedColumnName = "id")  
private Player player;

1. Now we will update the Player class to show tournament registrations. Since a player can have multiple registrations, we will add a List of Registrations as a new field to the class.

private List<Registration> registrations = new ArrayList<>();   
//generate getter and setter methods

## @OneToMany

1. The Player class has a one-to-many relationship with the Registration class as one player can register for many tournaments. This can be modelled by the @OneToMany annotation.

Since the many side (Registration) is the owning side of a bidirectional relationship, we will use the mappedBy attribute here (in the Player class) to specify that this is the inverse side of the relationship.

@OneToMany(mappedBy="player", cascade= CascadeType.ALL)  
private List<Registration> registrations = new ArrayList<>();

We are using cascade type ALL here because we want a player’s registrations to be deleted when the player record is deleted.

The player in the mappedBy attribute references the player field in the Registration class. Hibernate looks at the @JoinColumn annotation on the player field to find the foreign key column.

Next, we will add a method to the Player class that sets the bidirectional relationship. In this method, we will add a Registration object to the Player and also update the Registration to reflect that it belongs to this Player.

//set up bidirectional relationship with Registration class  
public void registerPlayer(Registration reg) {  
    //add registration to the list  
    registrations.add(reg);  
    //set the player field in the registration  
    reg.setPlayer(this);  
}

In the PlayerController class, we will add a new **PUT** mapping to associate a Registration with **registration\_id** with a Player having **id** as key as follows:

@PutMapping("/{id}/registrations/{registration\_id}")  
public Player assignRegistration(@PathVariable int id, @PathVariable int registration\_id) {  
   Registration registration = registrationService.getRegistration(registration\_id);   
   return service.assignRegistration(id, registration);  
}

The controller class method invokes the service class method assignRegistration with the player’s id and a Registration object. The method in PlayerService class is shown:

public Player assignRegistration(int id, Registration registration) {  
    Player player = repo.findById(id).get();  
    player.registerPlayer(registration);  
    return repo.save(player);  
}

After setting up the bidirectional relationship between Player and Registration entities, the updated ERD of our database is shown below. The same can be verified from the web console of H2 database (at <http://localhost:8080/h2-console> with jdbc:h2:mem:testdb as the connection URL).
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    }

    public String getName() {

        return name;

    }

    public void setName(String name) {

        this.name = name;

    }

    public PlayerProfile getPlayerProfile() {

        return playerProfile;

    }

    public void setPlayerProfile(PlayerProfile playerProfile) {

        this.playerProfile = playerProfile;

    }

    public List<Registration> getRegistrations() {

        return registrations;

    }

    public void setRegistrations(List<Registration> registrations) {

        this.registrations = registrations;

    }

    //set up bi-directional relationship with Registration class

    public void registerPlayer(Registration reg) {

        //add registration to the list

        registrations.add(reg);

        //set the player field in the registration

        reg.setPlayer(this);

    }
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**Your app can be found at:**<https://ed-6434592358924288.educative.run/players>

For the code widget given above, use the URL at which the application is running in place of <http://localhost:8080/>. For example, **/players** means <http://localhost8080/players> for local dev environment. If using POSTMAN with code widget above, use the URL shown under the code widget to access **/players**.

To test the application, first create a player object by sending a **POST** request to **/players** as follows:

{  
    "name": "Djokovic",  
    "playerProfile": {  
        "twitter" : "@DjokerNole"  
    }  
}

Next, create three registration entities by sending **POST** requests to **/registrations** with an empty request body:

{}

Right now the Player and Registration objects are not connected as can be seen from the image below:

GET requests to /players and /registrations

To set up a bidirectional mapping, send a **PUT** request to **/players/1/registrations/1**. This will connect the Player with id 1 with the Registration having id 1.

To assign Registration object with id 3 to the same player send another **PUT** request to **/players/1/registrations/3**.

We can confirm the bidirectional association by sending **GET** requests to **/players** and **/registrations**.

Get request to /players and /registrations after creating bidirectional association

To confirm if the cascade is working correctly, delete one registration associated with the player by sending a **DELETE** request to **/registrations/3**. The registrations table has two records left. A **GET** request to **/players** confirms that delete operation is not cascaded and the player exists in the database. Only the registration record is removed from the player. The results can also be verified from the H2 database.

Delete from registration table not cascaded to player table

# Many-to-Many Unidirectional Relationship

In this lesson, we will learn about implementing a many-to-many relationship using a join table.

**We'll cover the following**

* [@ManyToMany](https://www.educative.io/courses/guide-spring-5-spring-boot-2/mE5EyqM4qE0#@ManyToMany)
* [@JoinTable](https://www.educative.io/courses/guide-spring-5-spring-boot-2/mE5EyqM4qE0#@JoinTable)
* [joinColumns and inverseJoinColumns](https://www.educative.io/courses/guide-spring-5-spring-boot-2/mE5EyqM4qE0#joinColumns-and-inverseJoinColumns)
* [Cascade type](https://www.educative.io/courses/guide-spring-5-spring-boot-2/mE5EyqM4qE0#Cascade-type)

Every tournament has some playing categories like singles and doubles for men and/or ladies. In addition, all four grand slam tournaments have the mixed doubles category. Other less known categories are wheelchair tennis and beach tennis. This scenario fits well into the many-to-many relationship where many categories are part of a tournament and many tournaments have the same playing categories.

A tournament has many categories and a category is included in many tournaments.

We have already created the Tournament class. In this lesson, we will create the Category class and then join the two with a many-to-many relationship. In databases, this relationship is modelled using a join table which has the primary keys of both tables in the relationship.

Many-to-many relationship is implemented using a join table.

We will also model two real life constraints.

* The first one is that one playing category should appear only once in the **category** table (we don’t want multiple entries for the same category).
* The second constraint is that when a tournament entry is deleted, the associated playing categories should not be deleted and vice versa.

1. For the many-to-many database relationship example, create a package **manytomany** and copy all the files from the **bi** package inside the **onetomany** package. These include the Player, PlayerProfile, Registration and Tournament classes and the associated repository, service and controller classes.
2. We will begin by creating a new class, Category in the **io.datajek.databaserelationships.manytomany** package. This class has two fields, id and name, where id is the primary key. Since we do not want the same category name to appear more than once, we will impose the unique key constraint using the unique attribute of the @Column annotation.

package io.datajek.databaserelationships.manytomany;  
  
@Entity  
public class Category {  
    @Id   
    @GeneratedValue(strategy=GenerationType.IDENTITY)  
    private int id;  
   
    @Column(unique=true)  
    private String name;  
    //constructors  
    //getters and setters  
}

@Column(unique=true) ensures that the same category name is not entered more than once.

1. For a many-to-many relationship, any side can become the parent/ owner. It depends on how the business rules are defined. Let’s say, we cannot have a tournament without a category attached to it but we can have a category that is not associated with any tournament. Given this scenario, a category can exist on its own but a tournament needs to have one or more categories associated with it. So, Category becomes the owning/parent side and Tournament becomes the referenced/ child side.

In a unidirectional many-to-many relationship, we put the relationship on the child side. So, in the Tournament class we have to put a link to the Category class. Since a tournament can have more than one categories, we will create a List of categories as follows:

@Entity  
public class Tournament {  
    //...  
  
    private List<Category> playingCategories = new ArrayList<>();  
  
    //...  
}

Create a getter and setter method for this field.

## @ManyToMany

1. The @ManyToMany annotation is used to create a many to many relationships between two entities.

@ManyToMany  
private List<Category> playingCategories = new ArrayList<>();

## @JoinTable

1. The many-to-many relationship is different from the relationships that we have seen so far. Here, the foreign keys are stored in a separate table called a join table instead of being placed inside the parent table or the child table. The join table connects two tables and contains the foreign keys of both the tables. The tournament and category tables do not contain the keys of each other, rather the primary keys of both these tables go in the join table.

## joinColumns and inverseJoinColumns

1. joinColumns attribute specifies the column(s) in the owner table that becomes a foreign key in the join table. inverseJoinColumns attribute specifies the foreign key column(s) from the inverse side.

@JoinTable annotation

For a unidirectional relationship, the Category class does not need any information about the tournaments. Here, we are setting the category in the tournament. When a tournament is saved, it creates a join table entry with the appropriate keys.

The addCategory method in the Tournament class sets up the many-to-many relationship:

//set up many-to-many relationship  
public void addCategory(Category category) {  
    playingCategories.add(category);  
}

In the TournamentController we will add a **PUT** mapping **/{id}/categories/{category\_id}** to assign a Category with **category\_id** to a Tournament with **id** as key.

@PutMapping("/{id}/categories/{category\_id}")  
public Tournament addCategory(@PathVariable int id, @PathVariable int category\_id) {  
    Category category = categoryService.getCategory(category\_id);   
    return service.addCategory(id, category);  
}

The corresponding method in the TournamentService class are shown below:

public Tournament addCategory(int id, Category category) {  
    Tournament tournament = repo.findById(id).get();  
    tournament.addCategory(category);  
    return repo.save(tournament);  
}

## Cascade type

1. We will not use cascade type REMOVE as we do not want to delete tournaments when we delete a category. We will also not use cascade type PERSIST, because that will cause an error if we try to add a tournament with nested category values.

@ManyToMany(Cascade = CascadeType.MERGE, CascadeType.DETACH, CascadeType.REFRESH)

The ERD of the project is shown below. The same table structure can be verified from the web console of H2 database (at <http://localhost:8080/h2-console> with jdbc:h2:mem:testdb as the connection URL). Note that the code widget below does not show the implementation of all classes.

###### /

Tournament.java

Category.java

TournamentRepository.java

CategoryRepository.java

TournamentService.java

CategoryService.java

TournamentController.java

CategoryController.java

DatabaseRelationshipsApplication.java
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import javax.persistence.FetchType;

import javax.persistence.GeneratedValue;

import javax.persistence.GenerationType;

import javax.persistence.Id;

import javax.persistence.JoinColumn;

import javax.persistence.JoinTable;

import javax.persistence.ManyToMany;

import javax.persistence.OneToMany;

import com.fasterxml.jackson.annotation.JsonIgnoreProperties;

@Entity

public class Tournament {

    @Id

    @GeneratedValue(strategy = GenerationType.IDENTITY)

    private int id;

    private String name;

    private String location;

    @OneToMany(cascade=CascadeType.ALL, orphanRemoval=true)

    @JoinColumn(name="tournament\_id")

    private List<Registration> registrations = new ArrayList<>();

    @ManyToMany(cascade= {CascadeType.DETACH, CascadeType.MERGE, CascadeType.REFRESH})

    @JoinTable(

            name = "tournament\_categories",

            joinColumns= @JoinColumn(name ="tournament\_id"),  //FK of the owning side

            inverseJoinColumns=@JoinColumn(name="category\_id")  //FK of inverse side

            )

    @JsonIgnoreProperties("tournaments")
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**Your app can be found at:**<https://ed-6434592358924288.educative.run/tournaments>

For the code widget given above, use the URL at which the application is running in place of <http://localhost:8080/>. For example, **/tournaments** means <http://localhost8080/tournaments> for local dev environment. If using POSTMAN with code widget above, use the URL shown under the code widget to access **/tournaments**.

To test the many-to-many relationship, we will add two tournaments by sending **POST** requests to **/tournaments** as follows:

{  
    "name": "Canadian Open",  
    "location": "Toronto"  
}

{  
    "name": "US Open",  
    "location": "New York City"  
}

Next, we will add five categories by sending **POST** requests to **/categories** as follows:

{  
    "name" : "Men's Singles"  
}

{  
    "name" : "Men's Doubles"  
}

{  
    "name" : "Ladies Singles"  
}

{  
    "name" : "Ladies Doubles"  
}

{  
    "name" : "Mixed Doubles"  
}

**GET** request to **/tournaments** and **/categories** has the following response:

Right now, the Tournament and Category objects are not connected. We will assign categories with id 1 and 2 to Toronto Open having id 1 by sending the following **PUT** requests:

**/tournaments/1/categories/1**

**/tournaments/1/categories/2**

Assign all 5 categories to the US Open having id 2 with the following **PUT** requests:

**/tournaments/2/categories/1**

**/tournaments/2/categories/2**

**/tournaments/2/categories/3**

**/tournaments/2/categories/4**

**/tournaments/2/categories/5**

Grouping these requests in a Collection can help reduce the run time.

We can also add a tournament with nested category objects as follows:

{  
    "name":"Western and Southern Open",  
    "location":"Cincinatti",  
    "registrations": null,  
    "playingCategories":[{  
        "id":3  
    },  
    {  
        "id":4  
    }]  
}

A **GET** request to **/tournaments** shows the three tournaments along with their categories.

We can test cascade by deleting a tournament and seeing if the categories also get deleted. Send a **DELETE** request to **/tournaments/1** to delete tournament with id 1. **GET** request to **/tournaments** and **/categories** show that the tournament gets deleted but the categories are not deleted.

The results can also be verified from the H2 database web console.

# Many-to-Many Bidirectional Relationship

Learn how to change the unidirectional many-to-many relationship to a bidirectional relationship.

**We'll cover the following**

* [mappedBy property](https://www.educative.io/courses/guide-spring-5-spring-boot-2/7DQWooWDv2B#mappedBy-property)
* [@JsonIgnoreProperties](https://www.educative.io/courses/guide-spring-5-spring-boot-2/7DQWooWDv2B#@JsonIgnoreProperties)

In a bidirectional relationship, each side has a reference to the other. In our example, the Category class did not have any reference to the Tournament class. Now we will add a reference to the Tournament class so that the relationship can be navigated from both sides. This will have no effect on the underlying database structure. The join table **tournament\_catogories** already has the foreign keys of both the tournament and category tables and it is possible to write SQL queries to get tournaments associated with a category.

For a many-to-many relationship, we can choose any side to be the owner. The relationship is configured in the owner side using the @JoinTable annotation. On the target side we use the mappedBy attribute to specify the name of the field that maps the relationship in the owning side. From the database design point of view, there is no owner of a many-to-many relationship. It would not make any difference to the table structure if we swap the @JoinTable and mappedBy.

1. We will begin by creating a List of tournaments in the Category class along with the getter and setter methods.

package io.datajek.databaserelationships.manytomany;  
  
@Entity  
public class Category {  
    @Id  
    @GeneratedValue(strategy=GenerationType.IDENTITY)  
    private int id;  
   
    @Column(unique = true)  
    private String name;  
  
    private List<Tournament> tournaments = new ArrayList<>();  
    //...  
}

## mappedBy property

1. On the tournaments field created above, use the @ManyToMany annotation with the mappedBy property. This shows the value that is used to map the relationship in the Tournament class.

@ManyToMany(mappedBy= "playingCategories")  
private List<Tournament> tournaments = new ArrayList<>();

1. We will also use the cascade property to cascade all operations except REMOVE because we do not want to delete all associated tournaments, if a category gets deleted.

@ManyToMany(mappedBy= "playingCategories",  
        cascade= {CascadeType.DETACH, CascadeType.MERGE, CascadeType.PERSIST, CascadeType.REFRESH},  
        fetch=FetchType.LAZY)  
    private List<Tournament> tournaments = new ArrayList<>();

1. It is the responsibility of the application to manage a bidirectional relationship. When we add a category to a tournament, we must also add the tournament to that category to preserve the relationship in both directions. Failure to do so may result in unexpected JPA behavior.

We will update the addCategory method in the Tournament class to set up the bidirectional relationship by adding the tournament to the category.

public void addCategory(Category category) {  
   playingCategories.add(category);  
   //set up bidirectional relationship  
   category.getTournaments().add(this);  
}

Similarly, we will update the removeCategory method in the Tournament class to remove the association from both sides.

public void removeCategory(Category category) {  
   if (playingCategories != null)  
          playingCategories.remove(category);  
   //update bidirectional relationship  
   category.getTournaments().remove(this);  
}

## @JsonIgnoreProperties

1. JSON gets into infinite recursion when trying to de-serialize bidirectional relationships. We have seen two ways to solve this issue in the One-to-One Bidirectional Relationship lesson. Here, we will see yet another approach to avoid infinite recursion. We can use the property that we want to ignore with the @JsonIgnoreProperties. This annotation can be used at field level in both the Tournament and Category class.

@JsonIgnoreProperties("tournaments")  
private List<Category> playingCategories = new ArrayList<>();

@JsonIgnoreProperties("playingCategories")  
private List<Tournament> tournaments = new ArrayList<>();

In a many-to-many relationship, there is no owner when it comes to the table structure. This is different from a one-to-many relationship where the many side is always the owning side containing the key of the one side.

###### /

Tournament.java

Category.java

TournamentRepository.java

CategoryRepository.java

TournamentService.java

CategoryService.java

TournamentController.java

CategoryController.java

DatabaseRelationshipsApplication.java
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package io.datajek.databaserelationships.manytomany;

import java.util.ArrayList;

import java.util.List;

import javax.persistence.CascadeType;

import javax.persistence.Entity;

import javax.persistence.FetchType;

import javax.persistence.GeneratedValue;

import javax.persistence.GenerationType;

import javax.persistence.Id;

import javax.persistence.JoinColumn;

import javax.persistence.JoinTable;

import javax.persistence.ManyToMany;

import javax.persistence.OneToMany;

import com.fasterxml.jackson.annotation.JsonIgnoreProperties;

@Entity

public class Tournament {

    @Id

    @GeneratedValue(strategy = GenerationType.IDENTITY)

    private int id;

    private String name;

    private String location;

    @OneToMany(cascade=CascadeType.ALL, orphanRemoval=true)

    @JoinColumn(name="tournament\_id")

    private List<Registration> registrations = new ArrayList<>();
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**Your app can be found at:**<https://ed-6434592358924288.educative.run/tournaments>

To test this application, we will add two tournaments and five categories.

To create tournament entries, send **POST** request to **/tournaments** as follows:

{  
    "name": "Canadian Open",  
    "location": "Toronto"  
}

{  
    "name": "US Open",  
    "location": "New York City"  
}

Then, add five categories by sending **POST** requests to **/categories** as follows:

{  
    "name" : "Men's Singles"  
}

{  
    "name" : "Men's Doubles"  
}

{  
    "name" : "Ladies Singles"  
}

{  
    "name" : "Ladies Doubles"  
}

{  
    "name" : "Mixed Doubles"  
}

A **GET** request to **/categories** now shows the tournaments associated with each catogory. This is different from the many-to-many unidirectional relationship, the Category had no information about Tournament.

GET request to /categories in a bidirectional relationship

We can also test the cascade options by deleting a tournament or category and verify the results using the web console of H2 database (at <http://localhost:8080/h2-console> with jdbc:h2:mem:testdb as the connection URL).

# Spring Aspect Orientated Programming (AOP)

**Aspect Oriented Programming**

Learn what Aspect Oriented Programming is and its importance. Also set up an example.

**We'll cover the following**

* [What is AOP?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/xlv8Nv2opQB#What-is-AOP?)
* [spring-aop](https://www.educative.io/courses/guide-spring-5-spring-boot-2/xlv8Nv2opQB#spring-aop)

**What is AOP?**

Aspect Oriented Programming (AOP) is the best approach for implementing cross-cutting concerns. Applications are divided into layers like web, business, data, etc. Each layer works independently. There are some concerns that are common across layers. These include security, logging, transaction management, auditing, error handling, performance tracking, etc. These concerns are present in all the layers and are thus called *cross-cutting concerns*…
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AOP provides an easy way to add concerns like printing logs or tracking performance of methods across layers. For example, we may want to print logs of methods that provide a certain feature. These methods may belong to the web, business, or data layer. Using the OOP approach, we can call the logger from these methods. The problem with such an approach is that in future, if the logs are not needed anymore, or if they are needed for another group of methods, we will have to make changes to the source code. By following the AOP approach, such changes are easy to maintain. Instead of changing the source code, concerns are implemented separately. Thus, any cross-cutting concern can be added and removed without recompiling the complete code by only changing the config files. The logging functionality can be defined separately and applied to any method belonging to any layer easily.

Difference between OOP and AOP

![](data:image/png;base64,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)

**spring-aop**

spring-aop is a popular implementation of AOP provided by Spring. It is not as powerful as AspectJ. spring-aop can be used to intercept any calls to the beans managed by Spring. Once method calls are intercepted, cross-cutting concerns can be applied before, after, or around the method logic.

Let’s now understand AOP with an example. We will make a modified version of the movie recommender system example. There are two classes in the business layer implementing two techniques for finding movies to recommend. The data layer contains two classes namely User and Movie.

1. Create a Spring Boot application using the [Spring Initializr](http://start.spring.io/). The **GroupId** is io.datajek.springaop, while the **ArtifactId** is movie-recommender-aop. Right now, we do not need to add any dependency to the project. Once the project has been created and imported in the IDE, we will add the spring-aop dependency to **pom.xml** as follows:

<dependency>  
   <groupId>org.springframework.boot</groupId>  
   <artifactId>spring-boot-starter-aop</artifactId>  
</dependency>

Maven will download the spring-aop and aspectj-core jars when the file is saved. These jars will bring in the AOP functionality to our application.

1. Next, we will create two business classes, FilteringTechnique1 and FilteringTechnique2, and mark them with the @Service annotation. We will create a separate package to keep our business logic in one place. FilteringTechnique1 recommends movies based on their similarity, while FilteringTechnique2 takes the user’s watch history into account.

We will create two classes, Movie and User, in the data layer. These classes will be placed in a separate package, and will contain the @Repository annotation to denote that they belong to the data access layer.

@Repository  
public class Movie {  
    public String getMovieDetails() {  
        //interacts with the Movie repository  
        return "movie details";       
    }  
}

@Repository  
public class User {  
    public String getUserDetails() {  
        //interacts with the User repository  
        return "user details";        
    }  
}

The Movie and User classes have a method which returns some dummy information back. Classes FilteringTechnique1 and FilteringTechnique2 interact with classes in the data layer as follows:

@Service  
public class FilteringTechnique1 {  
    @Autowired  
    private Movie movie;  
   
    public String contentBasedFiltering() {  
        String movieDetails = movie.getMovieDetails();  
        return movieDetails;  
    }  
}

@Service  
public class FilteringTechnique2 {  
    @Autowired  
    private User user;  
   
    public String collaborativeFiltering() {  
        String userDetails =  user.getUserDetails();  
        return userDetails;  
    }  
}

1. We will have the MovieRecommenderAopApplication class implement the CommandLineRunner interface which will enable us to write dynamic code. CommandLineRunner is used when we want to execute some code right after the context is loaded and as soon as the startup completes.

We will autowire the business class objects and use them to call the methods and display the output in the log as follows:

@SpringBootApplication  
public class MovieRecommenderAopApplication implements CommandLineRunner{  
    private Logger logger = LoggerFactory.getLogger(this.getClass());  
   
    @Autowired  
    private FilteringTechnique1 filter1;  
   
    @Autowired  
    private FilteringTechnique2 filter2;  
      
    public static void main(String[] args) {      
         SpringApplication.run(MovieRecommenderAopApplication.class, args);  
    }  
  
    @Override  
    public void run(String... args) throws Exception {  
        logger.info("{}",filter1.contentBasedFiltering());  
        logger.info("{}",filter2.collaborativeFiltering());  
    }  
}

If the code given below is run, the output shows the data being returned from the data layer.
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package io.datajek.springaop.movierecommenderaop;

import org.slf4j.Logger;

import org.slf4j.LoggerFactory;

import org.springframework.beans.factory.annotation.Autowired;

import org.springframework.boot.CommandLineRunner;

import org.springframework.boot.SpringApplication;

import org.springframework.boot.autoconfigure.SpringBootApplication;

import io.datajek.springaop.movierecommenderaop.business.FilteringTechnique1;

import io.datajek.springaop.movierecommenderaop.business.FilteringTechnique2;

@SpringBootApplication

 public class MovieRecommenderAopApplication implements CommandLineRunner{

    private Logger logger = LoggerFactory.getLogger(this.getClass());

    @Autowired

    private FilteringTechnique1 filter1;

    @Autowired

    private FilteringTechnique2 filter2;

    public static void main(String[] args) {

        SpringApplication.run(MovieRecommenderAopApplication.class, args);

    }

    @Override

    public void run(String... args) throws Exception {

        logger.info("{}",filter1.contentBasedFiltering());

        logger.info("{}",filter2.collaborativeFiltering());
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Now that the setup is complete, we will start intercepting method calls.

**Terminology**

Before getting our hands dirty with code, let’s take a look at the core concepts of AOP.

**We'll cover the following**

* [Aspect](https://www.educative.io/courses/guide-spring-5-spring-boot-2/3jjq3L6VW0n#Aspect)
* [Pointcut](https://www.educative.io/courses/guide-spring-5-spring-boot-2/3jjq3L6VW0n#Pointcut)
* [Advice](https://www.educative.io/courses/guide-spring-5-spring-boot-2/3jjq3L6VW0n#Advice)
* [Joinpoint](https://www.educative.io/courses/guide-spring-5-spring-boot-2/3jjq3L6VW0n#Joinpoint)
* [Weaving](https://www.educative.io/courses/guide-spring-5-spring-boot-2/3jjq3L6VW0n#Weaving)
* [Weaver](https://www.educative.io/courses/guide-spring-5-spring-boot-2/3jjq3L6VW0n#Weaver)

**Aspect**

An aspect is a Java class that implements cross-cutting concerns. The @Aspect annotation is used to define a class as an aspect. An aspect is a combination of the kinds of methods to intercept and what to do after intercepting them.

Aspects can define functionality for any concern like logging, performance management, or transaction management that cuts across multiple application layers.

**Pointcut**

Pointcuts are expressions that determine which method calls will be intercepted. These expressions determine whether an advice needs to be executed or not. Pointcuts are defined following a particular syntax.

Pointcuts should be carefully defined, as they determine how many calls will be intercepted.

**Advice**

The tasks performed after intercepting a method call are called advices. It is the logic of the methods in a class marked with @Aspect. Advices are basically the methods that get executed when a method calls meets a pointcut. These methods can get executed before, around the time of, or after the execution of the intercepted method call. There are different advice types as shown below.
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**Joinpoint**

All method calls that are intercepted are joinpoints. It is a point in the program execution where an aspect can be plugged in. It contains the name of the intercepted method call. The following figure shows the big picture of how AOP works:

Pointcut maps to a joinpoint where an aspect can be executed during program execution
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**Weaving**

The process of implementing AOP around method calls is called weaving. Weaving links an aspect with objects in the application to create an advised object. The aspect is called at the right moment. For example, if we are tracking the execution time of some methods in our application, the weaving process will be like this:

Implementing aspects around business logic
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**Weaver**

The framework that ensures that an aspect is invoked at the right time is called a weaver.

**Defining an Aspect**

Learn how to define an aspect and intercept message calls.

**We'll cover the following**

* [Aspect](https://www.educative.io/courses/guide-spring-5-spring-boot-2/R1jp08VWORz#Aspect)
* [Advice](https://www.educative.io/courses/guide-spring-5-spring-boot-2/R1jp08VWORz#Advice)
* [Pointcut expression](https://www.educative.io/courses/guide-spring-5-spring-boot-2/R1jp08VWORz#Pointcut-expression)
* [Joinpoint](https://www.educative.io/courses/guide-spring-5-spring-boot-2/R1jp08VWORz#Joinpoint)

In this lesson, we will define an aspect to intercept all the calls to the business layer and log their output. We will create a number of aspects and place all of them in a separate package.

When we intercept method calls, we have the option to perform tasks before the method is executed as well as afterwards. To define an aspect for a cross-cutting concern, we will perform the following steps:

* Define aspect class.
* Write methods containing the advice to be executed when method calls are intercepted.
* Write pointcut expressions for intercepting method calls.

**Aspect**

1. Suppose we want to intercept method calls to check if the user has access before the method gets executed. Access check is a cross-cutting concern and instead of implementing it in every method, we can write it as an aspect.

We will create a class called AccessCheckAspect and place it in the aspect package. To establish that this is a configuration class, we will use the @Configuration annotation. We will also add the @Aspect annotation to establish that this class is related to AOP.

@Aspect  
@Configuration  
public class AccessCheckAspect {  
  
}

**Advice**

1. The next step is to define a method that contains the logic of the steps that need to be carried out when a method call gets intercepted. We will create a method called userAccess and print a message as follows:

@Aspect  
@Configuration  
public class AccessCheckAspect {  
    private Logger logger = LoggerFactory.getLogger(this.getClass());  
  
    public void userAccess(JoinPoint joinPoint) {  
        logger.info("Intercepted method call");  
    }  
}

**Pointcut expression**

1. User access needs to be checked before a method gets executed. We need the @Before annotation on our method. It ensures that the advice is run before the method is executed.

@Before needs an argument which specifies the method calls that will be intercepted. This is called the pointcut. Pointcuts are defined in the following format:

execution(\* PACKAGE.\*.\*(..))

The pointcut expression starts with a key word called a designator, which tells Spring AOP what to match. execution is the primary designator which matches method execution joinpoints.

* + The first \* in the expression corresponds to the return type. \* means any return type.
  + Then comes the package name followed by class and method names.
  + The first \* after package means any class and the second \* means any method. Instead of \*, we could specify the class name and method name to make the pointcut expression specific.
  + Lastly, parentheses correspond to arguments. (…) means any kind of argument.

Suppose we want to intercept calls to methods belonging to the business package. The pointcut expression, in this case, will be:

@Before("execution(\* io.datajek.springaop.movierecommenderaop.business.\*.\*(..))")

If we use this pointcut expression and run the application, the message in the method will be printed twice, indicating that two method calls have been intercepted.

The userAccess method is invoked before the actual method. This method contains the logic for checking user access, which is not shown.

**Joinpoint**

1. To find out which method calls have been intercepted, we will use a join point as an argument to the method. The joinpoint contains the name of the method that is intercepted. We can use the joinpoint to print the name of the method as follows:

@Before("execution(\* io.datajek.springaop.movierecommenderaop.business.\*.\*(..))")  
public void userAccess(JoinPoint joinPoint) {  
    logger.info("Intercepted call before execution: {}", joinPoint);  
}

MovieRecommenderAopApplication.java

AccessCheckAspect.java

FilteringTechnique1.java

FilteringTechnique2.java

Movie.java

User.java
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package io.datajek.springaop.movierecommenderaop.aspect;

import org.aspectj.lang.JoinPoint;

import org.aspectj.lang.annotation.Aspect;

import org.aspectj.lang.annotation.Before;

import org.slf4j.Logger;

import org.slf4j.LoggerFactory;

import org.springframework.context.annotation.Configuration;

@Aspect

@Configuration

public class AccessCheckAspect {

    private Logger logger = LoggerFactory.getLogger(this.getClass());

    @Before("execution(\* io.datajek.springaop.movierecommenderaop.business.\*.\*(..))")

    public void before(JoinPoint joinPoint) {

        //  logger.info("Intercepted method call");

        logger.info("Intercepted call before execution of: {}", joinPoint);

        //access check logic

    }

}
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It can be seen that the intercepted method calls are FilteringTechnique1.contentBasedFiltering() and FilteringTechnique2.collaborativeFiltering().

The pointcut that we defined is applicable on all methods in the business layer.

**Pointcut Expressions**

Play around with pointcut expressions to gain a deeper understanding of how method calls get intercepted.

**We'll cover the following**

* [Intercepting all method calls in a package](https://www.educative.io/courses/guide-spring-5-spring-boot-2/B8Rm0MkRl9x#Intercepting-all-method-calls-in-a-package)
* [Intercepting all method calls](https://www.educative.io/courses/guide-spring-5-spring-boot-2/B8Rm0MkRl9x#Intercepting-all-method-calls)
* [Intercepting calls using return type](https://www.educative.io/courses/guide-spring-5-spring-boot-2/B8Rm0MkRl9x#Intercepting-calls-using-return-type)
* [Intercepting calls to a specific method](https://www.educative.io/courses/guide-spring-5-spring-boot-2/B8Rm0MkRl9x#Intercepting-calls-to-a-specific-method)
* [Intercepting calls with specific method arguments](https://www.educative.io/courses/guide-spring-5-spring-boot-2/B8Rm0MkRl9x#Intercepting-calls-with-specific-method-arguments)
* [Combining pointcut expressions](https://www.educative.io/courses/guide-spring-5-spring-boot-2/B8Rm0MkRl9x#Combining-pointcut-expressions)

The way pointcuts are defined is important because it decides the method calls that will be intercepted. If we have two packages, we can define which method calls will be intercepted.

If we remove the last part of the package name, all calls will be intercepted.

**Intercepting all method calls in a package**

1. We have the following pointcut expression:

@Before("execution(\* io.datajek.springaop.movierecommenderaop.business.\*.\*(..))")  
public void before(JoinPoint joinPoint) {  
    //intercept a call  
    logger.info("Intercepted call before execution of: {}", joinPoint);  
    //access check logic          
}

This pointcut intercepted calls belonging to the business package. Since we used \* in place of the class and method names, all calls to methods in the business package were intercepted. If we change the package from business to data, only calls to methods in the data package will be intercepted.

**Intercepting all method calls**

1. If we remove the name of the package (business), the pointcut expression becomes:

@Before("execution(\* io.datajek.springaop.movierecommenderaop..\*.\*(..))")

This will intercept all calls in the movierecommenderaop package. The MovieRecommenderAopApplication.run method will also get intercepted because it is in the movierecommenderaop package. All method calls in the business and data layer also get intercepted.

**Intercepting calls using return type**

1. Say, we want to intercept calls to all methods that return a String value. This can be done by specifying String as the return type in the pointcut expression as follows:

@Before("execution(String io.datajek.springaop.movierecommenderaop..\*.\*(..))")

Here we are looking at calls in all subpackages of the movierecommenderaop package and matching the return type of the method calls to String. If this expression is used, four method calls will be intercepted, two belonging to the business package and two from the data package.

**Intercepting calls to a specific method**

1. If we want to intercept calls to all methods that have the word *Filtering* in it, we will use the following pointcut expression:

@Before("execution(String io.datajek.springaop.movierecommenderaop..\*.\*Filtering(..))")

The wildcard \* used in place of the method name will match all methods that have the word *Filtering* in it. Calls to contentBasedFiltering() and collaborativeFiltering() will be intercepted. If we change the word *Filtering* to *Filter*, no method calls will match our criterion.

**Intercepting calls with specific method arguments**

1. Consider the following pointcut expression:

@Before("execution(\* io.datajek.springaop.movierecommenderaop..\*.\*(String))")

This pointcut will match method calls having one parameter of String type. We can modify this expression to match all method calls with String as the first argument as follows:

@Before("execution(\*io.datajek.springaop.movierecommenderaop..\*.\*(String,..))")

**Combining pointcut expressions**

1. The && , || and ! symbols can be used to combine different pointcut expressions.

@Before("execution(\* io.datajek.springaop.movierecommenderaop..\*.\*Filtering(..)) || execution(String io.datajek.springaop.movierecommenderaop..\*.\*(..))")

This pointcut expression will match method calls that have the word *Filtering* in them as well as those that return a String. In all, four methods will be intercepted matching either of the two conditions.

All the pointcut expressions discussed above are provided in the code widget below. You can use them, or create your own pointcuts and play around with them to see which method calls get intercepted.
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package io.datajek.springaop.movierecommenderaop.aspect;

import org.aspectj.lang.JoinPoint;

import org.aspectj.lang.annotation.Aspect;

import org.aspectj.lang.annotation.Before;

import org.slf4j.Logger;

import org.slf4j.LoggerFactory;

import org.springframework.context.annotation.Configuration;

@Aspect

@Configuration

public class AccessCheckAspect {

    private Logger logger = LoggerFactory.getLogger(this.getClass());

    @Before("execution(\* io.datajek.springaop.movierecommenderaop..\*.\*Filtering(..)) || execution(String io.datajek.springaop.movierecommenderaop..\*.\*(..))")

    //@Before("execution(String io.datajek.springaop.movierecommenderaop..\*.\*(String))")

    //@Before("execution(\* io.datajek.springaop.movierecommenderaop..\*.\*Filtering(..))")

    //@Before("execution(String io.datajek.springaop.movierecommenderaop..\*.\*(..))")

    //@Before("execution(\* io.datajek.springaop.movierecommenderaop.business.\*.\*(..))")

    public void before(JoinPoint joinPoint) {

        //  logger.info("Intercepted method call");

        logger.info("Intercepted call before execution of: {}", joinPoint);

        //access check logic

    }

}
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**After Aspect**

Learn how to perform a task after an intercepted method call has been executed and what to do in case it throws an exception.

**We'll cover the following**

* [@AfterReturning](https://www.educative.io/courses/guide-spring-5-spring-boot-2/JQkvD3O8YNJ#@AfterReturning)
* [@AfterThrowing](https://www.educative.io/courses/guide-spring-5-spring-boot-2/JQkvD3O8YNJ#@AfterThrowing)
* [@After](https://www.educative.io/courses/guide-spring-5-spring-boot-2/JQkvD3O8YNJ#@After)

Logging is a cross-cutting concern for which aspects can be created. In this lesson, we will create another aspect that will log the values returned *after* the methods have been executed.

1. We will create an aspect called **LoggingAspect** by creating a Java class and mark it with @Aspect and @Configuration annotations.

@Aspect  
@Configuration  
public class LoggingAspect {  
  
}

**@AfterReturning**

1. The LoggingAspect class will have a method LogAfterExecution, which will print a message if the method is successfully executed.

To tell spring-aop that this method needs to be called after the intercepted method call is executed, we will use the @AfterReturning annotation.

@AfterReturning("execution(\* io.datajek.springaop.movierecommenderaop.data.\*.\*(..))")  
public void LogAfterExecution(JoinPoint joinPoint) {  
    logger.info("Method {} complete", joinPoint);  
}

We can get the return values of the method here by using the returning tag. Now that pointcut is not the only argument in the @AfterReturning annotation, we will use tags to differentiate arguments as follows:

@AfterReturning(  
            value = "execution(\* io.datajek.springaop.movierecommenderaop.business.\*.\*(..))",  
            returning = "result")  
public void LogAfterExecution(JoinPoint joinPoint, Object result) {  
    logger.info("Method {} returned with: {}", joinPoint, result);  
}

value contains the pointcut expression and returning contains the value that is returned by the executing method, which is stored in result and passed to the LogAfterExecution method. Note that result is of type Object because different methods will have different return types.

We can use result to log the return value of all intercepted methods. If the application is run, two methods from the business layer are intercepted and the return values are also displayed.

**@AfterThrowing**

1. To intercept an exception, another annotation, @AfterThrowing, is used. We can get the result of the exception using the throwing tag.

We will use this pointcut on a method called LogAfterException as follows:

@AfterThrowing(  
 value = "execution(\* io.datajek.springaop.movierecommenderaop.business.\*.\*(..))",  
 throwing = "exception")  
public void LogAfterException(JoinPoint joinPoint, Object exception) {  
    logger.info("Method {} returned with: {}", joinPoint, exception);  
}

This advice will be executed in case there is an exception in any method call from the business layer.

**@After**

1. The @After annotation is a generic annotation that is used in both scenarios, whether the method execution is successful or results in an exception. The method LogAfterMethod demonstrates the use of this annotation.

@After("execution(\* io.datajek.springaop.movierecommenderaop.business.\*.\*(..))")  
public void LogAfterMethod(JoinPoint joinPoint) {  
    logger.info("After method call {}", joinPoint);  
}

Since @After is a generic annotation, if the application is run, this method also gets executed alongside the LogAfterExecution method marked with the @AfterReturning annotation.

The code widget below contains the aspect created in this lesson as well as the one created in the previous lessons. If you wish to run both aspects, make sure to uncomment the @Aspect annotation from AccessCheckAspect.
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package io.datajek.springaop.movierecommenderaop.aspect;

import org.aspectj.lang.JoinPoint;

import org.aspectj.lang.annotation.After;

import org.aspectj.lang.annotation.AfterReturning;

import org.aspectj.lang.annotation.AfterThrowing;

import org.aspectj.lang.annotation.Aspect;

import org.slf4j.Logger;

import org.slf4j.LoggerFactory;

import org.springframework.context.annotation.Configuration;

@Aspect

@Configuration

public class LoggingAspect {

    private Logger logger = LoggerFactory.getLogger(this.getClass());

    @AfterReturning(value = "execution(\* io.datajek.springaop.movierecommenderaop.business.\*.\*(..))",

                    returning = "result")

    //@AfterReturning("execution(\* io.datajek.springaop.movierecommenderaop.data.\*.\*(..))")

    public void logAfterExecution(JoinPoint joinPoint, Object result) {

        //logger.info("Method {} complete", joinPoint);

        logger.info("{} returned with: {}", joinPoint, result);

    }

    @AfterThrowing(value = "execution(\* io.datajek.springaop.movierecommenderaop.business.\*.\*(..))",

            throwing = "exception")

        public void logAfterException(JoinPoint joinPoint, Object exception) {

            logger.info("Exception in {} returned with: {}", joinPoint, exception);

    }

![](data:image/x-wmf;base64,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)

![](data:image/x-wmf;base64,183GmgAAAAAAAEIAGABgAAAAAAArVwEACQAAA7kAAAAEAAsAAAAAAAQAAAADAQgABQAAAAsCAAAAAAUAAAAMAhgAQgADAAAAHgAHAAAA/AIAAP///wAAAAQAAAAtAQAACQAAAB0GIQDwABgAAQAAAEEACQAAAB0GIQDwAAEAQQAXAAAABwAAAPwCAACgoKAAAAAEAAAALQEBAAkAAAAdBiEA8AAXAAEAAAAAAAkAAAAdBiEA8AABAEAAAAABAAcAAAD8AgAA4+PjAAAABAAAAC0BAgAJAAAAHQYhAPAAFgABAAEAQAAJAAAAHQYhAPAAAQA/ABYAAQAHAAAA/AIAAGlpaQAAAAQAAAAtAQMACQAAAB0GIQDwABUAAQABAAEACQAAAB0GIQDwAAEAPgABAAIABQAAAAsCAAAAAAUAAAAMAhgAQgAFAAAAAQL///8ABQAAAC4BAAAAAAUAAAACAQEAAAALAAAAMgoAAAAAAAACAAIAAgBAABYABAAAACcB//8DAAAAAAA=)

Run

Save

Reset

Methods annotated with both @AfterReturning and @After get executed.

**Around Aspect**

Investigate how to wrap an aspect around an intercepted method call with the @Around annotation.

There are aspects that are executed before and after the intercepted method calls. This lesson looks at another type of aspect, the around aspect, which is executed around the intercepted method call. This kind of aspect is useful if we want to perform a task before the intercepted method starts execution and after the method has returned.

A good example of an around aspect is measuring the time taken by the method call to execute. We can note the time when the method call is intercepted, then allow the intercepted method to execute, and note the time after the method returns. Instead of having two separate annotations, @Before and @After, we can accomplish this task using the more advanced @Around annotation.

1. We will create a class called **ExecutionTimeAspect**. To mark it as an aspect and a configuration, we will use the @Aspect and @Configuration annotations as follows:

@Aspect  
@Configuration  
public class ExecutionTimeAspect {  
  
}

1. In the ExecutionTimeAspect class, we will create a method called calculateExecutionTime. The parameter type of this method will be ProceedingJoinPoint instead of JoinPoint, which we have used with methods marked with @Before and @After annotations. ProceedingJoinPoint allows the continuation of the execution. This method will return an Object that contains the values returned after the execution of the intercepted method call. The proceed method of ProceedingJoinPoint should either be surrounded by a **Try Catch** block or should include a throws declaration with the method definition.

The logic of this method is shown below:

public Object calculateExecutionTime(ProceedingJoinPoint joinPoint) throws Throwable {  
    //note start time  
    long startTime = System.currentTimeMillis();  
      
    //allow method call to execute  
    Object returnValue = joinPoint.proceed();  
      
    //time taken = end time - start time  
    long timeTaken = System.currentTimeMillis() - startTime;  
      
    logger.info("Time taken by {} to complete execution is: {}", joinPoint, timeTaken);  
    return returnValue;  
}

The variable startTime notes the time when the call is intercepted. The proceed method allows the intercepted method call to execute. The variable returnValue contains the values returned by the method. After the method call has returned, we calculate the execution time in a variable timeTaken.

1. Now, we will use the @Around annotation to define a pointcut for method calls for which we want the execution time to be tracked. If we want the time of all methods to be tracked, the following pointcut expression will be used:

@Around("execution(\* io.datajek.springaop.movierecommenderaop..\*.\*(..))")

When the application given in the code widget below is executed, it will print the execution time of every method.
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package io.datajek.springaop.movierecommenderaop.aspect;

import org.aspectj.lang.ProceedingJoinPoint;

import org.aspectj.lang.annotation.Around;

import org.aspectj.lang.annotation.Aspect;

import org.slf4j.Logger;

import org.slf4j.LoggerFactory;

import org.springframework.context.annotation.Configuration;

@Aspect

@Configuration

public class ExecutionTimeAspect {

    private Logger logger = LoggerFactory.getLogger(this.getClass());

    @Around("execution(\* io.datajek.springaop.movierecommenderaop..\*.\*(..))")

    public Object calculateExecutionTime(ProceedingJoinPoint joinPoint) throws Throwable {

        //note start time

        long startTime = System.currentTimeMillis();

        //allow method call to execute

        Object returnValue = joinPoint.proceed();

        //time taken = end time - start time

        long timeTaken = System.currentTimeMillis() - startTime;

        logger.info("Time taken by {} to complete execution is: {}", joinPoint, timeTaken);

        return returnValue;

    }

}
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**JoinPoint Configuration File**

This lesson focuses on storing all the pointcut expressions in a separate configuration file, which is considered best practice in AOP.

**We'll cover the following**

* [For a specific layer](https://www.educative.io/courses/guide-spring-5-spring-boot-2/m7q4zgE9nKG#For-a-specific-layer)
* [For multiple layers](https://www.educative.io/courses/guide-spring-5-spring-boot-2/m7q4zgE9nKG#For-multiple-layers)
* [For a bean](https://www.educative.io/courses/guide-spring-5-spring-boot-2/m7q4zgE9nKG#For-a-bean)

Creating aspects to intercept method calls and perform tasks before, after, or around the execution is a repetitive task that repeats the same pointcuts over and over again. In an application with a large number of aspects, this can become cumbersome.

A best practice related to AOP is to have a separate configuration file that defines all the pointcuts. This way, all the pointcut definitions will be in one place. Hence they will be easy to manage. We can then use the definitions in any aspect.

**For a specific layer**

1. We will create a class called JoinPointConfig and define pointcuts using the @pointcut annotation. This annotation will be used on an empty method as follows:

@Pointcut("execution(\* io.datajek.springaop.movierecommenderaop.data.\*.\*(..))")  
public void dataLayerPointcut() {}

Now, we can use the dataLayerPointcut method by providing its fully qualified name wherever we want to intercept execution of methods in the data layer.

1. Previously, we had been using pointcuts as follows:

@AfterReturning("execution(\* io.datajek.springaop.movierecommenderaop.data.\*.\*(..))")  
public void logAfterExecution(JoinPoint joinPoint) {  
    //...  
}

Now, we will use the method that defines this pointcut in the configuration file as follows:

@AfterReturning("io.datajek.springaop.movierecommenderaop.aspect.JoinPointConfig.dataLayerPointcut()")    
public void logAfterExecution(JoinPoint joinPoint) {  
    //...  
}

1. In the same manner, we can create a pointcut configuration for intercepting method calls in the business layer as follows:

@Pointcut("execution(\* io.datajek.springaop.movierecommenderaop.business.\*.\*(..))")  
public void businessLayerPointcut() {}

The fully qualified name of businessLayerPointcut can be used in place of the pointcut definition in AccessCheckAspect without affecting the output as follows:

@Before("io.datajek.springaop.movierecommenderaop.aspect.JoinPointConfig.businessLayerPointcut()")  
public void before(JoinPoint joinPoint) {  
    //. . .  
}

**For multiple layers**

1. We can also combine pointcuts using the AND (&&), (OR) ||, and (NOT) ! operators. The method allLayerPointcut will intercept calls belonging to either the business layer or the data layer.

@Pointcut("io.datajek.springaop.movierecommenderaop.aspect.JoinPointConfig.dataLayerPointcut() || "  
      + "io.datajek.springaop.movierecommenderaop.aspect.JoinPointConfig.businessLayerPointcut()")  
public void allLayersPointcut() {}

When this pointcut is used in **AccessCheckAspect**, four method calls are intercepted.

**For a bean**

1. We can also define a pointcut to intercept calls belonging to a particular bean. Say we want to log the execution of all methods belonging to beans that have the word *Movie* in their name. We can define a pointcut as follows:

@Pointcut("bean(movie\*)")  
    public void movieBeanPointcut() {}

When this pointcut is used in AccessCheckAspect, it will intercept calls from the Movie and MovieRecommenderAopApplication beans.
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package io.datajek.springaop.movierecommenderaop.aspect;

import org.aspectj.lang.annotation.Pointcut;

public class JoinPointConfig {

    @Pointcut("execution(\* io.datajek.springaop.movierecommenderaop.data.\*.\*(..))")

    public void dataLayerPointcut() {}

    @Pointcut("execution(\* io.datajek.springaop.movierecommenderaop.business.\*.\*(..))")

    public void businessLayerPointcut() {}

    //to intercept method calls for both layers:

    @Pointcut("io.datajek.springaop.movierecommenderaop.aspect.JoinPointConfig.dataLayerPointcut() || "

            + "io.datajek.springaop.movierecommenderaop.aspect.JoinPointConfig.businessLayerPointcut()")

    public void allLayersPointcut() {}

    //for a particular bean

    @Pointcut("bean(movie\*)")

    public void movieBeanPointcut() {}

}
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**Defining a Custom Annotation for Aspects**

Learn how to create your own annotation and use it in aspects to intercept method calls.

An aspect can be used to track the execution time of a method which intercepts calls to a particular layer. Another approach could be to define a custom annotation on any method for which we want to track the execution time. spring-aop allows us to create our own annotations and define aspects to implement them.

1. Suppose we want to call our annotation @MeasureTime. We will create this annotation in the same folder as the other aspects. This creates an interface:

package io.datajek.springaop.movierecommenderaop.aspect;  
  
public @interface MeasureTime {  
  
}

1. We will restrict the use of this annotation to methods only. This can be achieved using the @Target annotation, with ElementType set to METHOD. Other options include class, package, field, etc.

@Target(ElementType.METHOD)

We would also like the annotation information to be available at runtime. We will use the @Retention annotation to define a retention policy as follows:

@Retention(RetentionPolicy.RUNTIME)

1. Now that we have defined our annotation, we can add it to the JoinPointConfig file and create a pointcut as follows:

@Pointcut("@annotation(io.datajek.springaop.movierecommenderaop.aspect.MeasureTime)")  
public void measureTimeAnnotation() {}

We can now use this pointcut to calculate the execution time of only chosen methods. Previously, the ExecutionTimeAspect looked like this:

public class ExecutionTimeAspect {  
    private Logger logger = LoggerFactory.getLogger(this.getClass());  
  
    @Around("io.datajek.springaop.movierecommenderaop.aspect.JoinPointConfig.businessLayerPointcut()")  
    public Object calculateExecutionTime(ProceedingJoinPoint joinPoint) throws Throwable {  
    //...  
    }  
}

Instead of tracking the time of business layer methods, we will intercept methods using the @MeasureTime annotation:

public class ExecutionTimeAspect {  
    private Logger logger = LoggerFactory.getLogger(this.getClass());  
    @Around("io.datajek.springaop.movierecommenderaop.aspect.JoinPointConfig.measureTimeAnnotation()")  
    public Object calculateExecutionTime(ProceedingJoinPoint joinPoint) throws Throwable {  
        //...  
    }  
}

Since we haven’t used the annotation anywhere in the code yet, no call will be intercepted. Suppose we want to track the time for the contentBasedFiltering method of the FilteringTechnique1 class and the getMovieDetails method of the Movie class. We will use our custom annotation on these methods:

@MeasureTime  
public String contentBasedFiltering() {  
    String movieDetails = movie.getMovieDetails();  
    return movieDetails;  
}

@MeasureTime  
public String getMovieDetails() {  
    return "movie details";       
}

If the application is run after adding @MeasureTime, calls to both these methods will be intercepted and the execution time will be measured.

MovieRecommenderAopApplication.java

MeasureTime.java
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package io.datajek.springaop.movierecommenderaop.aspect;

import org.aspectj.lang.ProceedingJoinPoint;

import org.aspectj.lang.annotation.Around;

import org.aspectj.lang.annotation.Aspect;

import org.slf4j.Logger;

import org.slf4j.LoggerFactory;

import org.springframework.context.annotation.Configuration;

@Aspect

@Configuration

public class ExecutionTimeAspect {

    private Logger logger = LoggerFactory.getLogger(this.getClass());

    @Around("io.datajek.springaop.movierecommenderaop.aspect.JoinPointConfig.measureTimeAnnotation()")

    public Object calculateExecutionTime(ProceedingJoinPoint joinPoint) throws Throwable {

        //note start time

        long startTime = System.currentTimeMillis();

        //allow method call to execute

        Object returnValue = joinPoint.proceed();

        //time taken = end time - start time

        long timeTaken = System.currentTimeMillis() - startTime;

        logger.info("\n\n>>Time taken by {} \nto complete execution is: {}\n", joinPoint, timeTaken);

        return returnValue;

    }

}
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# Spring MVC

**Setting Up a Web Application**

The aim of this lesson is to create a simple web application that runs using the Tomcat server.

**We'll cover the following**

* [Creating a simple Maven project](https://www.educative.io/courses/guide-spring-5-spring-boot-2/g20z1QoV2Aj#Creating-a-simple-Maven-project)
* [Java EE Web API dependency](https://www.educative.io/courses/guide-spring-5-spring-boot-2/g20z1QoV2Aj#Java-EE-Web-API-dependency)
* [Plugins for Maven compiler and Tomcat](https://www.educative.io/courses/guide-spring-5-spring-boot-2/g20z1QoV2Aj#Plugins-for-Maven-compiler-and-Tomcat)
* [web.xml file](https://www.educative.io/courses/guide-spring-5-spring-boot-2/g20z1QoV2Aj#web.xml-file)

**Creating a simple Maven project**

We will create a web application using Maven as it makes development easier. Maven is a Java build tool which manages all the dependencies of an application. Create a simple Maven project using the IDE of your choice. Maven provides a set of sample projects which are called *archetypes* with predefined configuration.

We will skip the archetype selection for this project as we want to configure the application ourselves. The name of a Maven project has two parts, group Id and artifact Id. We have supplied the following values:

Group id: io.datajek.springmvc

Artifact id: tennis-player-web

Packaging: war (web archive)

The packaging type is set to WAR because we are creating a web project. A WAR file contains servlet, JSP, XML, CSS, HTML and JS files that can be deployed on a servlet container while a JAR file contains Java classes and associated metadata as a single file.

Once the project is created, we can see a hierarchy of folders.

* The source code is placed in **src/main/java**.
* Any resources like a property file or XML file goes in **src/main/resources**.
* All test code is placed in **src/test/java**.
* Any resources for the test code reside in **src/test/resources**.

**Java EE Web API dependency**

The **pom.xml** shows the basic information about the group Id and artifact Id that we provided. To run a web application, we need a number of dependencies or jars. Maven downloads those jars, saving us the time to manually download them. We will add the Java EE Web API dependency to the **pom.xml** file as follows:

<dependencies>  
 <dependency>  
     <groupId>javax</groupId>  
     <artifactId>javaee-web-api</artifactId>  
    <version>6.0</version>  
    <scope>provided</scope>  
 </dependency>  
</dependencies>

We will run a Java EE 6 application where servlets extend the **HttpServlet** class. We need to provide the jar to the compiler where **HttpServlet** is defined. The **javaee-web-api** dependency added above downloads the API containing the **HttpServlet** among other jars.

**Plugins for Maven compiler and Tomcat**

To compile the application, we will add the **maven-complier-plugin**. This will take care of compiling the Java classes and building the jars and wars using version 1.8. To be able to run the web application in Tomcat, we will add the **tomcat7-maven-plugin**. This plugin downloads Tomcat and runs the web application in it. The plugins are added to the **pom.xml** file as shown below:

<build>  
  <pluginManagement>  
    <plugins>  
      <plugin>    
        <groupId>org.apache.maven.plugins</groupId>  
        <artifactId>maven-compiler-plugin</artifactId>  
        <version>3.2</version>  
        <configuration>  
            <verbose>true</verbose>  
            <source>1.8</source>  
            <target>1.8</target>  
            <showWarnings>true</showWarnings>  
        </configuration>  
      </plugin>  
      <plugin>  
        <groupId>org.apache.tomcat.maven</groupId>  
        <artifactId>tomcat7-maven-plugin</artifactId>  
        <version>2.2</version>  
        <configuration>  
            <path>/</path>  
            <contextReloadable>true</contextReloadable>  
        </configuration>  
      </plugin>  
    </plugins>  
  </pluginManagement>  
</build>

**web.xml file**

**web.xml** is the starting point for any web application. This is where Tomcat, or any other Java EE implementation server, starts looking for servlets. We will create this file in **src/main/webapp/WEB-INF/** folder. **web.xml** file contains header information for the application (shown in the widget below). After the metadata, we will define the landing page for our application using the <welcome-file> tag. A welcome file is automatically invoked by the server if no other file name is specified. We will call our welcome file, **[player.do](http://player.do/" \t "_blank)**.The following line defines a redirection for **localhost:8080** as **localhost:8080/player.do**:

<welcome-file-list>  
    <welcome-file>player.do</welcome-file>  
</welcome-file-list>

The complete **web.xml** file is shown in the code widget at the end of the lesson.

The figure below shows how an HTTP request from the client is handled by **web.xml**.
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<web-app xmlns="http://java.sun.com/xml/ns/javaee"

         xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"

         xsi:schemaLocation="http://java.sun.com/xml/ns/javaee http://java.sun.com/xml/ns/javaee/web-app\_3\_0.xsd"

    version="3.0">

    <display-name>Tennis Player DB</display-name>

    <welcome-file-list>

        <welcome-file>player.do</welcome-file>

    </welcome-file-list>

</web-app>

# Creating a Servlet

Let’s create a servlet to map requests coming to localhost:8080.

**We'll cover the following**

* [HttpServlet class](https://www.educative.io/courses/guide-spring-5-spring-boot-2/BnpJloJOp3J#HttpServlet-class)
* [Mapping URL to servlet](https://www.educative.io/courses/guide-spring-5-spring-boot-2/BnpJloJOp3J#Mapping-URL-to-servlet)
* [Handling a GET request](https://www.educative.io/courses/guide-spring-5-spring-boot-2/BnpJloJOp3J#Handling-a-GET-request)
* [How to run the web application](https://www.educative.io/courses/guide-spring-5-spring-boot-2/BnpJloJOp3J#How-to-run-the-web-application)

A servlet is a Java class which can take in a request and return a response. The input to the servlet is a request and the output is a response. In a web application, we are talking about HTTP requests and HTTP responses. When something is typed in the address bar of a browser, it sends a request to the web server. The web server returns a response based on the request, and the browser displays the page.

So far, we have created a **web.xml** file that defines a welcome file, [**player.do**](http://player.do/), for our web application. When http://localhost:8080 is typed in the browser, the browser creates a GET request and sends it to http://localhost:8080/player.do. We want this request to be mapped to a servlet which sends some response back to the browser.

## HttpServlet class

1. We will create a servlet class in **src/main/java** and call it PlayerServlet. A servlet class extends the HttpServlet class defined in javax.servlet.http.HttpServlet.

import javax.servlet.http.HttpServlet  
  
public class PlayerServlet extends HttpServlet {  
  
}

## Mapping URL to servlet

1. The next step is to define a URL that will be used to access the servlet. We will assign /player.do to PlayerServlet. This can be done using the @WebServlet annotation. The urlPatterns property can be used to assign /player.do to our servlet as follows:

import javax.servlet.annotation.WebServlet;  
  
@WebServlet(urlPatterns = "/player.do")  
public class PlayerServlet extends HttpServlet {  
  
}

Now the player servlet can be called when http://localhost:8080/player.do is typed.

Client request mapped to PlayerServlet

Spring Boot offers another annotation, @ServletComponentScanto register classes annotated with @WebServlet, @WebFilter and @WebListener.

In case the embedded server fails to scan the servlet defined using @WebServlet, then @ServletComponentScan can be used on the application class.

## Handling a GET request

1. Our servlet class will handle HTTP requests and respond with an HTTP response. The HttpServlet class has several methods to handle requests. We will write the implementation of the doGet method. This method has two parameters, HttpServletRequest and HttpServletResponse.

import javax.servlet.http.HttpServletRequest;  
import javax.servlet.http.HttpServletResponse;  
  
@WebServlet(urlPatterns = "/player.do")  
public class PlayerServlet extends HttpServlet {  
  
    @Override  
    protected void doGet(HttpServletRequest request, HttpServletResponse response)   
                                                                throws IOException {  
        //...  
    }  
}

This method defines the response to a **GET** request for http://localhost:8080. The input to this method is request, and the output is response. We will read the input provided by the client from the request and put information to be shown to the client in the response.

First, we show how to send a simple HTML response back using the PrintWriter object in the code snippet below:

protected void doGet(HttpServletRequest request, HttpServletResponse response)   
                                                            throws IOException {  
    PrintWriter out = response.getWriter();  
    out.println("<html>");  
    out.println("<head>" +  
             "<title>Player DB</title>" +  
             "</head>");  
    out.println("<body>" +  
             "<H2>Welcome to the Tennis Players database!</H2>" +  
             "</body>");  
    out.println("</html>");  
}

The println method of the PrintWriter object is used to define HTML, which sets the title of the page and displays some text in the page body.

The image below shows what we have achieved so far. The PlayerServlet gets an HTTP request and sends an HTTP response back. The request/response cycle is shown below:

PlayerServlet receives HTTP request and sends HTTP response back

## How to run the web application

1. We have modified the **pom.xml** file, added a **web.xml** file, and created a servlet. To complete the configuration of our web application and remove any compilation errors, update the project as **Maven->Update Project** in your IDE.

Try the code given below:
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package io.datajek.jee;

import java.io.IOException;

import java.io.PrintWriter;

import javax.servlet.annotation.WebServlet;

import javax.servlet.http.HttpServlet;

import javax.servlet.http.HttpServletRequest;

import javax.servlet.http.HttpServletResponse;

@WebServlet(urlPatterns = "/player.do")

public class PlayerServlet extends HttpServlet {

    @Override

    protected void doGet(HttpServletRequest request, HttpServletResponse response) throws IOException {

        PrintWriter writer = response.getWriter();

        writer.println("<html>");

        writer.println("<head>" +

                       "<title>Player DB</title>" +

                       "</head>");

        writer.println("<body>" +

                       "<H2>Welcome to the Tennis Players database!</H2>" +

                       "</body>");

        writer.println("</html>");

    }

}
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**Your app can be found at:**<https://ed-6434592358924288.educative.run/player.do>

In your IDE, to run the application as Maven Build, specify **tomcat7:run** as goal. After Tomcat starts, you can see Running war on [*http://localhost:8080/*](http://localhost:8080/).

Type [**http://localhost:8080/player.do**](http://localhost:8080/player.do) in the browser. On this link, the PlayerServlet opens up and the contents returned by the doGet method are displayed.

Be sure to kill the server before attempting to re-run the application to avoid the Address already in use exception.

# Using a JSP File

Instead of writing static HTML content in a servlet, let’s learn how to generate dynamic content using a JSP file.

**We'll cover the following**

* [Creating a JSP file](https://www.educative.io/courses/guide-spring-5-spring-boot-2/3wAnP8pwLOR#Creating-a-JSP-file)
* [Redirecting GET request to JSP file](https://www.educative.io/courses/guide-spring-5-spring-boot-2/3wAnP8pwLOR#Redirecting-GET-request-to-JSP-file)

Writing HTML in Java is not good practice. We have to use the println method for every line of HTML code. A better approach is to use **Java Server Pages (JSP)** to write HTML content to the browser. A JSP is also compiled as a servlet so there is no performance gain in using JSPs. Rather, it is ease to use and able to send dynamic content to the browser.

## Creating a JSP file

1. Typically, JSPs reside in the views folder in **src/main/webapp/WEB-INF**. Right now, we only have **webapp** in the project hierarchy. Inside the **webapp** folder, we will create a folder **WEB-INF** which will have a subfolder, **views**.

In the **views** folder, we will create a JSP file and call it **welcome.jsp**. By default, this generates an HTML 5 JSP. This file provides the basic HTML structure of a webpage.

<!DOCTYPE html>  
<html>  
<head>  
<meta charset="ISO-8859-1">  
<title>Insert title here</title>  
</head>  
<body>  
  
</body>  
</html>

We can now provide the title and content for the body of the page:

<html>  
<head>  
<meta charset="ISO-8859-1">  
<title>Tennis Player DB</title>  
</head>  
<body>  
<h2>Welcome to the tennis player database!</h2>  
</body>  
</html>

Now that the JSP is ready, we want a GET request to the PlayerServlet to redirect to this JSP.

## Redirecting GET request to JSP file

1. To call this JSP file in the doGet method, we will use the getRequestDispatcher method, provide the path of the file, and then use the forward method to forward the request and response to the JSP as shown in the snippet below.

The path of the JSP file starts from the WEB-INF folder.

@Override  
protected void doGet(HttpServletRequest request, HttpServletResponse response)   
                     throws IOException, ServletException {  
    request.getRequestDispatcher("/WEB-INF/views/welcome.jsp").forward(request, response);  
}

This will load the welcome JSP when http://localhost:8080 is typed in the browser.

The request response cycle is shown below. The client sends a request (http://localhost:8080/player.do) to the web server (Tomcat). The web server maps the request to a servlet (PlayerServlet) and retrieves a page from the files (welcome.jsp). This page is sent as a response to the client. The browser interprets the response and displays the web page.
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package io.datajek.jee;

import java.io.IOException;

import java.io.PrintWriter;

import javax.servlet.ServletException;

import javax.servlet.annotation.WebServlet;

import javax.servlet.http.HttpServlet;

import javax.servlet.http.HttpServletRequest;

import javax.servlet.http.HttpServletResponse;

@WebServlet(urlPatterns = "/player.do")

public class PlayerServlet extends HttpServlet {

    @Override

    protected void doGet(HttpServletRequest request, HttpServletResponse response) throws IOException, ServletException {

        request.getRequestDispatcher("/WEB-INF/views/welcome.jsp").forward(request, response);

    }

}
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**Your app can be found at:**<https://ed-6434592358924288.educative.run/player.do>

The content of the JSP file is a bit different from the HTML we used in the previous lesson. This is to eliminate any doubt that the content is in fact coming from the JSP.

# Passing Parameters with GET request

Let’s explore how to pass parameters from the browser to the servlet with a GET request.

**We'll cover the following**

* [Passing a parameter in URL](https://www.educative.io/courses/guide-spring-5-spring-boot-2/qVjDlgRXBp3#Passing-a-parameter-in-URL)
* [Receiving parameter in servlet](https://www.educative.io/courses/guide-spring-5-spring-boot-2/qVjDlgRXBp3#Receiving-parameter-in-servlet)
* [Passing the attribute to JSP](https://www.educative.io/courses/guide-spring-5-spring-boot-2/qVjDlgRXBp3#Passing-the-attribute-to-JSP)
* [Displaying the attribute in JSP](https://www.educative.io/courses/guide-spring-5-spring-boot-2/qVjDlgRXBp3#Displaying-the-attribute-in-JSP)

A parameter is something that is passed between the browser and web server.

## Passing a parameter in URL

1. Suppose we want to pass the name of a tennis player as a parameter. The way to pass a parameter is to put a question mark at the end of the URL and to provide the name of the parameter. The **?** separates the URL from the parameter:

http://localhost:8080?name=sampras

Here, we are passing a parameter called name. The value of the parameter is sampras.

To pass multiple parameters, the **&** symbol is used as follows:

http://localhost:8080/?fname=novak&lname=djokovic

The above snippet shows how to pass two parameters, fname and lname, in the URL string.

## Receiving parameter in servlet

1. To receive the parameter passed from the browser in the doGet method of the PlayerServlet class, we will use the getParameter method and provide the name of the parameter that we wish to receive.

String playerName = request.getParameter("name");

We are storing the parameter in the String variable playerName.

## Passing the attribute to JSP

1. Now that our servlet has received the parameter, the next step is to forward it to the JSP. A parameter is what is passed between the browser and the web server. An attribute is what gets passed from the web server to the JSP.

We will use the setAttribute method to pass the received parameter as an attribute to the JSP. The method has two arguments: the name of the attribute and its value.

request.setAttribute("name", playerName);  
request.getRequestDispatcher("/WEB-INF/views/welcome.jsp").forward(request, response);

Anything that is set as the request attribute will be available to the JSP. In the request, we are setting the parameter name as an attribute and passing the variable playerName as the value of the attribute. After setting the attribute, the request is forwarded to the JSP and the attribute will be available for use in welcome.jsp.

## Displaying the attribute in JSP

1. To access the attribute in the JSP, we will use its name (name). The value of the attribute can be displayed in expression language as follows:

<body>  
<h2>Welcome to the tennis player database!</h2>  
<h3>Player name: <i>${name}</i> </h3>  
  
</body>

${attribute\_name} is expression language syntax in which the attribute\_name is replaced by the value of the attribute. Expression language is used to dynamically pick up content from the request.

When the code given below is run, you will see that no player name is displayed. To pass a name as a parameter in the URL, open the link for the app given below the code and use the syntax explained in point #1 for passing parameters. For example, http://localhost:8080/player.do?name=novak.
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package io.datajek.jee;

import java.io.IOException;

import java.io.PrintWriter;

import javax.servlet.ServletException;

import javax.servlet.annotation.WebServlet;

import javax.servlet.http.HttpServlet;

import javax.servlet.http.HttpServletRequest;

import javax.servlet.http.HttpServletResponse;

@WebServlet(urlPatterns = "/player.do")

public class PlayerServlet extends HttpServlet {

    @Override

    protected void doGet(HttpServletRequest request, HttpServletResponse response) throws IOException, ServletException {

        String playerName = request.getParameter("name");

        System.out.println(playerName);

        request.setAttribute("name", playerName);

        request.getRequestDispatcher("/WEB-INF/views/welcome.jsp").forward(request, response);

    }

}
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**Your app can be found at:**<https://ed-6434592358924288.educative.run/player.do?name=sampras>

In a GET request, the only way to pass parameters is through the URL, which poses a security hazard. Passing sensitive information as a parameter is not recommended as the request passes through a number of routers and any router can access the information in the URL string, thus making it insecure.

# Scriptlets and Scriptlet Expressions

Learn about scriptlet, scriptlet expression, and expression language.

**We'll cover the following**

* [Scriptlet](https://www.educative.io/courses/guide-spring-5-spring-boot-2/JE1xNgA5BlD#Scriptlet)
* [Scriptlet expression](https://www.educative.io/courses/guide-spring-5-spring-boot-2/JE1xNgA5BlD#Scriptlet-expression)

A JSP is compiled into a servlet, which means that anything that can be done in a servlet can also be done in a JSP. In PlayerServlet, we wrote Java code, while in welcome.jsp, we wrote HTML. Just as HTML can be written in the PlayerServlet class, Java code can be written in welcome.jsp. Java code in a JSP is called a scriptlet.

A disclaimer before we show how to write a scriptlet: this is not recommended practice and should be avoided.

## Scriptlet

1. In a JSP, anything written between the <% %> tags is a scriptlet. We can print something on the console from welcome.jsp as follows:

<body>  
<%  
System.out.println("Hello from JSP");  
%>  
  
</body>

When the JSP is executed, this message will be displayed on the console.

1. Any Java code can be written in a scriptlet. We can output the name of the parameter using the request.getParameter method, use loops, or get the current system date and time. Let’s say we want to print the date in the JSP. Import java.time.LocalDate in the JSP using @page as shown below:

<%@page import="java.time.LocalDate"%>

Now we can access the now method to get the date as follows:

<%  
LocalDate currentDate = LocalDate.now();  
%>

## Scriptlet expression

1. To show the value of a Java variable in HTML, we will use a scriptlet expression. A scriptlet expression uses the <%= variable\_name %> syntax. We can show the currentDate variable in HTML as follows:

<p>Current Date: <%= currentDate %> </p>  
<p>Today is <%= currentDate.getDayOfWeek() %> </p>

We can also call methods on the variable in a scriptlet expression. The second line, in the code snippet above calls the getDayOfWeek method on the currentDate variable.
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<%@page import="java.time.LocalDate"%>

<%@ page language="java" contentType="text/html; charset=ISO-8859-1"

    pageEncoding="ISO-8859-1"%>

<!DOCTYPE html>

<html>

<head>

<meta charset="ISO-8859-1">

<title>Tennis Player DB</title>

</head>

<body>

<%

System.out.println("Hello from JSP");

LocalDate currentDate = LocalDate.now();

%>

<p><i>Current Date: <%= currentDate %> </i></p>

<p><i>Today is <%= currentDate.getDayOfWeek() %> </i></p>

<h2>Welcome to the tennis player database!</h2>

<h3>Player name: <i>${name}</i> </h3>

</body>

</html>
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**Your app can be found at:**<https://ed-6434592358924288.educative.run/player.do>

To display a player name, it needs to be passed in the URL. Open the link for the app and pass a parameter as demonstrated in the last lesson.

As we have demonstrated, it is possible to write Java code in a JSP, but this is not recommended. A JSP is a view and views should only be used to display information. When we start writing Java code in a JSP, there is a chance that we may write business logic there. However, business logic belongs in the business layer and should be written in a Java class. This is why using scriptlets and scriptlet expressions should be avoided.

# POST request

Learn about the POST request and create a form to pass parameters to the web server.

**We'll cover the following**

* [Creating a form](https://www.educative.io/courses/guide-spring-5-spring-boot-2/JPPBWZy8kLv#Creating-a-form)
* [Text box input element](https://www.educative.io/courses/guide-spring-5-spring-boot-2/JPPBWZy8kLv#Text-box-input-element)
* [Submit button](https://www.educative.io/courses/guide-spring-5-spring-boot-2/JPPBWZy8kLv#Submit-button)
* [Creating a POST request](https://www.educative.io/courses/guide-spring-5-spring-boot-2/JPPBWZy8kLv#Creating-a-POST-request)
* [Handling a POST request](https://www.educative.io/courses/guide-spring-5-spring-boot-2/JPPBWZy8kLv#Handling-a-POST-request)
* [Forwarding the parameter as attribute](https://www.educative.io/courses/guide-spring-5-spring-boot-2/JPPBWZy8kLv#Forwarding-the-parameter-as-attribute)
* [Calling a business service method](https://www.educative.io/courses/guide-spring-5-spring-boot-2/JPPBWZy8kLv#Calling-a-business-service-method)

In a GET request, parameters are passed as a query string in the URL. The routers and ISPs can see the parameters and read values as they are passed in a GET request. POST request is another type of HTTP request which is more secure. In this lesson, we will pass parameters through a form using a POST request. The POST request is not completely secure, but it is better than a GET request. Name of a player can be passed as part of the URL as well as part of the form. Now we will pass it through a form.

## Creating a form

1. The first step is to create a form which will have fields for input parameters. We will create the form in welcome.jsp. Forms can be created using the <form> tag. We need to specify who will handle the information in the form. Since we want the PlayerServlet to handle this request, we will specify player.do as action. In our application, any request to player.do is handled by the PlayerServlet:

<form action="/player.do">  
  
</form>

## Text box input element

1. Next, we will create an input element of text type and specify the name of the parameter.

<form action="/player.do">  
    <input type="text" name="name"/>  
</form>>

This will create a text box and the value entered in the text box is stored in the name parameter.

## Submit button

1. To pass the parameter to the web server, we need a submit button. To create a submit button, another input element with type as submit is needed. The code for the form, after adding a submit button, is shown below:

<form action="/player.do">  
  <b>Player name:</b> <input type="text" name="name"/>  
                      <input type="submit" value="Enter"/>  
</form>>

By default, the text on the button is Submit. value can be used to show custom text. We have chosen the word Enter to be shown on the submit button.

## Creating a POST request

1. If you type a name in the text box and press Enter, the parameter appears in the URL. This shows that even though we are using a form, the request is still a GET request. To change it to a POST request, we will have to specify the method in the form element.

<form action="/player.do" method="POST">

This will send the parameter as part of form data instead of in the URL.

## Handling a POST request

1. We will handle the POST request created above in the PlayerServlet using the doPost method. A POST request without a handler results in a 405 error that says, “HTTP method POST is not supported by this URL”.

Right now, the PlayerServlet has a doGet method which gets the name parameter, sets it as an attribute, and then forwards it to the JSP. This functionality is not needed anymore. We only want the doGet method redirect to welcome.jsp. This is the JSP that contains the form created in the steps above.

@Override  
protected void doGet(HttpServletRequest request, HttpServletResponse response)   
                                                    throws IOException, ServletException {  
    request.getRequestDispatcher("/WEB-INF/views/welcome.jsp").forward(request, response);  
}

The above doGet method redirects a request for http://localhost:8080 to welcome.jsp where the user can enter a player name using a form. We will create a doPost method to handle the POST request from the form. The doPost method signature is similar to the doGet method. When the user enters a player name in the form and presses Enter, we want the user to be directed to a new page called info.jsp.

@Override  
protected void doPost(HttpServletRequest request, HttpServletResponse response)   
                                                 throws IOException, ServletException {  
    request.getRequestDispatcher("/WEB-INF/views/info.jsp").forward(request, response);  
}

1. The doPost method redirects to info.jsp, which does not exist currently. We will create a simple JSP in WEB-INF/views as follows:

<body>  
<h3>Searching for player... </h3>  
</body>

For now, this JSP displays some text.

The image below shows what we have achieved so far. When a client types http://localhost:8080, it generates a GET request that is redirected by our servlet to welcome.jsp. This page shows a form with a submit button. When the button is clicked, it generates a POST request to our servlet, which is then redirected to info.jsp.

GET and POST requests

## Forwarding the parameter as attribute

1. If we want to forward the parameter name from the form to info.jsp, we can use getParameter and setAttribute methods on the request as follows:

protected void doPost(HttpServletRequest request, HttpServletResponse response)   
                                                throws IOException, ServletException {  
    String playerName = request.getParameter("name");  
    request.setAttribute("name", playerName);  
    request.getRequestDispatcher("/WEB-INF/views/info.jsp").forward(request, response);  
}

Here we are getting the parameter sent from the form in welcome.jsp and storing it in a variable playerName. Then we are setting a request attribute by the name name and providing its value as playerName. Lastly, we are forwarding the request to info.jsp. Now the attribute name is available to the JSP, we will use EL to display the attribute in info.jsp as follows:

<body>  
    <h3>Searching for ${name}... </h3>  
</body>
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<%@ page language="java" contentType="text/html; charset=ISO-8859-1"

    pageEncoding="ISO-8859-1"%>

<!DOCTYPE html>

<html>

<head>

<meta charset="ISO-8859-1">

<title>Tennis Player DB</title>

</head>

<body>

<h3>Searching for <i> ${name} </i>... </h3>

</body>

</html>
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**Your app can be found at:**<https://ed-6434592358924288.educative.run/player.do>

## Calling a business service method

1. Now that we have a form for taking the player name as input, let’s add some functionality to return information about the player chosen by the user. We will create a Player class with name, nationality, date of birth, and number of titles as members. We will create getters and a constructor for initializing a Player object.

public class Player {     
    private int id;  
    private String name;  
    private String nationality;  
    private Date birthDate;  
    private int titles;  
   
    //constructor  
  
    //getter methods  
}

1. Next, we will create a PlayerService class. For starters, we can create a static list of players in the PlayerService class instead of fetching the values from the database. We are hardcoding a list of tennis players as follows:

private List<Player> players = Arrays.asList(  
     new Player(1, "Djokovic", "Serbia", new Date(1987-05-22), 81),  
     new Player(2, "Monfils", "France", new Date(1986-07-01), 10),  
     new Player(3, "Isner", "USA", new Date(1985-04-26), 15)  
     );

The PlayerService class has a method to return a player based on the name. The method is called getPlayerByName, and it contains a lambda expression that filters the List of Players and checks if the name is equal to the one provided by the user. If it finds a match, it returns the Player object. We are returning the first Player matching the criterion.

public Player getPlayerByName(String name) {  
    return players.stream().filter(p -> p.getName().equals(name)).findFirst().get();  
}

1. Now we can call the above method in the PlayerServlet class to get details of a player by passing the input parameter playerName. To access the method getPlayerByName, we need an object of the PlayerService class. The modified doPost method is shown below:

private PlayerService service = new PlayerService();  
  
@Override     
protected void doPost(HttpServletRequest request, HttpServletResponse response)   
                                           throws IOException, ServletException {  
    String playerName = request.getParameter("name");  
    Player player = service.getPlayerByName(playerName);  
    request.setAttribute("name", playerName);  
    request.setAttribute("country", player.getNationality());  
    request.setAttribute("dob", player.getBirthDate());  
    request.setAttribute("titles", player.getTitles());  
    request.getRequestDispatcher("/WEB-INF/views/info.jsp").forward(request, response);  
}  
  
public Player getPlayerByName(String name) {  
   return players.stream().filter(p -> p.getName().equals(name)).findFirst().get();  
}

Here, the parameter name is being stored in a variable playerName. It is then passed as an argument to the getPlayerByName method. This method returns a Player object. Next, we set the name of the player, his nationality, birthdate, and number of titles as attributes and forward this request to info.jsp.

The purpose of the above code is just to show how the web server can call a business service. This functionality has been shown in the code widget below. The user can choose a player (from the hardcoded list from step 9) and the web server responds with his details.

###### /

PlayerServlet.java

PlayerService.java

Player.java

web.xml
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info.jsp
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<%@ page language="java" contentType="text/html; charset=ISO-8859-1"

    pageEncoding="ISO-8859-1"%>

<!DOCTYPE html>

<html>

<head>

<meta charset="ISO-8859-1">

<title>Tennis Player DB</title>

</head>

<body>

<h3>Player info: </h3>

<p> Name: ${name}</p>

<p> DoB: ${dob}</p>

<p> Country: ${country}</p>

<p> Titles: ${titles}</p>

</body>

</html>
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**Your app can be found at:**<https://ed-6434592358924288.educative.run/player.do>

**Spring MVC Architecture**

Learn about the Spring MVC architecture and how it differs from the Servlets and JSP model.

**We'll cover the following**

* [Spring MVC request flow](https://www.educative.io/courses/guide-spring-5-spring-boot-2/3wLlXEJEYGQ#Spring-MVC-request-flow)
* [Dispatcher servlet](https://www.educative.io/courses/guide-spring-5-spring-boot-2/3wLlXEJEYGQ#Dispatcher-servlet)
* [Advantages of Spring MVC](https://www.educative.io/courses/guide-spring-5-spring-boot-2/3wLlXEJEYGQ#Advantages-of-Spring-MVC)

Spring MVC is a framework for building web applications in Java which is based on the MVC design pattern. It uses the features of the core spring framework like Inversion of Control (IoC) and dependency injection.

**Spring MVC request flow**

In a nutshell, a request coming from the client is handled by the Spring MVC front controller which delegates the request to another controller. The controller creates a model and based on the user request, populates the model. Then it returns the model to the front controller. Now, the front controller passes this model to the view template which takes the data and renders the response to the client.

MVC architecture has a **front controller** that manages all the other controllers. The developer creates the controllers for the application and Spring MVC provides the front controller. The job of the front controller is to handle all requests coming from the client. The **web.xml** file, which is the entry point of a web application, contains the servlet mapping of the front controller such that all requests are forwarded to it. It is the job of the front controller to call another controller based on the request that it receives.
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Front controller handles the request and response

Compare this with the Java Servlet model, where **web.xml** maps each incoming request to a servlet and the servlet sends a response back to the client.
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**Dispatcher servlet**

The front controller is called the **DispatcherServlet**. In order to know which controller to call, the dispatcher servlet needs a configuration file which contains information about where the controllers are placed. The @Controller annotation is used on all controllers and they are placed in the same package.

A request from the client goes to the **web.xml** as usual. In MVC architecture, **web.xml** forwards it to the dispatcher servlet. The dispatcher servlet checks its configuration file to find out which controller to invoke.

After the controller is executed, it sends two things back to the dispatcher servlet; the data or result (model) and the name of the page (view) to show to the client. The dispatcher servlet calls the view resolver to find the appropriate page, populates the page with the results and shows it to the client.
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Front controller communicates with controllers and view resolver

As the above image shows, the dispatcher servlet manages everything in MVC architecture. The client need not know about the other controllers in the application. It only interacts with the dispatcher servlet.

**Advantages of Spring MVC**

Spring MVC offers many advantages. Some of them are listed below:

* Spring MVC provides a clear separation of concerns between the controllers, model and view objects.
* Spring MVC is flexible and does not force the developer to use JSP as the view technology. The developer is free to use Velocity, Thymeleaf or even design his own view mechanism and seamlessly integrate it. The controllers are not dependent on the view technology and can work independently even if the view technology is changed.
* Spring MVC application is testable as controllers are configured like other objects. The framework also supports Test Driven Development (TDD).
* The Spring tag library provides data binding and validation facility.
* Spring MVC uses WebApplicationContext to scope the beans to an HTTP Request or an HTTP Session. This helps in tracing the state of the web request.

**Spring MVC Components**

This lessons describes the three components of the Spring MVC architecture namely Model, View and Controller.

**We'll cover the following**

* [Spring MVC request flow](https://www.educative.io/courses/guide-spring-5-spring-boot-2/x1BvDxNEjLP#Spring-MVC-request-flow)
* [Controller](https://www.educative.io/courses/guide-spring-5-spring-boot-2/x1BvDxNEjLP#Controller)
* [Model](https://www.educative.io/courses/guide-spring-5-spring-boot-2/x1BvDxNEjLP#Model)
* [View template](https://www.educative.io/courses/guide-spring-5-spring-boot-2/x1BvDxNEjLP#View-template)

**Spring MVC request flow**

All incoming requests to a Spring MVC application are handled by the front controller called the DispatcherServlet. This front controller is part of the Spring JAR files and the developer is not required to implement it.

The front controller delegates an incoming request to other components of the application. The controllers contain the business logic, model contains the data, and views are the pages that render that data. The controller class populates the model and sends it to the front controller. The front controller forwards it to the view resolver which resolves the view that renders the model to the client. The big picture of the process is shown below:
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Spring MVC request flow

**Controller**

The front controller maps the incoming request to a controller. Controllers contain the business logic of the application. They also handle requests and perform marshalling/ unmarshalling. The function of the controller is to handle a user request. The incoming request may be handled in different ways like reading form data, processing it in some way, storing data in a database, or retrieving data from a web service etc. The controller places the data in the model which, simply put, is a container for the data. The controller returns the model (containing data) back to the front controller.

**Model**

Model is a container for data. It is used to transfer data from one part of the Spring MVC application to another.

Controller populates the model with data from a form or a database or a web service. As can be seen from the Spring MVC request flow diagram, the controller passes the model to the front controller which forwards it to the view resolver. The view template displays the data in the model.

**View template**

Spring MVC supports a number of view templates. The most commonly used are JSP or JSTL (JSP Standard Tag Library). Other view templates like Thymeleaf, Groovy, Velocity, and FreeMarker etc., can also be plugged in.

View template receives the model containing data. It reads the model and displays the data. If, say, the model contains a list of players, the view template can create a table to display that list. In most cases a view template is a JSP page that provides data to the user.

**Configuring a Spring MVC Application - Part 1**

Learn how to configure a Spring MVC application.

**We'll cover the following**

* [Spring MVC dependency](https://www.educative.io/courses/guide-spring-5-spring-boot-2/3jlOw6NjYzx#Spring-MVC-dependency)
* [Define the dispatcher servlet](https://www.educative.io/courses/guide-spring-5-spring-boot-2/3jlOw6NjYzx#Define-the-dispatcher-servlet)
* [URL mapping of the dispatcher servlet](https://www.educative.io/courses/guide-spring-5-spring-boot-2/3jlOw6NjYzx#URL-mapping-of-the-dispatcher-servlet)

In the Spring MVC architecture, any request coming from the browser would go to the front controller (dispatcher servlet), which sends it to a controller or a JSP. To migrate the web application, we will add the Spring MVC dependency, configure the dispatcher servlet in **web.xml** and create a configuration file for the dispatcher servlet.

**Spring MVC dependency**

1. To use Spring MVC functionality in our application, add the following dependency to the **pom.xml** file:

<dependency>  
 <groupId>org.springframework</groupId>  
 <artifactId>spring-webmvc</artifactId>  
 <version>5.2.12.RELEASE</version>  
</dependency>

We are using version 5.2.12 as this is the latest version available at the time of writing this lesson. After saving the file, Maven downloads a number of dependencies which can be seen in the **Maven Dependencies** folder. By adding just the spring-webmvc dependency, Maven downloads transitive dependencies as well. These are the dependencies that spring-webmvc internally needs.

Note: If using Java 9, additional dependency **javax.xml.bind** is also needed, as this module has been deprecated.

<dependency>  
 <groupId>javax.xml.bind</groupId>  
 <artifactId>jaxb-api</artifactId>  
 <version>2.3.0</version>  
</dependency>

Next, we will create the configuration files for the Spring MVC application, namely **web.xml** and **player-servlet.xml**. These files will be placed in the **WEB-INF** directory.

**Define the dispatcher servlet**

1. A client request first goes to the front controller and then the front controller sends it to a servlet or JSP. The front controller is called a dispatcher servlet in MVC architecture. Maven downloaded the jar for dispatcher servlet when we added the spring-webmvc dependency.

To configure the dispatcher servlet, we will make some modifications to the **WEB-INF/web.xml** file. We will add an entry for the dispatcher servlet using the <servlet> tag and provide its name and class:

<servlet>  
 <servlet-name>dispatcher</servlet-name>  
 <servlet-class>org.springframework.web.servlet.DispatcherServlet</servlet-class>  
</servlet>

* + The name of our servlet is **dispatcher**. It can have any other name too.
  + The dispatcher servlet is part of the core Spring framework and is defined in **org.springframework.web.servlet.DispatcherServlet**.

1. The dispatcher servlet needs a configuration. We will provide the name and path of the configuration file using the <init-param> tag. The configuration file for the servlet is called **player-servlet** and it can be found in the **/WEB-INF/** folder.

<init-param>  
 <param-name>contextConfigLocation</param-name>  
 <param-value>/WEB-INF/player-servlet.xml</param-value>  
</init-param>  
<load-on-startup>1</load-on-startup>

This file can have any name. Here we are using **player-servlet.xml**. It will be loaded when the application starts.

**URL mapping of the dispatcher servlet**

1. Every incoming request in Spring MVC application is handled by the dispatcher servlet. The <servlet-mapping> tag tells Spring which URL pattern should be passed off to the dispatcher servlet defined in step 2.

<servlet-mapping>  
 <servlet-name>dispatcher</servlet-name>  
 <url-pattern>/spring/\*</url-pattern>  
</servlet-mapping>

The servlet name provided here should match the name that we provided in step 2.

**/spring/\*** means that all requests starting with [**http://localhost:8080/spring/**](http://localhost:8080/spring/) should be mapped to the dispatcher servlet. We could also use “**/**” as the <url-pattern> to map all web requests starting with [**http://localhost:8080/**](http://localhost:8080/) to the dispatcher servlet.

The **web.xml** file will receive incoming requests and forward all requests starting with [**http://localhost:8080/spring/**](http://localhost:8080/spring/) to the dispatcher servlet.
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The flow of request in Spring MVC is depicted below:

Flow of request in Spring MVC

The **pom.xml** and **web.xml** files are shown below:
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<project xmlns="http://maven.apache.org/POM/4.0.0" xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance" xsi:schemaLocation="http://maven.apache.org/POM/4.0.0 https://maven.apache.org/xsd/maven-4.0.0.xsd">

  <modelVersion>4.0.0</modelVersion>

  <groupId>io.datajek.springmvc</groupId>

  <artifactId>tennis-player-web</artifactId>

  <version>0.0.1-SNAPSHOT</version>

  <packaging>war</packaging>

  <dependencies>

    <dependency>

        <groupId>javax</groupId>

        <artifactId>javaee-web-api</artifactId>

        <version>6.0</version>

        <scope>provided</scope>

    </dependency>

    <!-- For spring MVC -->

    <dependency>

        <groupId>org.springframework</groupId>

        <artifactId>spring-webmvc</artifactId>

        <version>5.2.12.RELEASE</version>

    </dependency>

  </dependencies>

    <build>

        <pluginManagement>

            <plugins>

                <plugin>

                    <groupId>org.apache.maven.plugins</groupId>

                    <artifactId>maven-compiler-plugin</artifactId>
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We are half way through the configuration. In the next lesson, we will create the config file of the dispatcher servlet.

**Configuring a Spring MVC Application - Part 2**

..cont

**We'll cover the following**

* [Dispatcher servlet config file](https://www.educative.io/courses/guide-spring-5-spring-boot-2/7D5GjrA5AoO#Dispatcher-servlet-config-file)
* [Component scanning](https://www.educative.io/courses/guide-spring-5-spring-boot-2/7D5GjrA5AoO#Component-scanning)
* [Validation and type conversion](https://www.educative.io/courses/guide-spring-5-spring-boot-2/7D5GjrA5AoO#Validation-and-type-conversion)
* [View resolver](https://www.educative.io/courses/guide-spring-5-spring-boot-2/7D5GjrA5AoO#View-resolver)
* [Creating actual view name from logical name](https://www.educative.io/courses/guide-spring-5-spring-boot-2/7D5GjrA5AoO#Creating-actual-view-name-from-logical-name)

In the last lesson, we defined the front controller called dispatcher for our Spring MVC application. We also mapped all requests starting with [**http://localhost:8080/spring/**](http://localhost:8080/spring/) to the dispatcher servlet. This servlet will map the incoming requests to different controllers as well as handle the response being sent back to the client. For this purpose, it needs a configuration file.

**Dispatcher servlet config file**

We will create the dispatcher servlet configuration file called **player-servlet.xml** in the **WEB-INF** directory because this is how we configured it in **web.xml** file, in the previous lesson:

<init-param>  
    <param-name>contextConfigLocation</param-name>  
    <param-value>/WEB-INF/player-servlet.xml</param-value>  
</init-param>

The dispatcher servlet config file will contain the following:

* Component scanning support
* Data validation and type conversion support
* View resolver configuration

1. Right click on the **WEB-INF** directory and create an XML file called **player-servlet.xml**. The file contains metadata defining namespaces as follows:

<?xml version="1.0" encoding="UTF-8"?>  
<beans xmlns="http://www.springframework.org/schema/beans"  
 xmlns:context="http://www.springframework.org/schema/context"  
 xmlns:mvc="http://www.springframework.org/schema/mvc"  
 xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"  
 xsi:schemaLocation="http://www.springframework.org/schema/beans   
                    http://www.springframework.org/schema/beans/spring-beans.xsd  
                    http://www.springframework.org/schema/mvc   
                    http://www.springframework.org/schema/mvc/spring-mvc.xsd  
                    http://www.springframework.org/schema/context   
                    http://www.springframework.org/schema/context/spring-context.xsd">  
  
</beans>

**Component scanning**

1. In the config file, we can either define the beans using the <bean> tag or enable annotation based configuration and provide the path of the base package for component scanning. By enabling component scan, any Spring beans marked with @Component or its specialized annotations (like @Controller) will be added to the Spring context.

We will use the <context: component-scan> tag to scan the base package for any Spring beans as follows:

<context:component-scan base-package="io.datajek"/>

All controllers in our application will be defined in the package **io.datajek**, so this will be the base package for the component scan.

**Validation and type conversion**

1. Spring MVC provides support for JSR 303 Bean Validation API to validate form data. Spring MVC can also perform conversion of form data and format data based on the business logic. To get this support, we will use the <mvc:annotation-driven/> tag as follows:

<context:component-scan base-package="io.datajek"/>  
<mvc:annotation-driven/>

The <mvc:annotation-driven/> tag is used to register several Spring MVC infrastructure beans that dispatch requests to controllers using the @RequestMapping annotation, scan controllers for MVC annotations like @RequestParam, @ModelAttribute, and @InitBinder etc., configure the Web Data Binder and enable JSR 303 validation.

**View resolver**

1. The Spring MVC view resolver maps a view name to the actual view. It provides a layer of abstraction between the implementation and the view technology. Spring framework provides a number of built-in view resolvers. The most commonly used is **InternalResourceViewResolver**.

The following lines of code tell Spring where the pages are located and how to display them:

<bean  
     class ="org.springframework.web.servlet.view.InternalResourceViewResolver">  
     <property name="prefix" value="/WEB-INF/views/" />  
     <property name="suffix" value=".jsp" />  
</bean>

For a given view name, the view resolver will attach the given prefix and suffix. This will create the actual path of the file that is to be rendered as the response. For example, the application returned a view name **show-player-list**. Spring MVC view resolver will resolve it to **/WEB-INF/views/show-player-list.jsp** which is the actual path of the view page that will be rendered.

![](data:image/png;base64,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)

View resolver

**Creating actual view name from logical name**

The flow of a request in MVC is as follows:

1. **web.xml** receives all requests.
2. Anything starting with **/spring** will go to the front controller (dispatcher servlet).
3. **player-servlet.xml** is the configuration file of the front controller. It specifies where to perform a component scan to look for controllers.
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Flow of request in Spring MVC

The dispatcher servlet config file is shown below:
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<?xml version="1.0" encoding="UTF-8"?>

<beans xmlns="http://www.springframework.org/schema/beans"

    xmlns:context="http://www.springframework.org/schema/context"

    xmlns:mvc="http://www.springframework.org/schema/mvc"

    xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"

    xsi:schemaLocation="http://www.springframework.org/schema/beans

                        http://www.springframework.org/schema/beans/spring-beans.xsd

                        http://www.springframework.org/schema/mvc

                        http://www.springframework.org/schema/mvc/spring-mvc.xsd

                        http://www.springframework.org/schema/context

                        http://www.springframework.org/schema/context/spring-context.xsd">

    <context:component-scan base-package="io.datajek"/>

    <mvc:annotation-driven/>

    <bean class = "org.springframework.web.servlet.view.InternalResourceViewResolver">

        <property name="prefix" value="/WEB-INF/views/" />

        <property name="suffix" value=".jsp" />

    </bean>

</beans>
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# Controller

This lesson demonstrates how to create a Controller class.

**We'll cover the following**

* [@Controller annotation](https://www.educative.io/courses/guide-spring-5-spring-boot-2/qArEwA9mp23#@Controller-annotation)
* [@RequestMapping annotation](https://www.educative.io/courses/guide-spring-5-spring-boot-2/qArEwA9mp23#@RequestMapping-annotation)
  + [@RequestMapping at method level](https://www.educative.io/courses/guide-spring-5-spring-boot-2/qArEwA9mp23#@RequestMapping-at-method-level)
  + [@RequestMapping at class level](https://www.educative.io/courses/guide-spring-5-spring-boot-2/qArEwA9mp23#@RequestMapping-at-class-level)
* [@ResponseBody annotation](https://www.educative.io/courses/guide-spring-5-spring-boot-2/qArEwA9mp23#@ResponseBody-annotation)

Controllers are Java classes that map a URL and HTTP request to a method such that when a user goes to an address and sends a request, the controller sends back the appropriate response. Every controller is annotated with information about the URL that it handles and the HTTP methods that it supports.

A typical web application has a number of controllers, so when a request comes, Spring MVC examines the list of controllers to find a match for the URL and the incoming HTTP request. It then maps the request to a particular method of a controller. The controller returns a response which Spring MVC converts to an appropriate format. For a REST controller, the response is automatically converted to JSON.

We will now show how to create a controller for our application. The **TennisController** will handle a web request and display a response in the browser.

## @Controller annotation

1. Create a class, TennisController in the package **io.datajek.springmvc**. We have created a separate package to keep the MVC related code separate from the servlet code. When we created a servlet, it extended the **HttpServlet** class. In Spring MVC, we use the @Controller annotation to notify that the class is a controller. @Controller is a specialized form of @Component that supports web MVC. So, when Spring does a component scan, it also picks up classes marked with @Controller. By using this annotation, Spring will know that our class will handle web requests.

import   
org.springframework.stereotype.Controller;  
  
@Controller  
public class TennisController {  
  
}

1. Next, we will create a method named welcome in our controller class. A controller method can have any name. The return type is String which is used to return the name of the view or a String response that we will show to the client.

@Controller  
public class TennisController {  
  
    public String welcome() {  
        //...  
    }  
}

A controller method can have any number of parameters like request parameters, session objects, model objects etc. The return type can also vary.

## @RequestMapping annotation

### @RequestMapping at method level

The next step is to map a URL to the controller method. We want the URL **“/”** to be mapped to our method. So, when a user types [**http://localhost:8080/spring/**](http://localhost:8080/spring/), we want the welcome method to execute and display a welcome message.

To map a request from **“/”** to the welcome method, the @RequestMapping annotation is used as follows:

import org.springframework.web.bind.annotation.RequestMapping;  
  
@Controller  
public class TennisController {  
  
 @RequestMapping(value = "/")  
 public String welcome() {  
     return "Welcome to the Tennis Player database from Spring MVC!";  
}

Now, the welcome method will execute when a request for **“/”** is received and will return a string message.

We can have multiple URLs that map to the same controller meaning that a controller can have multiple methods for mapping different URLs and HTTP requests.

### @RequestMapping at class level

The @RequestMapping at method level is used to map a URL to a controller method. This annotation can also be used on classes where it serves as a parent mapping for the controller. All the request mappings on the controller methods are relative to the parent mapping. It is similar to the folder directory structure.

## @ResponseBody annotation

1. When a request comes to the dispatcher servlet, it maps the request to a controller. The controller executes and sends a response back to the dispatcher servlet. That response is usually the name of a view to be shown to the user along with the model.
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Controller receives a request and responds with model and view

The welcome method created above does not return the name of a view. Rather, it returns a String message to be shown to the user. Since the dispatcher servlet is expecting a view name, we need to notify it that the return value is to be shown to the user as it is. Otherwise, the dispatcher servlet will search for a view with the String response returned by the welcome method.

The @ResponseBody annotation tells the dispatcher servlet that the response coming back is not the name of a view. Rather, it is the response that we want to send back to the user. Without using this annotation, if we run the application and type [**http://localhost:8080/spring/**](http://localhost:8080/spring/), we will get a 404 error which indicates that the page is not found because the dispatcher servlet by default searches for a URL mapping. With this annotation, the string **“Welcome to the Tennis Player database from Spring MVC!”** will be displayed as output.

The code in the widget below shows the response when a request to **“/”** is made.

In your IDE, run the application as Maven Build and specify **tomcat7:run** as goal. After Tomcat starts, you can see Running war on [*http://localhost8080/*](http://localhost8080/).

Type [**http://localhost8080/spring/**](http://localhost8080/spring/) in the browser. On this link, the contents returned by the welcome method of the TennisController are displayed.

Be sure to kill the server before attempting to re-run the application to avoid the Address already in use exception.
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**TennisController.java**
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package io.datajek.springmvc;

import org.springframework.stereotype.Controller;

import org.springframework.web.bind.annotation.RequestMapping;

import org.springframework.web.bind.annotation.ResponseBody;

@Controller

public class TennisController {

    @RequestMapping(value = "/")

    @ResponseBody

    public String welcome() {

        return "Welcome to the Tennis Player database from Spring MVC!";

    }

}
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**Your app can be found at:**<https://ed-6434592358924288.educative.run/spring/>

In this lesson, we created a controller to map a URL to a method and return some response. The flow of a request in MVC is as follows:

1. **web.xml** receives all requests.
2. Anything starting with **/spring** will go to the front controller (dispatcher servlet) as specified in the **web.xml** file.
3. **player-servlet.xml** is the configuration file of the dispatcher servlet. It specifies where to perform a component scan to look for controllers.
4. The dispatcher servlet looks at the next part of the URL **“/”** and looks for a controller that is annotated with that particular URL.
5. When it finds a controller method (welcome) with that mapping, the method is executed.
6. The controller returns a response which can either be a model or a view to be rendered. In this lesson, it is a text message to be shown to the user.

# View

Learn how to create a view template and resolve a view name in this lesson.

**We'll cover the following**

* [Redirecting to a view](https://www.educative.io/courses/guide-spring-5-spring-boot-2/gkLM1Bv3pnr#Redirecting-to-a-view)
* [Resolving name of the view](https://www.educative.io/courses/guide-spring-5-spring-boot-2/gkLM1Bv3pnr#Resolving-name-of-the-view)
* [Developing the view page](https://www.educative.io/courses/guide-spring-5-spring-boot-2/gkLM1Bv3pnr#Developing-the-view-page)

When a controller or handler returns a response back to the dispatcher servlet, it is either shown as it is to the user (if the @ResponseBody annotation is present), or a view is called.

In real world applications, we do not return String responses back to the user. We redirect the user to a view or JSP.

## Redirecting to a view

1. Say, we want a request to **“/”** to be redirected to **main-menu.jsp**. We can return the view name as follows:

@RequestMapping(value = "/")  
public String welcome() {  
    return "main-menu";  
}

The return value **main-menu** will be treated as the name of a view now, because we have removed the @ResponseBody annotation from the method.

## Resolving name of the view

1. In Spring, we only specify the name of the JSP and not the extension. Spring will use information from its config file and find the view page. Based on the information in the config file, it will look in the prefix directory, use the view name and then append the suffix to resolve the logical name returned by the method to an actual name.
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Creating actual view name from logical name

Recall, that we created a bean of InternalResourceViewResolver class in the **player-servlet.xml** file, which had information to append a String as prefix and suffix to construct the complete location of the view as follows:

<bean  
    class = "org.springframework.web.servlet.view.InternalResourceViewResolver">  
        <property name="prefix">  
        <value>/WEB-INF/views/</value>  
        </property>  
  
        <property name="suffix">  
        <value>.jsp</value>  
        </property>  
</bean>

From the welcome method, we are returning a String **main-menu**. The view resolver will translate **main-menu** to **/WEB-INF/views/main-menu.jsp** by prepending **/WEB-INF/views/** and appending **.jsp** to the name of the view.

## Developing the view page

1. Now, we will create a JSP page **main-menu** in the **WEB-INF/views** directory. This page will display a text message:

<!DOCTYPE html>  
<html>  
<head>  
    <title>Main Menu</title>  
</head>  
<body>  
    <h2> Spring MVC - Tennis Player Database </h2>  
</body>  
</html>
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<beans xmlns="http://www.springframework.org/schema/beans"

    xmlns:context="http://www.springframework.org/schema/context"

    xmlns:mvc="http://www.springframework.org/schema/mvc"

    xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"

    xsi:schemaLocation="http://www.springframework.org/schema/beans http://www.springframework.org/schema/beans/spring-beans.xsd

    http://www.springframework.org/schema/mvc http://www.springframework.org/schema/mvc/spring-mvc.xsd

    http://www.springframework.org/schema/context http://www.springframework.org/schema/context/spring-context.xsd">

    <context:component-scan base-package="io.datajek" />

    <mvc:annotation-driven />

    <bean

        class = "org.springframework.web.servlet.view.InternalResourceViewResolver">

        <property name="prefix">

        <value>/WEB-INF/views/</value>

        </property>

        <property name="suffix">

        <value>.jsp</value>

        </property>

    </bean>

</beans>
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**Your app can be found at:**<https://ed-6434592358924288.educative.run/spring/>

This application is created with the spring-webmvc dependency. If Spring Boot is used to create the web application (with spring-boot-starter-web dependency), an addition dependency, tomcat-embed-jasper, is required to display the JSP pages.

1. Client sends a request to the application which is received by **web.xml**.
2. **web.xml** forwards all requests to the dispatcher servlet.
3. Dispatcher servlet checks its config file, **player-servlet.xml**, for controllers.
4. Based on the controller mappings, **“/”** is mapped to the welcome method in the **TennisController**.
5. The controller method returns a String response.
6. Since the welcome method of the controller does not have the @ResponseBody annotation, the dispatcher servlet treats the return value as a view name and forwards it to the view resolver configured in **player-servlet.xml** file.
7. The view resolver resolves the String **main-menu** to **/WEB-INF/views/main-menu.jsp** and returns the view/JSP to the dispatcher servlet.
8. Dispatcher servlet renders the view in the browser.

# HTML Forms

Learn how to read and process form data in Spring MVC application.

**We'll cover the following**

* [Controller class](https://www.educative.io/courses/guide-spring-5-spring-boot-2/JQGrV5OlX4P#Controller-class)
* [showForm method](https://www.educative.io/courses/guide-spring-5-spring-boot-2/JQGrV5OlX4P#showForm-method)
* [HTML form](https://www.educative.io/courses/guide-spring-5-spring-boot-2/JQGrV5OlX4P#HTML-form)
* [processForm method](https://www.educative.io/courses/guide-spring-5-spring-boot-2/JQGrV5OlX4P#processForm-method)
* [Player details page](https://www.educative.io/courses/guide-spring-5-spring-boot-2/JQGrV5OlX4P#Player-details-page)

In this lesson, we will set up a form, which will prompt the user to enter a player’s name. When the user clicks the Submit button, our Spring MVC application will show a page containing the name entered by the user. Later, we will add functionality to show details of the player entered by the user.

A controller can have multiple request mappings. We will create a PlayerController to handle different request mappings. This controller will map the URL **showPlayerForm** to a method that displays the form and **processPlayerForm** to a method that directs the user to the player details page.

## Controller class

1. The first step is to create a class, PlayerController. The @Controller annotation tells Spring that this class will handle web requests.

@Controller  
public class PlayerController {  
    //method to handle /showPlayerForm  
  
    //method to handle /processPlayerForm  
}

## showForm method

1. First, we need a method that will show the form to the user. The **/showPlayerForm** URL maps to this method. We will call this method showForm.

@RequestMapping("/showPlayerForm")  
public String showForm () {  
    return "search-player-form";  
}

Spring will call the view resolver which will resolve **search-player-form** to **/WEB-INF/views/search-player-form.jsp**.

## HTML form

1. The showForm method created in the previous step, returns the **search-player-form** page. We will create this page in **WEB-INF/views** directory as follows:

<!DOCTYPE html>  
<html>  
<head>  
<title>Player Form</title>  
</head>  
<body>  
<h2>Player Form</h2>  
<br>  
    <form action = "processPlayerForm" method ="GET">  
 Enter player name: <input type = "text" name = "playerName" />  
                    <input type = "submit" value = "Submit"/>     
    </form>  
</body>  
</html>

The <form> element sends the data to the path **processPlayerForm**. It has a text box and a submit button.

If the application is run now and the URL **/showPlayerForm** is entered, the dispatcher servlet maps this request to **PlayerController** which returns **search-player-form**. After resolving the view name, the dispatcher servlet renders the view **search-player-form.jsp** in the browser. If we enter a name in the form and then press **Submit**, we encounter the 404 error because the dispatcher servlet is unbale to find a mapping for **/processPlayerForm**.
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package io.datajek.springmvc;

import org.springframework.stereotype.Controller;

import org.springframework.web.bind.annotation.RequestMapping;

@Controller

public class PlayerController {

    //method to handle /showPlayerForm

    @RequestMapping("/showPlayerForm")

    public String showForm () {

        return "search-player-form";

    }

    //method to handle /processPlayerForm

}
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**Your app can be found at:**<https://ed-6434592358924288.educative.run/spring/showPlayerForm>

## processForm method

1. When the user clicks the submit button on the form, a GET request is generated for **/processPlayerForm**. We will now implement a method in the PlayerController to handle that request.

When the user enters a player name, we want him to be redirected to a page containing the name entered in the form. We will create a method processForm to return player-detail view as follows:

@RequestMapping("/processPlayerForm")  
public String processForm () {  
    return "player-detail";  
}

## Player details page

1. The last step is to create the **player-detail** page. Since we have configured the view resolver to search for pages in the **WEB-INF/views** folder, we will create a JSP file called **player-detail** in that directory. The details page will display the name entered in the **search-player-form**. To access the value entered in the form, we will use JSP expression language syntax, ${expression} as follows:

<!DOCTYPE html>  
<html>  
<head>  
<title>Player Details</title>  
</head>  
<body>  
 <h2>Player info</h2>  
 <hr>  
  
 <br><br>  
 Player name : ${param.playerName}  
  
</body>  
</html>

param is a predefined variable in EL which maps a request parameter to a value. It is similar to request.getParameter method. Here, we are accessing the player name using the text input element playerName from step 3 above.

The default value of isELIgnored attribute, which disables the evaluation of EL expressions, is true. It can be set to false by including the taglib reference <%@ page isELIgnored = "false" %>.

1. Instead of having to type the URL for the player form **(/spring/showPlayerForm)** in the address bar, we can add a link to the form in **main-menu.jsp** as follows:

<!DOCTYPE html>  
<html>  
<head>  
 <title>Main Menu</title>  
</head>  
<body>  
 <h2> Spring MVC - Tennis Player Database</h2>  
   
 <hr><br>  
 <a href="showPlayerForm"> Search Player</a>  
</body>  
</html>

Now the player form will be displayed on the home page of our application as a hyperlink.

The Spring MVC application can be accessed at [**http://localhost:8080/spring/**](http://localhost:8080/spring/)
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<%@ page language="java" contentType="text/html; charset=ISO-8859-1"

    pageEncoding="ISO-8859-1"%>

<!DOCTYPE html>

<html>

<head>

<meta charset="ISO-8859-1">

<title>Player Details</title>

</head>

<body>

<h2>Player info</h2>

<hr>

<br><br>

Player name :  ${param.playerName}

</body>

</html>
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**Your app can be found at:**<https://ed-6434592358924288.educative.run/spring/>

# Model

Learn how to pass data between controllers and views.

**We'll cover the following**

* [Passing Model object to controller](https://www.educative.io/courses/guide-spring-5-spring-boot-2/Y5j0DXw8z1W#Passing-Model-object-to-controller)
* [Read and process form data](https://www.educative.io/courses/guide-spring-5-spring-boot-2/Y5j0DXw8z1W#Read-and-process-form-data)
* [Add data to model with addAttribute](https://www.educative.io/courses/guide-spring-5-spring-boot-2/Y5j0DXw8z1W#Add-data-to-model-with-addAttribute)
* [Accessing model data in view](https://www.educative.io/courses/guide-spring-5-spring-boot-2/Y5j0DXw8z1W#Accessing-model-data-in-view)

Model is a container used for passing data between different components in our application. The controller class can add data to the model in the form of strings, numbers, or objects etc. The view page is able to access data placed in the model.

In this lesson, we will first pass the model to our controller class, then add some data to it and finally show how the data in the model is accessed in the view page.

Passing data from controller to view

We have created a form in **search-player-form.jsp** that takes a player name as input. The code for the form is reproduced below:

<form action = "processPlayerForm" method ="GET">  
Enter player name: <input type = "text" name = "playerName" />  
                    <input type = "submit" value = "Submit"/>      
</form>

When **Submit** is clicked, a GET request invokes the PlayerController because **/processPlayerForm** maps to it. The method created in the last lesson for processing form data is reproduced below:

@RequestMapping("/processPlayerForm")  
public String processForm () {  
    return "player-detail";  
}

## Passing Model object to controller

1. A controller method can have any number of parameters. Right now, we are not passing any parameters, but for reading form data, we need HttpServletRequest and to add data to the model we need the Model object in the method signature.

@RequestMapping("/processPlayerForm")  
public String processForm(HttpServletRequest request, Model model) {  
    return "player-detail";  
}

The model being passed as a parameter to the processForm method is empty. We will add data to it in the next step.

## Read and process form data

1. We can read the player name entered in the **search-player-form** and store it in a variable pName by using getParameter method of HttpServletRequest. The following code shows how to read form data:

@RequestMapping("/processPlayerForm")  
public String processForm (HttpServletRequest request, Model model) {  
    String pName = request.getParameter("playerName");  
    return "player-detail";  
}

## Add data to model with addAttribute

1. Now, we will add the player name that the user entered in the form to the model using the addAttribute method. This method takes a name-value pair of an attribute as follows:

@RequestMapping("/processPlayerForm")  
public String processForm (HttpServletRequest request, Model model) {  
    String pName = request.getParameter("playerName");  
    model.addAttribute("name", pName);  
    return "player-detail";  
}

We can use any name for the attribute. Here, we have used name. The value of the attribute is stored in the variable pName. Now the attribute name will be available to the view.

We can pass multiple values from the controller to the JSP. More attributes can be added to the model by calling the addAttribute method with name-value pairs.

## Accessing model data in view

1. Instead of accessing the form data in the **player-detail** page by using ${param.playerName}, we can now access the data placed in the model. In step 3, we set an attribute name in the model. This attribute can be accessed using expression language syntax ${attributeName} as follows:

<body>  
 <br><br>  
 Player name : ${name}  
</body>

The value of the attribute name will be plugged in. Notice that the attribute name used in the controller method and view page is the same.
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<%@ page language="java" contentType="text/html; charset=ISO-8859-1"

    pageEncoding="ISO-8859-1"%>

<!DOCTYPE html>

<html>

<head>

<meta charset="ISO-8859-1">

<title>Main Menu</title>

</head>

<body>

    <h2> Spring MVC - Tennis Player Database</h2>

    <hr><br>

    <a href="showPlayerForm"> Search Player</a>

</body>

</html>

![](data:image/x-wmf;base64,183GmgAAAAAAALYAUQBgAAAAAACWVwEACQAAA1wFAAAGAC0AAAAAAAQAAAADAQgABQAAAAsCAAAAAAUAAAAMAlEAtgADAAAAHgAHAAAA/AIAAP///wAAAAQAAAAtAQAACQAAAB0GIQDwAFEAAQAAALUACQAAAB0GIQDwAAEAtQBQAAAABwAAAPwCAACgoKAAAAAEAAAALQEBAAkAAAAdBiEA8ABQAAEAAAAAAAkAAAAdBiEA8AABALQAAAABAAcAAAD8AgAA4+PjAAAABAAAAC0BAgAJAAAAHQYhAPAATwABAAEAtAAJAAAAHQYhAPAAAQCzAE8AAQAHAAAA/AIAAGlpaQAAAAQAAAAtAQMACQAAAB0GIQDwAE4AAQABAAEACQAAAB0GIQDwAAEAsgABAAIABQAAAAsCAAAAAAUAAAAMAlEAtgAFAAAAAQL///8ABQAAAC4BAAAAAAUAAAACAQEAAAALAAAAMgoAAAAAAAACAAIAAgCjAD4ABAAAAC0BAwAJAAAAHQYhAPAAEQABABMAswAJAAAAHQYhAPAAAQAQACMAowAEAAAALQECAAkAAAAdBiEA8AAQAAEAEwCjAAkAAAAdBiEA8AABAA8AEwCkAAQAAAAtAQEACQAAAB0GIQDwAA8AAQAUALIACQAAAB0GIQDwAAEADgAiAKQABAAAAC0BAAAJAAAAHQYhAPAADgABABQApAAJAAAAHQYhAPAAAQANABQApQAHAAAA/AIAAPDw8AAAAAQAAAAtAQQACQAAAB0GIQDwAA0ADQAVAKUABQAAAAkC8PDwAAUAAAABAv///wAtAAAAQgEDAAAAKAAAAAgAAAAIAAAAAQABAAAAAAAgAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAD///8AqgAAAFUAAACqAAAAVQAAAKoAAABVAAAAqgAAAFUAAAAEAAAALQEFAAkAAAAdBiEA8AAAABEAEwCjAAUAAAAJAvDw8AAFAAAAAQL///8ABAAAAC0BBQAJAAAAHQYhAPAACQARACQAowAEAAAALQEDAAkAAAAdBiEA8AARAAEAAgCzAAkAAAAdBiEA8AABABAAEgCjAAQAAAAtAQIACQAAAB0GIQDwABAAAQACAKMACQAAAB0GIQDwAAEADwACAKQABAAAAC0BAQAJAAAAHQYhAPAADwABAAMAsgAJAAAAHQYhAPAAAQAOABEApAAEAAAALQEAAAkAAAAdBiEA8AAOAAEAAwCkAAkAAAAdBiEA8AABAA0AAwClAAQAAAAtAQQACQAAAB0GIQDwAA0ADQAEAKUABAAAAC0BAAAJAAAAHQYhAPAAAQABAAoArAAEAAAALQEAAAkAAAAdBiEA8AABAAMACwCrAAQAAAAtAQAACQAAAB0GIQDwAAEABQAMAKoABAAAAC0BAAAJAAAAHQYhAPAAAQAHAA0AqQAEAAAALQEBAAkAAAAdBiEA8AABAAEACQCrAAQAAAAtAQEACQAAAB0GIQDwAAEAAwAKAKoABAAAAC0BAQAJAAAAHQYhAPAAAQAFAAsAqQAEAAAALQEBAAkAAAAdBiEA8AABAAcADACoAAQAAAAtAQMACQAAAB0GIQDwABEAAQAtALMACQAAAB0GIQDwAAEAEAA9AKMABAAAAC0BAgAJAAAAHQYhAPAAEAABAC0AowAJAAAAHQYhAPAAAQAPAC0ApAAEAAAALQEBAAkAAAAdBiEA8AAPAAEALgCyAAkAAAAdBiEA8AABAA4APACkAAQAAAAtAQAACQAAAB0GIQDwAA4AAQAuAKQACQAAAB0GIQDwAAEADQAuAKUABAAAAC0BBAAJAAAAHQYhAPAADQANAC8ApQAEAAAALQEAAAkAAAAdBiEA8AABAAEAOACsAAQAAAAtAQAACQAAAB0GIQDwAAEAAwA3AKsABAAAAC0BAAAJAAAAHQYhAPAAAQAFADYAqgAEAAAALQEAAAkAAAAdBiEA8AABAAcANQCpAAQAAAAtAQEACQAAAB0GIQDwAAEAAQA3AKsABAAAAC0BAQAJAAAAHQYhAPAAAQADADYAqgAEAAAALQEBAAkAAAAdBiEA8AABAAUANQCpAAQAAAAtAQEACQAAAB0GIQDwAAEABwA0AKgABAAAAC0BAwAJAAAAHQYhAPAAEQABAD4AJwAJAAAAHQYhAPAAAQASAE4AFQAEAAAALQECAAkAAAAdBiEA8AAQAAEAPgAVAAkAAAAdBiEA8AABABEAPgAWAAQAAAAtAQEACQAAAB0GIQDwAA8AAQA/ACYACQAAAB0GIQDwAAEAEABNABYABAAAAC0BAAAJAAAAHQYhAPAADgABAD8AFgAJAAAAHQYhAPAAAQAPAD8AFwAEAAAALQEEAAkAAAAdBiEA8AANAA8AQAAXAAUAAAAJAvDw8AAFAAAAAQL///8ABAAAAC0BBQAJAAAAHQYhAPAAEQAAAD4AFQAFAAAACQLw8PAABQAAAAEC////AAQAAAAtAQUACQAAAB0GIQDwABEAaAA+ACgABAAAAC0BAwAJAAAAHQYhAPAAEQABAD4AFAAJAAAAHQYhAPAAAQASAE4AAgAEAAAALQECAAkAAAAdBiEA8AAQAAEAPgACAAkAAAAdBiEA8AABABEAPgADAAQAAAAtAQEACQAAAB0GIQDwAA8AAQA/ABMACQAAAB0GIQDwAAEAEABNAAMABAAAAC0BAAAJAAAAHQYhAPAADgABAD8AAwAJAAAAHQYhAPAAAQAPAD8ABAAEAAAALQEEAAkAAAAdBiEA8AANAA8AQAAEAAQAAAAtAQAACQAAAB0GIQDwAAEAAQBHAAsABAAAAC0BAAAJAAAAHQYhAPAAAwABAEYADAAEAAAALQEAAAkAAAAdBiEA8AAFAAEARQANAAQAAAAtAQAACQAAAB0GIQDwAAcAAQBEAA4ABAAAAC0BAQAJAAAAHQYhAPAAAQABAEYACgAEAAAALQEBAAkAAAAdBiEA8AADAAEARQALAAQAAAAtAQEACQAAAB0GIQDwAAUAAQBEAAwABAAAAC0BAQAJAAAAHQYhAPAABwABAEMADQAEAAAALQEDAAkAAAAdBiEA8AARAAEAPgCiAAkAAAAdBiEA8AABABIATgCQAAQAAAAtAQIACQAAAB0GIQDwABAAAQA+AJAACQAAAB0GIQDwAAEAEQA+AJEABAAAAC0BAQAJAAAAHQYhAPAADwABAD8AoQAJAAAAHQYhAPAAAQAQAE0AkQAEAAAALQEAAAkAAAAdBiEA8AAOAAEAPwCRAAkAAAAdBiEA8AABAA8APwCSAAQAAAAtAQQACQAAAB0GIQDwAA0ADwBAAJIABAAAAC0BAAAJAAAAHQYhAPAAAQABAEcAnAAEAAAALQEAAAkAAAAdBiEA8AADAAEARgCbAAQAAAAtAQAACQAAAB0GIQDwAAUAAQBFAJoABAAAAC0BAAAJAAAAHQYhAPAABwABAEQAmQAEAAAALQEBAAkAAAAdBiEA8AABAAEARgCbAAQAAAAtAQEACQAAAB0GIQDwAAMAAQBFAJoABAAAAC0BAQAJAAAAHQYhAPAABQABAEQAmQAEAAAALQEBAAkAAAAdBiEA8AAHAAEAQwCYAAUAAAABAvDw8AALAAAAMgoAAAAAAAACAKMAPgC0AE8ABQAAAAECAQAAAAQAAAAnAf//AwAAAAAA)

![](data:image/x-wmf;base64,183GmgAAAAAAAEIAGABgAAAAAAArVwEACQAAA7kAAAAEAAsAAAAAAAQAAAADAQgABQAAAAsCAAAAAAUAAAAMAhgAQgADAAAAHgAHAAAA/AIAAP///wAAAAQAAAAtAQAACQAAAB0GIQDwABgAAQAAAEEACQAAAB0GIQDwAAEAQQAXAAAABwAAAPwCAACgoKAAAAAEAAAALQEBAAkAAAAdBiEA8AAXAAEAAAAAAAkAAAAdBiEA8AABAEAAAAABAAcAAAD8AgAA4+PjAAAABAAAAC0BAgAJAAAAHQYhAPAAFgABAAEAQAAJAAAAHQYhAPAAAQA/ABYAAQAHAAAA/AIAAGlpaQAAAAQAAAAtAQMACQAAAB0GIQDwABUAAQABAAEACQAAAB0GIQDwAAEAPgABAAIABQAAAAsCAAAAAAUAAAAMAhgAQgAFAAAAAQL///8ABQAAAC4BAAAAAAUAAAACAQEAAAALAAAAMgoAAAAAAAACAAIAAgBAABYABAAAACcB//8DAAAAAAA=)

Run

Save

Reset

**Your app can be found at:**<https://ed-6434592358924288.educative.run/spring/>

The Spring MVC application can be accessed at [**http://localhost:8080/spring/**](http://localhost:8080/spring/)

The code above shows how to pass data using model. The dispatcher servlet maps **/processPlayerForm** request to the processForm method of the PlayerController. It sends the Model object as a parameter. The controller adds data to the model using addAttribute method. The model is accessible to the view **player-detail.jsp** which uses expression laguage syntax ${attributeName} to display the data.
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Passing data from controller to view

# Model - Part 2

cont..

**We'll cover the following**

* [Player class](https://www.educative.io/courses/guide-spring-5-spring-boot-2/393zow0EE6p#Player-class)
* [PlayerService class](https://www.educative.io/courses/guide-spring-5-spring-boot-2/393zow0EE6p#PlayerService-class)
* [Search player by name](https://www.educative.io/courses/guide-spring-5-spring-boot-2/393zow0EE6p#Search-player-by-name)
* [Defining beans](https://www.educative.io/courses/guide-spring-5-spring-boot-2/393zow0EE6p#Defining-beans)
* [Dependency injection](https://www.educative.io/courses/guide-spring-5-spring-boot-2/393zow0EE6p#Dependency-injection)
* [Adding search functionality](https://www.educative.io/courses/guide-spring-5-spring-boot-2/393zow0EE6p#Adding-search-functionality)
* [Adding data to model](https://www.educative.io/courses/guide-spring-5-spring-boot-2/393zow0EE6p#Adding-data-to-model)
* [Updating view page](https://www.educative.io/courses/guide-spring-5-spring-boot-2/393zow0EE6p#Updating-view-page)
* [GET vs POST request](https://www.educative.io/courses/guide-spring-5-spring-boot-2/393zow0EE6p#GET-vs-POST-request)

In this lesson, we will add search functionality to our Spring MVC application.

## Player class

1. The **Player** class is reproduced below:

public class Player {  
    private int id;  
    private String name;  
    private String nationality;  
    private Date birthDate;  
    private int titles;  
   
   //constructor  
   //getter and setter methods  
}

## PlayerService class

1. The **PlayerService** class contains a List of **Player** objects and has a method getPlayerByName that takes a String name as input and returns a **Player** object.

The **PlayerService** class is reproduced below:

public class PlayerService {  
    private List<Player> players = Arrays.asList(  
        new Player(1, "Djokovic", "Serbia", Date.valueOf("1987-05-22"), 81),  
        new Player(2, "Monfils", "France", Date.valueOf("1986-07-01"), 10),  
        new Player(3, "Isner", "USA", Date.valueOf("1985-04-26"), 15)  
        );   
   
    public Player getPlayerByName(String name){  
        return players.stream().filter(p -> p.getName().equals(name)).findFirst().get();  
    }  
}

## Search player by name

1. To add search functionality to the controller, we will invoke PlayerService and get the details of a player by passing the player name parameter entered by the user.

Previously, the way we created PlayerService was by creating an object like this:

PlayerService service = new PlayerService();

In the Spring MVC application, we will leverage Spring’s feature of dependency injection.

## Defining beans

1. Instead of us creating the object, we will let Spring create and inject dependencies. **PlayerService** is a dependency of the **PlayerController** class. We will let Spring manage the dependency and inject it in the **PlayerController** class.

For this, first we need to tell Spring that it has to manage the **PlayerService** object. To mark the **PlayerService** class as a service, we will use the @Service annotation. This tells Spring to create and manage **PlayerService** bean.

@Service  
public class PlayerService {  
   //...  
}

Spring can find beans by doing a component scan. For instance, providing a base package for component scan in player-servlet.xml enables Spring to find all beans with the @Component, @Controller, @Servive, and @Repository annotations and manage them.

## Dependency injection

1. To inject the **PlayerService** bean in the **PlayerController** bean, we will use the @Autowired annotation in the **PlayerController** class.

@Autowired  
PlayerService service;

Now, we don’t have to create an instance of the PlayerService class. Spring framework will do the work for us.

## Adding search functionality

1. Now that the service is available for use, all that remains to be done is to call the getPlayerByName method of the service class and get a Player object back.

@RequestMapping(value = "/processPlayerForm")  
public String processForm(HttpServletRequest request, Model model) {  
    String pName = request.getParameter("playerName");  
    Player player = service.getPlayerByName(pName);  
    model.addAttribute("name", pName);  
    return "player-detail";  
}

## Adding data to model

1. The Player object contains several fields. We can add those to the model using the addAttribute method.

@RequestMapping(value = "/processPlayerForm")  
public String processForm(HttpServletRequest request, Model model) {  
    String pName = request.getParameter("playerName");  
    Player player = service.getPlayerByName(pName);  
    model.addAttribute("name", pName);  
    model.addAttribute("country", player.getNationality());  
    model.addAttribute("dob", player.getBirthDate());  
    model.addAttribute("titles", player.getTitles());  
    return "player-detail";  
}

## Updating view page

1. The last task is to update **player-detail.jsp** to access the attributes added to the model in the previous step.

<body>  
<h2>Player info</h2>  
<hr>  
  
<br><br>  
Player name : ${name}  
<br><br>  
DoB: ${dob}  
<br><br>  
Country: ${country}  
<br><br>  
Titles: ${titles}  
</body>

Now, when we search for a player using the **search-player-form** we will be redirected to the **player-detail** page with information about the player. Note, that the application is configured to return results for only three players at the moment as we only entered data about Djokovic, Monfils and Isner in step 2.
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package io.datajek.springmvc;

import javax.servlet.http.HttpServletRequest;

import org.springframework.beans.factory.annotation.Autowired;

import org.springframework.stereotype.Controller;

import org.springframework.ui.Model;

import org.springframework.web.bind.annotation.RequestMapping;

@Controller

public class PlayerController {

    @Autowired

    PlayerService service;

    //method to handle /showPlayerForm

    @RequestMapping("/showPlayerForm")

    public String showForm () {

        return "search-player-form";

    }

    //method to handle /processPlayerForm

    @RequestMapping("/processPlayerForm")

    public String processForm(HttpServletRequest request, Model model) {

        String pName = request.getParameter("playerName");

        Player player = service.getPlayerByName(pName);

        model.addAttribute("name", pName);

        model.addAttribute("country", player.getNationality());

        model.addAttribute("dob", player.getBirthDate());

        model.addAttribute("titles", player.getTitles());

        return "player-detail";
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**Your app can be found at:**<https://ed-6434592358924288.educative.run/spring/>

## GET vs POST request

In the **search-player-form** we have specified the type of request as **GET**. As a result, the information entered by the user is made part of the query string. If we change the type of request to **POST**, the URL string will no longer contain the player name.

<form action = "processPlayerForm" method ="POST">

# @RequestParam Annotation

This lesson shows how to use the @RequestParam annotation for binding form data.

The @RequestParam annotation is used to bind form data to a method parameter.

Passing HttpServletRequest object as a method parameter makes the getParameter method bind the playerName parameter to the variable pName.

@RequestMapping("/processPlayerForm")  
public String processForm (HttpServletRequest request, Model model) {  
    String pName = request.getParameter("playerName");  
    return "player-detail";  
}

Another way of binding form data is by using the request binding annotation @RequestParam.

1. The @RequestParam annotation is used as a method parameter:

public String   
processForm(@RequestParam("playerName") String pName, Model model) {  
  
}

Spring will read the parameter playerName from the request and bind it to the variable pName. Behind the scene, Spring executes:

String pName = request.getParameter("playerName");

The parameter name can be used as the variable name to make the code shorter:

public String processForm(@RequestParam String playerName, Model model) {  
  
}

1. Inside the method, we can use the variable pName. Suppose we want to convert the name to upper case and add it to the model.

public String processForm(@RequestParam("playerName") String pName, Model model) {  
    String theName = pName.toUpperCase();  
    model.addAttribute("name", theName);  
    return "player-detail";  
}

1. In the **player-detail** page, we can access the model attribute name using EL syntax as usual:

<body>  
 <br><br>  
 Player name : ${name}     
</body>

Now the uppercase name will be displayed on the page.
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package io.datajek.springmvc;

import javax.servlet.http.HttpServletRequest;

import org.springframework.stereotype.Controller;

import org.springframework.ui.Model;

import org.springframework.web.bind.annotation.RequestMapping;

import org.springframework.web.bind.annotation.RequestParam;

@Controller

public class PlayerController {

    //method to handle /showPlayerForm

    @RequestMapping("/showPlayerForm")

    public String showForm () {

        return "search-player-form";

    }

    //method to handle /processPlayerForm

    @RequestMapping("/processPlayerForm")

    public String processForm(@RequestParam("playerName") String pName, Model model) {

        String theName = pName.toUpperCase();

        model.addAttribute("name", theName);

        return "player-detail";

    }

}
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**Your app can be found at:**<https://ed-6434592358924288.educative.run/spring/>

We can also provide a default value for the attribute incase the user hits **Submit** without entering a player name.

public String processForm(@RequestParam(value="playerName", defaultValue="xyz") String pName, Model model) {  
    String theName = pName.toUpperCase();  
    model.addAttribute("name", theName);  
    return "player-detail";  
}

With his change in the method signature, the default value xyz will be used, if no value is entered in the **search-player-form**.

# Spring MVC Form Tags

In this lesson, we will use Spring MVC form tags which provide automatic data binding.

**We'll cover the following**

* [@RequestMapping at class level](https://www.educative.io/courses/guide-spring-5-spring-boot-2/RMvK3AvZPgL#@RequestMapping-at-class-level)
* [Spring MVC form tags](https://www.educative.io/courses/guide-spring-5-spring-boot-2/RMvK3AvZPgL#Spring-MVC-form-tags)
* [Textbox form tag](https://www.educative.io/courses/guide-spring-5-spring-boot-2/RMvK3AvZPgL#Textbox-form-tag)
  + [Data binding](https://www.educative.io/courses/guide-spring-5-spring-boot-2/RMvK3AvZPgL#Data-binding)
* [@ModelAttribute annotation](https://www.educative.io/courses/guide-spring-5-spring-boot-2/RMvK3AvZPgL#@ModelAttribute-annotation)

HTML forms are used to get input from the user. Spring MVC provides form tags which support data binding. These tags automatically set and retrieve data of a bean.

Examples of form tags include <form:form>, <form:input>, <form:checkbox>,<form:radiobutton, and <form:select> etc. The taglib reference of the Spring Tag Library is needed on the JSP page to use the above mentioned form tags.

<%@ taglib prefix="form" uri= "http://www.springframework.org/tags/form" %>

To demonstrate the use of Spring MVC form tags, we will create a form **add-player-form**, where the user will enter information about a player. When the form is submitted, the user will be directed to a confirmation page, **player-confirmation**, which will echo the data entered in the \_\_add-player-form.

1. To keep the code for Spring MVC form tags separate, we will not use the already created **Player** class but create a new **Athlete** class in the **io.datajek.springmvc** package.

Initially this class will have just one field, lastName, along with getter and setter methods and a no-argument constructor.

public class Athlete {  
    private String lastName;  
  
    public Athlete() {  
    }     
  
    public String getLastName() {  
        return lastName;  
    }  
  
    public void setLastName(String lastName) {  
        this.lastName = lastName;  
    }  
}

1. Next, we will create a controller class **AthleteController** to handle requests for adding a tennis player.

@Controller  
public class AthleteController {  
   
    //method to handle /showPlayerForm  
   
    //method to handle /processPlayerForm  
}

## @RequestMapping at class level

Since we are using the same request mappings that were used in the **PlayerController**, Spring will throw an ambiguous mapping error. To avoid the error, we can provide a class level mapping as follows:

@Controller  
@RequestMapping("/player")  
public class AthleteController {  
   
 //method to handle /showPlayerForm  
   
 //method to handle /processPlayerForm  
}

Now, the **/showPlayerForm** mapping in **AthleteController** is a sub-mapping. It is relative to the parent mapping **/player**.

Hence, we will get rid of the ambiguous mapping error as requests to **/showPlayerForm** will be mapped to the **PlayerController** while requests to **/player/showPlayerForm** will be mapped to the **AthleteController**.

1. The showForm method will display the **add-player-form**. Since, we will be using Spring MVC Form Tags, we need to pass an empty **Athlete** object to the form so that data binding between the bean properties and form elements can take place.

To pass data between the controller and view, we use the Model object. We will create a new **Athlete** object and then add it to the model as follows:

@RequestMapping("/showPlayerForm")  
public String showForm(Model model) {  
 model.addAttribute("athlete", new Athlete());  
    return "add-player-form";  
}

The addAttribute method takes a name-value pair of an attribute. Here, the name of the attribute is athlete. We will use the same attribute name in the view page. The value of the attribute is an empty **Athlete** object.

## Spring MVC form tags

1. Now, we will create our view page, **add-player-form** and use Spring MVC form tags. Create a new JSP file in the **WEB-INF/views** directory. We will need the reference of the tag library to use the <form:form> tag on the page.

<%@ taglib prefix="form" uri="http://www.springframework.org/tags/form" %>  
  
<!DOCTYPE html>  
<html>  
<head>  
 <title>Add Player</title>  
</head>  
<body>  
 <h2>Player Form</h2>  
 <hr>  
  
 <form:form action = "processPlayerForm" modelAttribute="athlete">  
   
 </form:form>  
</body>  
</html>

Here, we have created a form using the Spring MVC <form:form> tag. The form will send a request to **/processPlayerForm**. We are using the same name for modelAttribute that was set in the previous step. The following image shows how the form is created using HTML form tags and Spring MVC form tags.

HTML vs Spring MVC form tags

## Textbox form tag

1. A text field is created using the <input type="text"> tag in HTML form tags. Spring MVC provides the <form:input> tag.

Text box tag in HTML vs Spring MVC

To create a field for entering the name, we will use the <form:input> tag. The path element in this tag binds the form field to a bean property as follows:

<form:form action = "processPlayerForm" modelAttribute="athlete">  
    <br><br>  
    Name: <form:input path="lastName"/>  
  
    <br><br>  
    <input type="submit" value="Add Player"/>  
  
</form:form>

### Data binding

Behind the scene, when Spring loads the **add-player-form**, it calls getter methods to populate the fields of the **Athlete** object. So, Spring will call athlete.getLastName(). Since we passed an empty **Athlete** object, the lastName field is empty. However, it is easy to pre-populate values in the form too.

Getter method called when loading form

When the **Add Player** button is clicked, Spring calls the setter methods to bind the data entered by the user to the bean properties. So, Spring will call athlete.setLastName() and with the value that the user entered in the text box.

Setter method called when submitting form

## @ModelAttribute annotation

1. We have used the modelAttribute called athlete in the form. This attribute passes data from the view page to the controller when the **Add Player** button is clicked. To read the data in the controller, we will use the @ModelAttribute annotation which binds an attribute to a method parameter.

public static String processForm(@ModelAttribute("athlete") Athlete myAthlete){  
    return "player-confirmation";  
}

When the user clicks the **Add Player** button on the form, behind the scene, the @ModelAttribute binds the data coming from the form to myAthlete variable (which is an object of **Athlete** type). Then, it adds the myAthlete object to the model as an attribute with the name, athlete. This model attribute is available to the view page, **player-confirmation**.

By using the @ModelAttribute annotation, we can simplify the code. This annotation removes the need to pass the Model and Athlete objects as method parameters. There is no need to explicitly add an attribute to the model using addAttribute method.

@ModelAttribute simplifies code

1. The last step is to show the form data on the confirmation page. For this, we will first create a page **player-confirmation** in **WEB-INF/views** folder. Since the form data has been added to the model, we can use expression language syntax **${attributeName}** to access the properties of the model attribute.

<!DOCTYPE html>  
<html>  
<head>  
 <title>Player Confirmation</title>  
</head>  
<body>  
 <h2>Player Confirmation</h2>  
 <hr>  
   
 <br><br>  
 The player has been added.   
   
 <br><br>  
 Name : ${athlete.lastName}  
</body>  
</html>

When Spring encounters ${athlete.lastName}, it will call athlete.getLastName() to display the value stored in the model attribute **athlete**.
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package io.datajek.springmvc;

public class Athlete {

    private String lastName;

    public Athlete() {

    }

    public String getLastName() {

        return lastName;

    }

    public void setLastName(String lastName) {

        this.lastName = lastName;

    }

}
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**Your app can be found at:**<https://ed-6434592358924288.educative.run/spring/>

# Spring MVC Form Tags - Part 2

In this lesson, we will explore more Spring MVC form tags.

**We'll cover the following**

* [Drop-down list form tag](https://www.educative.io/courses/guide-spring-5-spring-boot-2/m2rDBm0lpjG#Drop-down-list-form-tag)
* [Radio button form tag](https://www.educative.io/courses/guide-spring-5-spring-boot-2/m2rDBm0lpjG#Radio-button-form-tag)
* [Checkbox form tag](https://www.educative.io/courses/guide-spring-5-spring-boot-2/m2rDBm0lpjG#Checkbox-form-tag)
  + [Configuring JSTL](https://www.educative.io/courses/guide-spring-5-spring-boot-2/m2rDBm0lpjG#Configuring-JSTL)
  + [c:forEach tag](https://www.educative.io/courses/guide-spring-5-spring-boot-2/m2rDBm0lpjG#c:forEach-tag)

Picking up from where we left, we will add more items to the **add-player-form**.

## Drop-down list form tag

1. We will add a drop-down list to our form, to let the user select the player’s country. For this, first we will update the **Athlete** class to add a country field along with getter and setter methods for the field.

public class Athlete {  
    private String lastName;  
    private String country;  
  
    //no-arg constructor  
  
    //getter and setter methods  
}

The complete code of the **Athlete** class is given at the end of the lesson.

1. In HTML, a drop-down list is created using a <select> with multiple <option> tags as follows:

<select name="playerCountry">  
    <option>Australia</option>  
    <option>France</option>  
    <option>Serbia</option>  
    <option>Switzerland</option>  
    <option>United States of America</option>  
</select>

Spring MVC’s equivalent tags are <form:select> and <form:option> with path specifying the bean property to which the drop-down list binds to.

We will use Spring MVC form tags to add a drop-down list to the **add-player-form.jsp** as follows:

<form:select path="country">  
    <form:option value="AUT" label="Austria"/>  
    <form:option value="FRA" label="France"/>  
    <form:option value="SRB" label="Serbia"/>  
    <form:option value="SUI" label="Switzerland"/>  
    <form:option value="USA" label="United States of America"/>  
</form:select>

path="country" maps the drop-down list to the country field in the **Athlete** class. The <form:option> tag contains value and label, the former being the actual value that gets passed when the form is submitted while the latter being the item displayed in the drop-down list. Here, we are displaying the name of the country but behind the scene, we are saving the country code.

After adding the drop-down list, the form looks like this:

<form:form action = "processPlayerForm" modelAttribute="athlete">  
    <br><br>  
    Name: <form:input path="lastName"/>  
  
    <br><br>  
    Country: <form:select path="country">  
        <form:option value="AUT" label="Austria"/>  
        <form:option value="FRA" label="France"/>  
       <form:option value="SRB" label="Serbia"/>  
       <form:option value="SUI" label="Switzerland"/>  
       <form:option value="USA" label="United States of America"/>  
    </form:select>  
  
    <br><br>  
    <input type="submit" value="Add Player"/>  
  
</form:form>

When the **Add Player** button is clicked, Spring will call the setter methods to bind the data entered by the user to the bean properties. So, Spring will call athlete.setLastName() and athlete.setCountry() with the value that the user entered in the text box and selected from the drop-down list.

1. In the last lesson, we explained in detail how the form data is passed to the **AthleteController** class and how it can be accessed on the **player-confirmation** page. Now, we will update the confirmation page to show the player’s country:

<body>  
    <h2>Player Confirmation</h2>  
    <hr>  
   
    <br><br>  
    The player has been added.   
   
    <br><br>  
     Name : ${athlete.lastName}  
  
    <br><br>  
    Country : ${athlete.country}  
</body>

When Spring encounters ${athlete.country}, it will call athlete.getCountry() to display the value stored in the model attribute athlete.

On the confirmation page, the ISO country code (being the value of the drop-down list) will be displayed.

## Radio button form tag

1. Radio buttons let the user choose a single option from the available options. We will use radio buttons in our form, to let the user select whether the player is left or right handed. We will also include an option for the rare case of a player being ambidextrous. For this, first we will update the **Athlete** class to add a field called handedness field along with getter and setter methods for the field.

public class Athlete {  
    private String lastName;  
    private String country;  
    private String handedness;  
  
    //no-arg constructor  
  
    //getter and setter methods  
}

1. Spring MVC provides the <form:radiobutton> tag with path that defines bean property mapping and value that contains the actual value that will be stored in the bean property when the form is submitted. A comparison of HTML and Spring MVC radio button tags is shown below:

We will add the radio button option in the form as follows:

Handedness:  
Left-Handed <form:radiobutton path="handedness" value="Left-Handed"/>  
Right-Handed <form:radiobutton path="handedness" value="Right-Handed"/>      
Ambidextrous <form:radiobutton path="handedness" value="Ambidextrous"/>

path maps the radio button to the handedness field of the **Athlete** class. Spring will call the athlete.setHandedness() with the value of the radio button chosen, when the form is submitted.

The complete code of the **add-player-form.jsp** is given at the end of the lesson.

1. Lastly, we will update the confirmation page and add the handedness of the player:

<body>  
    <h2>Player Confirmation</h2>  
    <hr>  
   
    <br><br>  
    The player has been added.   
   
    <br><br>  
    Name : ${athlete.lastName}  
  
    <br><br>  
    Country : ${athlete.country}  
  
    <br><br>  
    Handedness : ${athlete.handedness}  
</body>

${athlete.handedness} results in a call to athlete.getHandedness() to get the value stored in the athlete model attribute.

## Checkbox form tag

1. While radio buttons let the user choose only one option, check boxes allow the selection of multiple options. We will use check boxes to select the Grand Slam titles won by the player. Since, a player can have multiple titles to his name, we will add the grandSlams property as an array of Strings.

public class Athlete {  
    private String lastName;  
    private String country;  
    private String handedness;  
    private String[] grandSlams;  
  
    //no-arg constructor  
  
    //getter and setter methods  
}

1. Spring MVC offers the <form:checkbox> tag similar to the <form:radiobutton> tag used above. We will update the **add-player-form** to add the check box option, for Grand Slam titles won, as follows:

Grand Slam Titles Won:  
Australian Open <form:checkbox path="grandSlams" value="Australian Open"/>  
French Open <form:checkbox path="grandSlams" value="French Open"/>  
Wimbledon <form:checkbox path="grandSlams" value="Wimbledon"/>  
US Open <form:checkbox path="grandSlams" value="US Open"/>

When the form is submitted, Spring will call athlete.getGrandSlams().

A comparison of the HTML and Spring MVC checkbox tag is shown below:

1. On the **player-confirmation** page, we need a mechanism to access the values in the **grandSlams** array. One way is to use Java iterative statements like **for**, **while**, or **do-while**. These can be used in a JSP using scriptlets. An better alternate is to use the JSTL <c:forEach> tag to loop over the values and display the titles won by the player. The <c:forEach> tag is part of the JSTL core tags.

### Configuring JSTL

To be able to use the JSTL core <c:forEach> tag, we first need to include JSTL dependency to our project. This can be done by adding the following dependencies to the **pom.xml** file:

<dependency>  
    <groupId>javax.servlet</groupId>  
    <artifactId>jstl</artifactId>  
    <version>1.2</version>  
    <scope>runtime</scope>  
</dependency>  
   
<dependency>  
    <groupId>taglibs</groupId>  
    <artifactId>standard</artifactId>  
    <version>1.1.2</version>  
    <scope>runtime</scope>  
</dependency>

To be able to use JSTL tags on the JSP page, we need its taglib reference. We will use the following taglib on **player-confirmation.jsp**:

<%@ taglib uri="http://java.sun.com/jsp/jstl/core" prefix="c" %>

### **c:forEach** tag

Now we are all set to use the <c:forEach> tag to loop over the grandSlams array and display it as a list.

The following code first creates an unordered list though the <ul> tag. Then, using the <c:forEach> tag, it loops over athlete.grandSlams array and displays the current item in the variable title as a bulleted list using the <li> tag.

Grand Slam Titles :  
<ul>  
    <c:forEach items="${athlete.grandSlams}" var="title">  
        <li>${title}</li>  
    </c:forEach>  
</ul>

###### /
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        <br><br>

        Country: <form:select path="country">

            <form:option value="AUT" label="Austria"/>

            <form:option value="FRA" label="France"/>

            <form:option value="SRB" label="Serbia"/>

            <form:option value="SUI" label="Switzerland"/>

            <form:option value="USA" label="United States of America"/>

        </form:select>

        <br><br>

        Handedness: &emsp;

            Left-Handed <form:radiobutton path="handedness" value="Left-Handed"/> &emsp;

            Right-Handed <form:radiobutton path="handedness" value="Right-Handed"/> &emsp;

            Ambidextrous <form:radiobutton path="handedness" value="Ambidextrous"/>

        <br><br>

        Grand Slam Titles Won: &emsp;

            Australian Open <form:checkbox path="grandSlams" value="Australian Open"/> &emsp;

            French Open <form:checkbox path="grandSlams" value="French Open"/> &emsp;

            Wimbledon <form:checkbox path="grandSlams" value="Wimbledon"/> &emsp;

            US Open <form:checkbox path="grandSlams" value="US Open"/>

        <br><br>

        <input type ="submit" value = "Add Player"/>

    </form:form>

</body>

</html>
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**Your app can be found at:**<https://ed-6434592358924288.educative.run/spring/>

**Form Data Validation**

This lesson shows how to use the Hibernate Validator with Spring MVC application.

**We'll cover the following**

* [Hibernate Validator](https://www.educative.io/courses/guide-spring-5-spring-boot-2/39lWwB2OoEM#Hibernate-Validator)
* [Validation annotations](https://www.educative.io/courses/guide-spring-5-spring-boot-2/39lWwB2OoEM#Validation-annotations)
* [Spring validation support](https://www.educative.io/courses/guide-spring-5-spring-boot-2/39lWwB2OoEM#Spring-validation-support)
* [@Vaild annotation](https://www.educative.io/courses/guide-spring-5-spring-boot-2/39lWwB2OoEM#@Vaild-annotation)
* [form:error tag](https://www.educative.io/courses/guide-spring-5-spring-boot-2/39lWwB2OoEM#form:error-tag)
* [CSS error class](https://www.educative.io/courses/guide-spring-5-spring-boot-2/39lWwB2OoEM#CSS-error-class)

Data validation includes checking if the required fields are not left blank, numbers are within a given range, and data is entered in the correct format. The **Standard Bean Validation API** is the preferred approach for validation in Spring applications. We will use the Hibernate implementation of the API known as Hibernate Validator.

**Hibernate Validator**

The current version of Hibernate validator is Hibernate Validator 7.x. Spring 5 is not compatible with this release because of differences in package naming convention. Spring 5 uses Java EE packages starting with **javax.\*** while Hibernate Vaildator 7 has changed package names to **jakarta.\***.

For this reason, we will use an older version of Hibernate Validator that use the **javax.\*** package naming convention. The validator version that is compatible with Tomcat 7 is version 5.1.3. Newer versions of the validator, 6.2.x, can be used with Tomcat 8 or higher.

<dependency>  
    <groupId>org.hibernate</groupId>  
    <artifactId>hibernate-validator</artifactId>  
    <version>5.1.3.Final</version>  
</dependency>

After adding this dependency, we can use the JSR 349 validation annotations.

**Validation annotations**

Different validation annotations can be used on the fields to validate the data. Hibernate implements the following JSR 349 bean validation annotations:

* @NotNull checks if a required field is left blank.
* @Size checks that the input matches a given number of characters or digits.
* @Min and @Max validate that a number is within a given range.
* @Past and @Future apply to date fields to check if the date entered is before or after the current date.
* Regular expressions can be validated using the @Pattern annotation.

Custom validation annotations for business rules of the application can also be created.

In addition to the above mentioned annotations, Hibernate validator also provides additional annotations like @NotEmpty, @NotBlank and @Email etc.

**Spring validation support**

Spring MVC provides support for different bean validation APIs; JSR 303 (EE6), JSR 349 (EE7), and JSR 380 (EE8). The specifications are backward compatible. We have configured our application to automatically detect and enable validation support.

We included the following tag in **player-servlet.xml** while configuring our Spring MVC Application:

<mvc:annotation-driven />

This tag lets Spring MVC detect and enable validation support provided by the bean validation API.

**@Vaild annotation**

We can validate a model object by using the @Valid annotation in the controller class. When the user clicks the **Submit** button, the processForm method is executed. The @Valid annotation makes sure that the data entered by the user passes the validation rules.

Data validation takes place before business logic is executed

Spring will first bind the input from the form with the attributes of the model object, then it will validate the object and check for any constraint violations. The BindingResult object contains the results of the validation check.

@RequestMapping("/processPlayerForm")  
public static String processForm(@Valid @ModelAttribute("athlete") Athlete myAthlete,   
                                 BindingResult result){  
  
}

An important point to note, is the order of parameters. Spring MVC validation will only work as desired if the BindingResult parameter appears immediately after the @ModelAttribute, else, the validation rules will be ignored.

Inside the method, we will check the validation result. If the result object has any errors, it means that one or more constraints have been violated. In that scenario, we want the user to be sent back to the **add-player-form**, to fix the errors.

If the result object does not have any errors, then the user can proceed to the **player-confirmation** page. The hasErrors() method, used in the code below, returns a Boolean value.

public static String processForm(@Valid @ModelAttribute("athlete") Athlete myAthlete,   
                                 BindingResult result) {  
    if (result.hasErrors())   
        return "add-player-form";  
    else  
        return "player-confirmation";  
}

**form:error tag**

In the event of a constraint violation, when the user is redirected to the input form, we need a way to inform him about the error. The <form:error> tag displays the error. The path attribute describes the name of the field for which the error message is displayed. For example, to display errors for the lastName field, we can write:

Name: <form:input path = "lastName"/>  
<form:errors path="lastName" />

Here, we are telling Spring to display an error message, if it is set. When the form is displayed for the first time, we will not see any error message. The error message will only be displayed when the form is shown after validation constraint violation.

**CSS error class**

We can define the CSS style for error messages inline in the **add-player-form** as follows:

<head>  
<title>Add Player</title>  
  
<style>  
.error {  
    color:red;  
    font-style: italic;  
}  
</style>  
  
</head>

The error class defined above, can be referenced in the <form:error> tag:

Name: <form:input path = "lastName"/>  
<form:errors path="lastName" cssClass="error"/>

Now, the error messages will be displayed in red color and in italics.
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import·javax.validation.Valid;

import·org.springframework.stereotype.Controller;

import·org.springframework.ui.Model;

import·org.springframework.validation.BindingResult;

import·org.springframework.web.bind.annotation.ModelAttribute;

import·org.springframework.web.bind.annotation.RequestMapping;

@Controller

@RequestMapping("/player")

public·class·AthleteController·{

→

→   //method·to·handle·/showPlayerForm

→   @RequestMapping("/showPlayerForm")

→   public·String·showForm(Model·model)·{

→   →   model.addAttribute("athlete",·new·Athlete());

→   →   return·"add-player-form";

→   }

→   //method·to·handle·/processPlayerForm

→   @RequestMapping("/processPlayerForm")

→   public·static·String·processForm(@Valid·@ModelAttribute("athlete")·Athlete·myAthlete,

→   →   →   →   →   BindingResult·result)·{

→   →   if·(result.hasErrors())·

→   →   →   return·"add-player-form";

→   →   else

→   ····→   return·"player-confirmation";

→   }

→

}
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# Validating Required Fields

In this lesson, we will learn how to validate required fields.

**We'll cover the following**

* [@NotNull and @Size](https://www.educative.io/courses/guide-spring-5-spring-boot-2/qA0DJ12MNgk#@NotNull-and-@Size)
* [Handling whitespaces in input](https://www.educative.io/courses/guide-spring-5-spring-boot-2/qA0DJ12MNgk#Handling-whitespaces-in-input)
* [@InitBinder annotation](https://www.educative.io/courses/guide-spring-5-spring-boot-2/qA0DJ12MNgk#@InitBinder-annotation)

A required filed is a mandatory field that must be filled in before the form is submitted. In this lesson, we will add a required field to our form. The **add-player-form** has a textbox for name that stores data in the lastName field of the **Athlete** class. We will change this field and split it into first name and last name, with the latter being a required field. The first name can be left blank.

When the user clicks on the **Add player** button, the request goes to the **AthleteController** class which performs validation check and based on the results, either sends the user to the **player-confirmation** page or back to the **add-player-form** for resubmission.

1. First, we will add the field firstName to the **Athlete** class along with its getter and setter methods as follows:

public class Athlete {  
    private String firstName;  
    private String lastName;  
    //...  
}

## @NotNull and @Size

1. To ensure that the lastName field is not left blank, we will add the @NotNull annotation to it as follows:

import javax.validation.constraints.NotNull;  
  
public class Athlete {  
    private String firstName;  
  
    @NotNull(message = "This is a required field.")  
    private String lastName;  
    //...  
}

@NotNull checks for null values but when the field is left blank in the form, an empty string “” binds to the field and it qualifies the validation test and the message is not displayed. To solve this problem, @NotNull annotation is paired with @Size as follows:

import javax.validation.constraints.NotNull;  
import javax.validation.constraints.Size;  
  
public class Athlete {  
    private String firstName;  
  
    @NotNull(message = "This is a required field.")  
    @Size(min=1, message = "This is a required field.")  
    private String lastName;  
    //...  
}

@Size with min=1 ensures that there is at least one character in the field to pass the validation test, thus an empty String “” will fail the validation. Another approach is to use the @NotEmpty annotation from the **org.hibernate.validator** package.

import org.hibernate.validator.constraints.NotEmpty;  
  
public class Athlete {  
    private String firstName;  
  
    @NotEmpty(message = "This is a required field.")  
    private String lastName;  
    //...  
}

1. We will update the **add-player-form** and add the first name field and also put an asterisk (\*) next to the last name to indicate that it is a required field.

<form:form action = "processPlayerForm" modelAttribute="athlete">  
 <br><br>  
 First Name: <form:input path = "firstName"/>  
 <br><br>  
 Last Name \*: <form:input path = "lastName"/>  
 <form:errors path= "lastName" cssClass="error"/>  
 <!-- rest of the code -->  
</form:form>

On the **player-confirmation** page, we will display the first name and last name of the player.

<b>Name</b> : ${athlete.firstName}   
${athlete.lastName}

Now, if the last name field on the form is left blank, the user will be sent back to the form with an appropriate message that indicates why the form submission failed.

## Handling whitespaces in input

1. Right now, if we enter whitespaces in the last name textbox, the validation test will still pass because @NotNull checks if the entered value is not null and @Size checks if the size of the input is greater than zero. We need a way to trim the user input and remove any whitespaces before the validation test is performed.

## @InitBinder annotation

We need to pre-process the form data and trim whitespaces before validation is performed in the controller. We can place the pre-processing code in a method and annotate it with the @InitBinder annotation. The code in the initBinder method will execute first. This method will trim the String values to remove any leading and trailing whitespaces from the input. If the String only has whitespaces, it will be trimmed to null.

The initBinder method takes a parameter WebDataBinder. The return type of the method is void.

@InitBinder  
public void initBinder(WebDataBinder binder) {  
}

We will use the StringTrimmerEditor from the String API which removes whitespaces from String values. We create an object of the StringTrimmerEditor class with true as constructor argument to specify that the String will be trimmed to null if it is composed entirely of whitespaces.

StringTrimmerEditor editor = new StringTrimmerEditor(true);

Next, we will register the custom editor created above with the binder.

binder.registerCustomEditor(String.class, editor);

The complete code of the initBinder method is shown below. We will add it to the controller class to handle whitespaces in input.

@InitBinder  
public void initBinder(WebDataBinder binder) {  
    StringTrimmerEditor editor = new StringTrimmerEditor(true);  
    binder.registerCustomEditor(String.class, editor);  
}

This code will trim all String values coming as part of the request before validation is performed.

Other operations that can be performed in the initBinder method are converting Strings to Date values or customizing the input. In addition to registerCustomEditor method, the WebDataBinder also supports addValidators and addCustomFormatter methods.
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<%@ taglib uri="http://java.sun.com/jsp/jstl/core" prefix="c" %>

<%@ page language="java" contentType="text/html; charset=ISO-8859-1"

    pageEncoding="ISO-8859-1"%>

<!DOCTYPE html>

<html>

<head>

<meta charset="ISO-8859-1">

<title>Player Confirmation</title>

</head>

<body>

    <h2>Player Confirmation</h2>

    <hr>

    <br><br>

    The player has been added.

    <br><br>

    <b>Name</b> : ${athlete.firstName} ${athlete.lastName}

    <br><br>

    <b>Country</b> : ${athlete.country}

    <br><br>

    <b>Handedness</b> : ${athlete.handedness}

    <br><br>

    <b>Grand Slam Titles</b> :

    <ul>

        <c:forEach items="${athlete.grandSlams}" var="title">

            <li>${title}</li>

        </c:forEach>
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**Your app can be found at:**<https://ed-6434592358924288.educative.run/spring/>

# Validating Numbers

Learn how to validate number fields in this lesson.

**We'll cover the following**

* [@Min and @Max](https://www.educative.io/courses/guide-spring-5-spring-boot-2/B1MoB9PRgVY#@Min-and-@Max)
* [@NotNull](https://www.educative.io/courses/guide-spring-5-spring-boot-2/B1MoB9PRgVY#@NotNull)

In this lesson, we will show how to validate a number field. Currently, we don’t have a number field in the **Athlete** class. We will add a field rank to store the current ranking the player. The value of rank can be between 1 and 100. Any value outside this range should result in a validation error. We will use @Min and @Max to validate the number range.

## @Min and @Max

1. We will create an Integer field rank and annotate it with @Min and @Max as follows:

import javax.validation.constraints.Max;  
import javax.validation.constraints.Min;  
  
public class Athlete {  
   
    @Min(value=1, message="Value must be greater than or equal to 1.")  
    @Max(value=100, message="Value must be less than or equal to 100.")  
    private Integer rank;  
  
    //constructor  
    // getter and setter methods

We have used the Integer wrapper class instead of the primitive type int as it will help in making the field required and handling type conversion errors.

## @NotNull

1. We can use the @NotNull annotation on the rank field to make it a required field. int is a primitive type and cannot be null. That is why we used the wrapper class Integer, so it can have null values.

@NotNull(message="This is a required field.")  
@Min(value=1, message="Value must be greater than or equal to 1.")  
@Max(value=100, message="Value must be less than or equal to 100.")  
private Integer rank;

If a required field is left blank, an empty String “” binds to it. If we had used int, a conversion from String to int would result in an error.

1. We will update the **add-player-form** to add the new number field (using &ltform:input>) and display errors (using &ltform:errors>) as follows:

Current Rank \*: <form:input path = "rank"/>  
<form:errors path= "rank" cssClass="error"/>

1. The **AthleteController** class contains the validation logic where a validation error takes the user back to the **add-player-form**, while a correct input shows the **player-confirmation** page.

The validation logic in the **AthleteController** works for all fields of the **Athlete** object.

1. Lastly, we will update the **player-confirmation** page to display the rank value.

<b>Current Rank</b> : ${athlete.rank}

The code given below can be executed to verify that an input outside the specified range results in an error message and the confirmation page is displayed only when the input is correct.
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    public Athlete() {

    }

    public String getFirstName() {

        return firstName;

    }

    public void setFirstName(String firstName) {

        this.firstName = firstName;

    }

    public String getLastName() {

        return lastName;

    }

    public void setLastName(String lastName) {

        this.lastName = lastName;

    }

    public String getCountry() {

        return country;

    }

    public void setCountry(String country) {

        this.country = country;

    }

    public String getHandedness() {

        return handedness;

    }
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**Your app can be found at:**<https://ed-6434592358924288.educative.run/spring/>

# Validating Dates

In this lesson we will validate dates values in the past and in a specific format.

**We'll cover the following**

* [@Past](https://www.educative.io/courses/guide-spring-5-spring-boot-2/B6k0rORkBw2#@Past)
* [@DateTimeFormat](https://www.educative.io/courses/guide-spring-5-spring-boot-2/B6k0rORkBw2#@DateTimeFormat)

In this lesson, we will show how to validate a date field. Say, we want to store the date when the player won the last title. We will add a field lastWon to the **Athlete** class. This value must be in the past and must follow a specific pattern (dd-mm-yyyy). Any date value violating these constraints should result in a validation error. We will use @Past and @DateTimeFormat to validate the date field.

## @Past

1. We will create a Date field lastWon and generate getter and setter methods. Then, we will use the @Past annotation with an appropriate error message as follows:

import javax.validation.constraints.Past;  
  
public class Athlete {  
   
    @Past(message="Date must be in the past.")  
    private Date lastWon;  
  
    //constructor  
    // getter and setter methods

## @DateTimeFormat

1. Date values can be entered in multiple formats. To ensure that the value is in a specific format dd-MM-yyyy, we will use the @DateTimeFormat annotation. This is not part of the JSR 303 annotations as can be seen from the import:

 import org.springframework.format.annotation.DateTimeFormat;  
  
@DateTimeFormat(pattern = "dd-MM-yyyy")  
@Past(message="Date must be in the past.")  
private Date lastWon;

The pattern attribute specifies the date pattern against which the values will be validated. In case values are entered in a wrong format, a conversion error will occur and Spring shows a default message which is verbose and not user friendly.

The validation logic in the **AthleteController** class works for all fields of the **Athlete** object, hence we do not need to handle validation of the lastWon field separately.

1. Now, We will update the input form to add the date field along with the error message to be displayed if constaints are violated as follows:

Last Won (dd-mm-yyyy):<form:input path="lastWon"/>  
<form:errors path="lastWon" cssClass="error" />

1. In the same manner, we will update the confirmation page to display the date value. We will use the JSTL formatting tag <fmt:formatDate> to display the date. To use this tag, we will include a taglib reference as follows:

<%@ taglib prefix="fmt" uri="http://java.sun.com/jsp/jstl/fmt" %>

The <fmt:formatDate> tag has type and pattern attributes to format the date using our custom pattern dd-MM-yyyy.

<b>Last Won</b> : <fmt:formatDate value="${athlete.lastWon}" type="date" pattern="dd-MM-YYYY"/>

The code given below can be executed to verify that any value in the future or in an incorrect format results in an error message and the confirmation page is displayed only when the input is correct.

###### /

Athlete.java

AthleteController.java

add-player-form.jsp

player-confirmation.jsp

main-menu.jsp
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package io.datajek.springmvc;

import java.util.Date;

import javax.validation.constraints.Max;

import javax.validation.constraints.Min;

import javax.validation.constraints.NotNull;

import javax.validation.constraints.Past;

import javax.validation.constraints.Size;

import org.hibernate.validator.constraints.NotEmpty;

import org.springframework.format.annotation.DateTimeFormat;

public class Athlete {

    private String firstName;

//  @NotEmpty(message = "This is a required field.")

    @NotNull(message = "This is a required field.")

    @Size(min=1, message = "This is a required field.")

    private String lastName;

    private String country;

    private String handedness;

    private String[] grandSlams;

    @NotNull(message = "This is a required field.")

    @Min(value=1, message="Value must be greater than or equal to 1.")

    @Max(value=100, message="Value must be less than or equal to 100.")

    private Integer rank;

    @DateTimeFormat(pattern = "dd-MM-yyyy")
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**Your app can be found at:**<https://ed-6434592358924288.educative.run/spring/>

# Validating Patterns with Regular Expressions

Learn how to validate fields against a custom format using regular expressions.

**We'll cover the following**

* [@Pattern annotation](https://www.educative.io/courses/guide-spring-5-spring-boot-2/gkoK8DBqGKr#@Pattern-annotation)

Regular expressions define search patterns which can be used for validation purpose. In this lesson, we will show how to validate a currency input to match our custom format.

We will create a field prizeMoney to store the total earnings of the player. The entered value has to follow the $#,###,### format. Values that do not match this format will result in a validation error.

1. First step is to create the field for prize money along with the getter and setter methods.

public class Athlete {  
    //...  
    private String prizeMoney;  
  
    //getter and setter methods  
}

## @Pattern annotation

1. We will add validation rule to the prizeMoney field using a regular expression supplied to the @Pattern annotation along with an appropriate error message.

@Pattern(regexp="^\\$([0-9]{1,3},([0-9]{3},)\*[0-9]{3})$", message="Incorrect format")  
private String prizeMoney;

Here, we are applying a regular expression to validate prizeMoney and display an error message if pattern does not match. The regular expression is broken down in parts and explained below:

* ^ matches the starting position within the string
* \$ is for the $ sign
* [0-9]{1,3} means a digit with variable length from 1 to 3
* [0-9]{3}, group of 3 digits followed by a comma
* \* indicates that the preceding element can occur multiple times
* [0-9]{3} means a group of 3 digits (at the end, hence, without comma)
* $ matches the ending position within the string

1. Next, we will update the input form, **add-player-form**. The prize money field is displayed as a text box with an error tag as follows:

Prize Money (USD):<form:input path="prizeMoney" placeholder="$#,###,###"/>  
<form:errors path="prizeMoney" cssClass="error" />

We have used the placeholder attribute to show the required input format.

Similarly, we will update the confirmation page, **player-confirmation** as follows:

<b>Prize Money</b> : ${athlete.prizeMoney}

The validation logic is valid for all fields of the **Athlete** class.

The code below can be executed to verify that the regular expression works as desired.

###### /

Athlete.java

AthleteController.java

add-player-form.jsp

player-confirmation.jsp

main-menu.jsp

**Athlete.java**

8

9

10

11

12

13

14

15

16

17

18

19

20

21

22

23

24

25

26

27

28

29

30

31

32

33

34

35

36

37

38

39

import javax.validation.constraints.Past;

import javax.validation.constraints.Pattern;

import javax.validation.constraints.Size;

import org.hibernate.validator.constraints.NotEmpty;

import org.springframework.format.annotation.DateTimeFormat;

public class Athlete {

    private String firstName;

//  @NotEmpty(message = "This is a required field.")

    @NotNull(message = "This is a required field.")

    @Size(min=1, message = "This is a required field.")

    private String lastName;

    private String country;

    private String handedness;

    private String[] grandSlams;

    @NotNull(message = "This is a required field.")

    @Min(value=1, message="Value must be greater than or equal to 1.")

    @Max(value=100, message="Value must be less than or equal to 100.")

    private Integer rank;

    @DateTimeFormat(pattern = "dd-MM-yyyy")

    @Past(message = "Date must be in the past.")

    private Date lastWon;

    @Pattern(regexp="^\\$([0-9]{1,3},([0-9]{3},)\*[0-9]{3})$", message="Incorrect format")

    private String prizeMoney;

    public Athlete() {
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**Your app can be found at:**<https://ed-6434592358924288.educative.run/spring/>

# Custom Error Messages

This lesson shows how to override Spring MVC's default validation messages with our custom error messages.

**We'll cover the following**

* [Type mismatch errors](https://www.educative.io/courses/guide-spring-5-spring-boot-2/q2AmZK2z1XD#Type-mismatch-errors)
* [messages.properties file](https://www.educative.io/courses/guide-spring-5-spring-boot-2/q2AmZK2z1XD#messages.properties-file)
* [Finding the error code](https://www.educative.io/courses/guide-spring-5-spring-boot-2/q2AmZK2z1XD#Finding-the-error-code)
* [Defining custom error message](https://www.educative.io/courses/guide-spring-5-spring-boot-2/q2AmZK2z1XD#Defining-custom-error-message)

We can specify error messages inside the annotation like this:

@NotNull(message="This is a required field.")  
@Past(message="Date must be in the past.")  
@Min(value=1, message="Value must be greater than or equal to 1.")

These error messages override the default error messages for the constraints provided by the Hibernate validator. The default messages are located in the **ValidationMessages.properties** file inside the hibernate-validator jar file.

## Type mismatch errors

This type of error occurs in non String fields when data cannot be converted into the desired datatype. For example if a String in entered in an int field.

In such a case, Spring shows a default message which shows why the exception was thrown. Custom messages can be created in **messages.properties** file.

Another approach is to externalize the error messages by placing them in a properties file. This file is called **messages.properties** and must be placed in the **resources** folder. When there is a constraint violation, Spring will check the **messages.properties** file and look for a key matching the error code. If the key is found it will display the custom error message, else use the default error message for the constraint violation.

## messages.properties file

1. We will first create a new folder called **resources** under the **WEB-INF** directory. The location of the properties file is important.
2. Next, we will create the properties file in the **resources** folder. The name of the file is equally important. It should be called **messages.properties**. This file contains a key value pair of the error type and the corresponding error message.

## Finding the error code

1. To find the error code, we can use the BindingResult object, which contains the result of validation.

public static String processForm(@Valid @ModelAttribute("athlete") Athlete myAthlete,BindingResult result){  
  
    if (result.hasErrors())   
    {  
        System.out.println("Binding result: " + result);  
        return "add-player-form";  
    }  
    else  
       return "player-confirmation";  
}

In case of an error, the output shows the object and field which failed validation. It also shows the error codes from most specific to most generic. We will pick the first (most specific) error code and use it in the **message.properties** file to override the default error message.

## Defining custom error message

1. We will add our custom messages in the properties file by listing the error type, model attribute name, field name, and finally the custom error message as follows:

typeMismatch.athlete.rank=Enter a valid number.

A pictorial explanation of this line of code is shown below:

Error messages can be specific to a field as shown above, or generic. For example:

typeMismatch=Invalid value.  
typeMismatch.java.lang.Integer=Invalid number.  
#typeMismatch.java.util.Date=Enter a valid date.

Generic messages are useful when a custom message for a specific error cannot be found. The type mismatch error for Date field is commented out, so that the message matching the most generic error code in line 1 is displayed when a string input is entered in for lastWon Date field.

1. Now, we need to inform Spring to use the file we just created. We will do this by adding an entry in the config file, **player-servlet.xml**. We will add a bean called messageSource and specify the location of the properties file as follows:

 <bean id= "messageSource"  
    class= "org.springframework.context.support.ReloadableResourceBundleMessageSource" >  
  
 <property name= "basenames">  
     <value>/WEB-INF/resources/messages</value>  
 </property>  
</bean>

Here, we are defining a bean named messageSource. The application context will use this bean to resolve messages based on the properties file created in the previous step. The ReloadableResourceBundleMessageSource in an implementation of the MessageSource interface. The basenames property tells the ReloadableResourceBundleMessageSource class about the location of the properties file. We only specify the name of the file. Spring attaches the **.properties** extension automatically.

Now, if we run the application and enter a text input in the number field, **Current Rank**, or in the Date field **Last Won**, we will get the custom error messages defined in the **messages.properties** file.

###### /

messages.properties

player-servlet.xml

Athlete.java

AthleteController.java

add-player-form.jsp

player-confirmation.jsp

**messages.properties**
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typeMismatch                   = Invalid value.

typeMismatch.java.lang.Integer = Invalid number.

#typeMismatch.java.util.Date   = Enter a valid date.

typeMismatch.athlete.rank      = Enter a valid number.
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**Your app can be found at:**<https://ed-6434592358924288.educative.run/spring/>

# Custom Validation Annotation

Learn how to create an annotation to validate custom business rules.

**We'll cover the following**

* [Creating custom annotation](https://www.educative.io/courses/guide-spring-5-spring-boot-2/qZWL6KKBpw0#Creating-custom-annotation)
  + [@Retention annotation](https://www.educative.io/courses/guide-spring-5-spring-boot-2/qZWL6KKBpw0#@Retention-annotation)
  + [@Target annotation](https://www.educative.io/courses/guide-spring-5-spring-boot-2/qZWL6KKBpw0#@Target-annotation)
* [Creating a constraint validator](https://www.educative.io/courses/guide-spring-5-spring-boot-2/qZWL6KKBpw0#Creating-a-constraint-validator)
  + [initialize() method](https://www.educative.io/courses/guide-spring-5-spring-boot-2/qZWL6KKBpw0#initialize()-method)
  + [isValid() method](https://www.educative.io/courses/guide-spring-5-spring-boot-2/qZWL6KKBpw0#isValid()-method)
* [@Constraint annotation](https://www.educative.io/courses/guide-spring-5-spring-boot-2/qZWL6KKBpw0#@Constraint-annotation)

In this lesson, we will create an annotation that implements some custom business rules. Spring will validate the user input against our custom validation rules and display our custom error message if the input is not in the desired format.

As an example, we will create a form to enter the record of matches between two players.

The form will prompt the user to enter two players, along with the head-to-head match score. The head-to-head score must follow a specific format. Two numbers must be separated by a hyphen. For example, 28-10 is a valid input. Characters are not allowed for this field. We will attach our custom annotation to validate the head-to-head score against the above-mentioned requirements.

1. First, we will create a new class called **PlayerStats** having three fields as follows:

public class PlayerStats {  
    private String player1;  
    private String player2;  
    private String head2head;  
   
    //no arg constructor   
    //getter and setter methods  
}

1. Next, we will create a controller class **StatsController** to handle requests to show and process the form.

@Controller  
public class StatsController {  
  
    //method to handle /showStatsForm  
    @RequestMapping("/showStatsForm")  
    public String showForm(Model model) {  
        model.addAttribute("playerStats", new PlayerStats());  
        return "head-to-head";  
    }  
  
    //method to handle /processStatsForm      
}

When a request is sent to [**http://localhost:8080/spring/showStatsForm**](http://localhost:8080/spring/showStatsForm), it is mapped to the showForm method of the **StatsController**. The client is directed to the **head-to-head** form. An empty **PlayerStats** object called playerStats is added as a model attribute.

1. Now, we will create the JSP page, **head-to-head**, in the **WEB-INF/views** folder. The layout of the form is shown below:

<%@ taglib prefix="form" uri="http://www.springframework.org/tags/form" %>  
  
<!DOCTYPE html>  
<html>  
<head>  
    <title>Head-to-Head</title>  
</head>  
<body>  
<h2>Head-to-Head Statistics</h2>  
 <hr>  
 <form:form action = "processStatsForm" modelAttribute="playerStats">  
      
     <br><br>  
     Player 1: <form:input path = "player1"/> &emsp; vs. &emsp;  
           
     Player 2: <form:input path = "player2"/>  
       
     <br><br>  
     Head-to-Head:  <form:input path = "head2head" placeholder="##-##"/> &emsp;  
       
     <br><br>  
    <input type ="submit" value = "Submit"/>  
  
 </form:form>  
       
</body>  
</html>

We have a taglib reference at the top which is needed to use Spring MVC form tags. The form has three text fields for taking the player names and head-to-head score as input. The modelAttribute playerStats binds the **PlayerStats** bean to the form. When **Submit** is clicked, a request is sent to processStatsForm.

1. The processForm method has a request mapping of **/processStatsForm** and is executed when the **Submit** button on the form shown above is clicked.

@RequestMapping("/processStatsForm")  
public String processForm(@Valid @ModelAttribute("playerStats") PlayerStats playerStats,  
                          BindingResult result) {  
    if (result.hasErrors())   
       return "head-to-head";  
    else  
       return "stats-confirmation";  
}

The @Valid annotation is used to validate the model object and store the results in the BindingResult object. In case of errors in form, the user is sent back to the **head-to-head** form, otherwise the **stats-confirmation** page is shown which echoes the information entered by the user.

The success page, **stats-confirmation**, is shown below:

<html>  
<head>  
<title>Head To Head Stats</title>  
</head>  
<body>  
<h2>Head-to-Head Statistics</h2>  
<hr>  
  
<br><br>  
<b>${playerStats.player1}</b> &emsp; vs. &emsp; <b>${playerStats.player2}</b>   
  
<br><br>  
Head-to-Head Score : <b>${playerStats.head2head}</b>  
</body>  
</html>

## Creating custom annotation

1. After the above prep work, we will create an annotation to validate the head-to-head score. We will create a new package inside **io.datajek.springmvc**, called **validation**, to keep all validation related files separate. The annotation called @HeadToHead is created as follows:

package io.datajek.springmvc.validation;  
  
public @Interface HeadToHead {  
  
}

We will use additional annotations, @Retention and @Target to further describe the HeadToHead annotation.

import java.lang.annotation.ElementType;  
import java.lang.annotation.Retention;  
import java.lang.annotation.RetentionPolicy;  
import java.lang.annotation.Target;  
  
@Retention(RetentionPolicy.RUNTIME)  
@Target(ElementType.FIELD)  
public @interface HeadToHead {  
   
}

### @Retention annotation

@Retention describes how long an annotation should be retained in the byte code with possible options being SOURCE, RUNTIME, or CLASS. We want our annotation to be retained till runtime, because that is when our annotation will be used.

### @Target annotation

The ElementType property of @Target annotation specifies where the annotation can be applied. We want it to be applied to a field. Other options include METHOD, MODULE, PACKAGE, or CONSTRUCTOR. Multiple options can also be provided as a comma separated list.

Inside the **HeadToHead** class, we need to include three mandatory methods:

* + message() for the default error message
  + groups() to assign the annotation to a group. Related constraints can be grouped together. If the Class<?>[] is left empty, it declares Default group.
  + payload() method associates the constraint with a payload. Payloads specify the metadata information with a constraint e.g., the severity of constraint violation, or error code etc.

In addition to the above methods, we need to implement the value() method, if our annotation has a value parameter (like the @Min(value=1) annotation). This method tells Spring that the annotation has a parameter called **value** and specifies a default value, incase it is not provided with the annotation.

Default values ensure that the annotation is customizable and can be used without any parameters. We can also use it with different parameter values.

public @interface HeadToHead {  
   
    public String message () default "Value must have digits in ##-## format.";  
  
    public Class<?>[] groups() default {};  
  
    public Class<? extends Payload>[] payload() default {};  
  
}

We can apply the annotation to the head2head field of **PlayerStats** class as follows:

import io.datajek.springmvc.validation.HeadToHead;  
  
//...  
@HeadToHead(message= "Invalid format")  
private String head2head;

Here, we are providing an error message with the annotation. If the annotation is used without a message, then the default message specified in the annotation class will be used.

## Creating a constraint validator

1. Now, we will create a class that contains the actual business rules for the annotation. This class is called **Head2HeadConstraintValidator** and it implements the **ConstraintValidator** interface. It takes two parameters, the annotation and the data type that it validates.

public class Head2HeadConstraintValidator implements ConstraintValidator <HeadToHead, String> {  
  
    //custom business logic to validate the annotation  
  
}

The **ConstraintValidator** interface has two methods, initialize() and isValid(), which we will implement.

### initialize() method

The initialize() method is used to get the parameters from the annotation and initialize them. It is used as a post-construct method. If the annotation contains the value() method, it can be used to get the parameters specified in the annotation.

This method is a defined as a default method in the **ConstraintValidator** interface and it is not necessary to provide an implementation. Since, our annotation does not take any value parameter that can be initialized, so there is no need to use this method. The method definition is shown for the sake of completeness:

@Override  
public void initialize(HeadToHead headToHeadScore) {  
      
}

### isValid() method

The isValid() method contains the validation rules. The validator class must provide an implementation of this method. When the form data is submitted, this method gets executed to validate the input. It has two parameters, the data entered in the form and a helper class which can be used to set error messages. The method tests the user input against the validation rules and returns a boolean value.

public boolean isValid(String headToHeadScore, ConstraintValidatorContext context) {  
      
    boolean isValid = headToHeadScore.matches("[0-9]{1,2}-[0-9]{1,2}");  
    return isValid;  
}

According to our validation rules, the entered data must have two numbers separated by a hyphen. Additionally we have imposed a restriction that the numbers may only be 2 digits long.

## @Constraint annotation

1. To connect the annotation class **HeadToHead** with the constraint validator class **Head2HeadConstraintValidator**, we will use the @Constraint annotation. The validatedBy element specifies the validator used to validate fields marked with @HeadToHead annotation.

@Constraint(validatedBy=Head2HeadConstraintValidator.class)  
    public @interface HeadToHead {  
    //...  
}

1. After applying the annotation @HeadToHead, we will add the &ltform:error> tag for the head2head field in **head-to-head.jsp** to display validation errors.

In the code shown below, we have made the head2head field mandatory by using the @NotEmpty annotation. You can add validation rules for the player name fields as well.
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<%@ page language="java" contentType="text/html; charset=ISO-8859-1"

    pageEncoding="ISO-8859-1"%>

<!DOCTYPE html>

<html>

<head>

<meta charset="ISO-8859-1">

<title>Head To Head Stats</title>

</head>

<body>

    <h2>Head-to-Head Statistics</h2>

    <hr>

    <br>

    <br>

    <b>${playerStats.player1}</b> &emsp; vs. &emsp;

    <b>${playerStats.player2}</b>

    <br>

    <br> Head-to-Head Score :

    <b>${playerStats.head2head}</b>

</body>

</html>
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**Your app can be found at:**<https://ed-6434592358924288.educative.run/spring/showStatsForm>

# Dispatcher Servlet Java Configuration

This lesson shows an alternate way of configuring the dispatcher servlet using Java configuration.

**We'll cover the following**

* [Defining the dispatcher servlet](https://www.educative.io/courses/guide-spring-5-spring-boot-2/qVl6zK4Yox7#Defining-the-dispatcher-servlet)
* [Dispatcher servlet configuration](https://www.educative.io/courses/guide-spring-5-spring-boot-2/qVl6zK4Yox7#Dispatcher-servlet-configuration)

The XML files **web.xml** and **player-servlet.xml** define the Spring MVC application configuration. It is possible to configure our application without using any XML. We will replace the files mentioned above with Java classes to initialize the dispatcher servlet.

1. First, we will create a package for the configuration files called **config** in **io.datajek.springmvc**. This package will contain two files that replace the **web.xml** and **player-servlet.xml**.

## Defining the dispatcher servlet

1. The **web.xml** file (created while configuring Spring MVC Application - Part 1) defined the dispatcher servlet, provided the location of its config file, and set up the URL mapping. To perform the same functionality in Java, Spring provides an abstract class called AbstractAnnotationConfigDispatcherServletInitializer. This class has methods for specifying the root configuration class, dispatcher servlet configuration class and URL mapping.

We will provide an implementation of this class to define the dispatcher servlet and set up the URL mapping by creating a class **MyDispatcherServletInitializer** that extends **AbstractAnnotationConfigDispatcherServletInitializer**. It comes with the following unimplemented methods:

public class MyDispatcherServletInitializer extends   
       AbstractAnnotationConfigDispatcherServletInitializer {  
  
    @Override  
    protected Class<?>[] getRootConfigClasses() {  
        // TODO Auto-generated method stub  
       return null;  
    }  
  
    @Override  
    protected Class<?>[] getServletConfigClasses() {  
       // TODO Auto-generated method stub  
       return null;  
    }  
  
    @Override  
    protected String[] getServletMappings() {  
       // TODO Auto-generated method stub  
       return null;  
    }  
}

1. The getServletConfigClasses method provides the name of the dispatcher servlet config class. In XML configuration, **player-servlet.xml** file had the dispatcher servlet configuration.

We will override this method to point to the config class **PlayerConfig** (which we will create in step 5).

@Override  
protected Class<?>[] getServletConfigClasses() {  
    return new Class[] { PlayerConfig.class };  
}

The above method provides the same functionality as the <servlet> and <init-param> tags in the **web.xml** file.

1. To setup the URL mapping for the dispatcher servlet, we will override the getServletMappings method and provide our custom mapping of “/spingmvc/\*”.

@Override  
protected String[] getServletMappings() {  
    return new String[] { "/springmvc/\*" };  
}

The above method provides the same functionality as the <servlet-mapping> tag in the **web.xml** file.

We have intentionally changed the mapping from “/spring/" to "/springmvc/” so that it can be verified that the application is indeed reading the Java configuration.

## Dispatcher servlet configuration

1. The **player-servlet.xml** file (created while configuring Spring MVC Application - Part 2) added support for component scanning, data validation and formatting, and defined the view resolver.

We will create a class **PlayerConfig** and use annotations to provide the same functionality as the **player-servlet.xml** file as follows:

@Configuration  
@EnableWebMvc  
@ComponentScan(basePackages="io.datajek")  
public class PlayerConfig() {  
  
}

The @Configuration annotation tells Spring that this class contains configuration information. @ComponentScan annotation specifies the base package where Spring will look for components. @EnableWebMvc provides the same functionality as the <mvc: annotation-driven/> tag in XML. It adds support for conversion, formatting and validation. It can also handle processing of @Controller classes and @RequestMapping methods etc.

1. Now we will define a bean for the view resolver. We will use the @Bean annotation and create a method called viewResolver. In the method, we will create an object of InternalResourceViewResolver and set the prefix and suffix as follows:

@Bean  
public ViewResolver viewResolver(){  
    InternalResourceViewResolver viewResolver = new InternalResourceViewResolver();  
    viewResolver.setPrefix("/WEB-INF/views/");  
    viewResolver.setSuffix(".jsp");  
    return viewResolver;  
}

A bean with the name ViewResolver will be created which will map the logical view name to the actual view name.

1. While creating custom error messages, we created the **messages.properties** file and created a bean in **player-servlet.xml** to load that file.

The same can be achieved in java configuration as follows:

@Bean  
public MessageSource messageSource() {  
    ReloadableResourceBundleMessageSource messageSource =   
                                        new ReloadableResourceBundleMessageSource();  
    messageSource.setBasename("/WEB-INF/resources/messages");  
    return messageSource;  
}

Here, we have created a bean of ReloadableResourceBundleMessageSource class and provided the path of the **messages.properties** file using the setBasename method.

1. If there is an error in the **pom.xml** file, stating that the failOnMissingWebXml property is set to true, we can include the maven-war-plugin to get rid of the error.

<plugin>  
 <groupId>org.apache.maven.plugins</groupId>  
 <artifactId>maven-war-plugin</artifactId>  
 <version>3.1.0</version>  
</plugin>

We have replaced the **web.xml** and **player-servlet.xml** files with MyDispatcherServletInitializer and PlayerConfig classes. Our application is now configured using pure Java.

The code widget below shows the Java configuration of dispatcher servlet. Note that we have to delete the XML configuration files from the project to run the Java configuration.

###### /

MyDispatcherServletInitializer.java

PlayerConfig.java

main-menu.jsp

**MyDispatcherServletInitializer.java**
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package io.datajek.springmvc.config;

import org.springframework.web.servlet.support.AbstractAnnotationConfigDispatcherServletInitializer;

public class MyDispatcherServletInitializer extends AbstractAnnotationConfigDispatcherServletInitializer {

    @Override

    protected Class<?>[] getRootConfigClasses() {

        // TODO Auto-generated method stub

        return null;

    }

    @Override

    protected Class<?>[] getServletConfigClasses() {

        return new Class[] { PlayerConfig.class };

    }

    @Override

    protected String[] getServletMappings() {

        return new String[] { "/springmvc/\*" };

    }

}
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**Your app can be found at:**<https://ed-6434592358924288.educative.run/springmvc/>

# Unit Testing in Spring

**JUnit**

In this lesson, we discuss the definition of unit testing and talk about the JUnit5 framework.

**We'll cover the following**

* [JUnit Architecture](https://www.educative.io/courses/guide-spring-5-spring-boot-2/m2j9DkY32MG#JUnit-Architecture)
* [JUnit dependency](https://www.educative.io/courses/guide-spring-5-spring-boot-2/m2j9DkY32MG#JUnit-dependency)

Testing ensures that the application is working as expected. As applications increase in size, it can become difficult to test big chunks of code. Testing is done at different levels and in different ways. Testing an application after deployment is called **screen testing** or **system testing**. Testing a specific method or a class is called **unit testing**. It usually involves writing tests for each method of a class. Unit tests can also be written for a group of methods or to test the whole class.

**JUnit Architecture**

JUnit is a popular unit testing framework. It automates the testing process so that tests can run continually. If there is a change in the code such that the functionality changes, automated testing will catch it. The tests compare the actual output to the expected output to check if the code is working correctly and notify the developer if it is not.

JUnit 5 is the newest release of the framework at the time of writing of this course. It changed the monolithic architecture of JUnit 4 to have separate jar files for the JUnit platform (test engine), Jupiter (JUnit 5 tests), Vintage (JUnit4 tests), and 3rd party extensions while also adding support for new testing patterns. Most IDE’s have built-in support for JUnit 5.
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JUnit5 architecture

JUnit tests are automated, which means that the test can be kept running any number of times. The tests can be run every hour or every time there is a change in the code. The developer is notified whenever a test fails. These tests can be run under continuous integration.

**JUnit dependency**

To enable JUnit, we need the JUnit engine and the Jupiter API to create tests. When creating a Spring Boot project, JUnit is already included as a dependency. For other cases, the JUnit dependency can be added as follows:

<dependency>  
    <groupId>org.junit.jupiter</groupId>  
    <artifactId>junit-jupiter-engine</artifactId>  
    <scope>test</scope>  
</dependency>

<scope> specifies where we want the jars to be active. test scope means that this dependency will not be included in the final build.

**Writing a Unit Test**

Learn how to write a unit test with JUnit 5.

**We'll cover the following**

* [Creating a test class](https://www.educative.io/courses/guide-spring-5-spring-boot-2/m2Rm6GJm3Pr#Creating-a-test-class)
* [@Test annotation](https://www.educative.io/courses/guide-spring-5-spring-boot-2/m2Rm6GJm3Pr#@Test-annotation)
* [fail method](https://www.educative.io/courses/guide-spring-5-spring-boot-2/m2Rm6GJm3Pr#fail-method)
* [Steps in writing a unit test](https://www.educative.io/courses/guide-spring-5-spring-boot-2/m2Rm6GJm3Pr#Steps-in-writing-a-unit-test)
* [Assertions](https://www.educative.io/courses/guide-spring-5-spring-boot-2/m2Rm6GJm3Pr#Assertions)
* [Creating multiple test cases](https://www.educative.io/courses/guide-spring-5-spring-boot-2/m2Rm6GJm3Pr#Creating-multiple-test-cases)

To understand how unit testing is done with JUnit, we will create a simple class ArrayMethods. We will write some methods in this class and then test those using JUnit.

1. Our class has methods to find the index of a given number in the array and a method to search if a number is present in the array.

public class ArrayMethods {  
    int findIndex(int[] array, int number) {  
        //...  
        return index;  
    }  
   
    boolean searchForNumber(int[] array, int numberToSearchFor) {    
        boolean found = false;  
        //...  
        return found;  
    }     
}

The findIndex method takes an integer array and a number and returns the index at which the number is found in the array.

The searchArray method accepts an array of integers and a number to search for and returns true if the number is found.

1. JUnit framework allows us to call the findIndex method with an array containing three integers, say 8, 4, and 5, and look for 4 in the array. The index where 4 is found, (1) is returned.

To test the findIndex method, we will create a unit test. The tests should always be separate from the source code. They should be in a different folder so that they are not deployed to production along with the source code.

There are two ways of creating a class for testing purposes. One is to manually create a class in the src/test/java folder and write tests. The other is to use the IDE support. Almost all IDEs have support for JUnit 5. So instead of us creating the test class, the IDE will do that for us and place it in **src/test/java**.

**Creating a test class**

1. For the class that we want to test, a JUnit test can be created in the same way that a class or interface is created. We will call the test **ArrayMethodsTest**. Conventionally, the name of the test is the name of the class being tested with the word *Test* appended to it. This is for convenience, so that we know which class we are testing. It also lets the developer use the package visibility features of Java, where protected methods that are not visible to classes outside the package become visible to the test class.

**@Test annotation**

The @Test annotation is present before the test method. It signifies that the method is a unit test. When JUnit encounters this annotation, it knows it has to run the test. So if we click on the project and choose **Run as Junit test**, JUnit will know which methods it has to run.

**fail method**

By default, the test method contains the fail method. If the test is run, it will fail because of the fail method and the text message “**Not implemented yet**” will be displayed.

@Test  
public void test() {  
    fail("Not implemented yet");  
}

If the test is run after removing the fail method, it will succeed. JUnit works by checking if any of the tests have failed. The test will be a success unless any checks fail. In the JUnit world, absence of failure is success. In IDEs, a colored bar is the visual representation of the status of the execution. A green bar shows up in case a test succeeds, and a red one indicates a failing test.

**Steps in writing a unit test**

1. Every unit test involves a few simple steps. First and foremost, we need to create an object of the class under test and use the object to call the method that we want to test. Then, we set up the inputs which constitute a test scenario, execute the method, and get results. Finally, we compare the results to the expected value.

Let’s say we want to test the findIndex method of the ArrayMethods class. The steps of the test are shown below:

@Test  
public void testfindIndex\_numberInArray() {  
    //1. create object of the class  
    ArrayMethods arrayMethods = new ArrayMethods();  
   
    //2. call method  
    int result = arrayMethods.findIndex(new int[] {8,4,5}, 4);  
  
    //3. compare the actual results to the expected  
}

**Assertions**

1. JUnit provides us with a number of assertions, which are methods that test whether the expectation and reality are the same. One way to confirm if the actual results are the same as expected is to print a message on the console. For huge applications, scanning through logs is a cumbersome process. JUnit’s way of reporting the status of the test is by using one of the assert methods.

To verify if the result of the above test is 1. The JUnit assert method assertEquals can be used. It compares expected and actual values and generates a report in case the two values do not match. The two input arguments to the assertEquals method are the expected result and the actual value returned by the method.

assertEquals(expected, actual);

In our case, the expected value from our input array is 1 and the value actually returned by the search method is stored in the variable result.

assertEquals(1, result);

1. Now let’s assume there is a change in the source code and a different answer is returned (change return index to return ++index). This test will start failing if the actual value does not match the expected value and we will get an assertion error: “Expected <1> but was <2>”. An advantage of continuously running the tests is that we can get notified of any bugs that have been introduced in our code and fix them right away.

**Creating multiple test cases**

1. Following the same simple steps, we can test other test cases to check when a value is not in the array and when an empty input array is sent to the method.

The tests can be improved by making the result variable inline, i.e., by calling the search method inside the assertEquals method as follows:

@Test  
public void testfindIndex\_numberNotInArray() {  
    ArrayMethods arrayMethods = new ArrayMethods();  
    assertEquals(-1, arrayMethods.findIndex(new int[]{8,4,5}, 1));  
}

@Test  
public void testfindIndex\_emptyArray() {  
    ArrayMethods arrayMethods = new ArrayMethods();  
    assertEquals(-1, arrayMethods.findIndex(new int[]{}, 1));  
}

JUnit will run all methods marked with the @Test annotation. There is no particular order in which the tests run. JUnit creates a new test instance every time a test runs. So if we have three tests, there will be three instances of the ArrayMethods class.
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package io.datajek.unittesting;

import static org.junit.jupiter.api.Assertions.\*;

import org.junit.jupiter.api.Test;

class ArrayMethodsTest {

    @Test

    public void testfindIndex\_numberInArray() {

        //1. create object of the class

        ArrayMethods arrayMethods = new ArrayMethods();

        //2. call method

        int result = arrayMethods.findIndex(new int[]{8,4,5}, 4);

        //3. compare the actual results to the expected

        assertEquals(1, result);

    }

    @Test

    public void testfindIndex\_numberNotInArray() {

        ArrayMethods arrayMethods = new ArrayMethods();

        assertEquals(-1, arrayMethods.findIndex(new int[]{8,4,5}, 1));

    }

    @Test

    public void testfindIndex\_emptyArray() {

        ArrayMethods arrayMethods = new ArrayMethods();

        assertEquals(-1, arrayMethods.findIndex(new int[]{}, 1));

    }

}
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# Assert Methods

Learn about a variety of assert methods used to test if the actual output matches the expected output.

**We'll cover the following**

* [assertEquals](https://www.educative.io/courses/guide-spring-5-spring-boot-2/JEpWoBmg9ZJ#assertEquals)
  + [assertArrayEquals](https://www.educative.io/courses/guide-spring-5-spring-boot-2/JEpWoBmg9ZJ#assertArrayEquals)
* [assertTrue](https://www.educative.io/courses/guide-spring-5-spring-boot-2/JEpWoBmg9ZJ#assertTrue)
* [assertNull](https://www.educative.io/courses/guide-spring-5-spring-boot-2/JEpWoBmg9ZJ#assertNull)
* [fail](https://www.educative.io/courses/guide-spring-5-spring-boot-2/JEpWoBmg9ZJ#fail)
* [assertThrows](https://www.educative.io/courses/guide-spring-5-spring-boot-2/JEpWoBmg9ZJ#assertThrows)
* [assertAll](https://www.educative.io/courses/guide-spring-5-spring-boot-2/JEpWoBmg9ZJ#assertAll)

There are a number of assert methods that are available with the import of the Assertions.\* package.

## assertEquals

1. The assertEquals method compares two values — the expected value and the actual value — to determine whether or not both are the same. A test method from the last lesson using assertEquals is reproduced here:

@Test  
public void testfindIndex\_numberNotInArray() {  
    ArrayMethods arrayMethods = new ArrayMethods();  
    assertEquals(-1, arrayMethods.findIndex(new int[]{8,4,5}, 1));  
}

There are many variations of assertEquals with different data types. An optional third String argument can be added that contains a message about what the test is for. This feature is handy for a code base spanning thousands of lines, where the developer might not know what a failing test intended to do. Suppose the following test fails because we want the expected output to be 1, whereas the actual value that was returned is -1. In this case, our message will explain what the method under test is supposed to do.

assertEquals(1, arrayMethods.findIndex(new int[]{8,4,5}, 1),  
                                 "The findIndex method finds the index of a given number");

### assertArrayEquals

1. This method takes two arrays and compares them element by element and finds out if both are the same or not. For example, if there is a sortArray method to sort an array of numbers, the assertArrayEquals method can be used as follows:

assertArrayEquals(new int[] {0,1,3,7}, arrayMethods.sortArray(new int[] {3,1,7,0});

## assertTrue

1. assertTrue takes a condition as argument and checks if it is true. In the same manner, assertFalse checks for a condition to be false. This can easily be achieved through the assertEquals method as well. These are just convenience methods to use when testing for a Boolean condition to be either true or false. The same result can be achieved through the assertEquals method. Both approaches are shown below:

@Test  
void testAssert() {  
    Boolean condition = true;  
    assertEquals(true,true);  
    assertTrue(condition);  
}

## assertNull

1. assertNull and assertNotNull are used to check for null values. The same can be achieved using assertEquals and passing null as the expected value, but as mentioned above, these methods are just for convenience.

@Test  
void testAssert() {  
    String str = null;  
    assertEquals(null, str);  
    assertNull(str);  
}

## fail

1. The fail method fails the test, no matter what. It can be used to mark an unfinished test, so that the developer is notified that it needs to be completed.

@Test  
public void testSortArray() {  
    fail("unimplemented method");  
}

## assertThrows

1. Sometimes we may want to assert exceptions. The assertThrows method is used to check if an exception is thrown. It takes the executable, which causes the exception along with the exception that we are expecting.

For example, suppose we add a method printArray to our class as follows:

void printArray(int[] array, int index) {         
    System.out.println(array[index]);  
}

To test if the ArrayIndexOutOfBound exception is thrown, we can write the following test:

@Test  
public void testfindIndex\_indexOutOfBound() {  
    ArrayMethods arrayMethods = new ArrayMethods();  
    assertThrows(ArrayIndexOutOfBoundsException.class, ()->arrayMethods.printArray(  
                                                               new int[] {1,8,5}, 3));  
}

The test contains the type of the exception that we are expecting (ArrayIndexOutOfBoundsException.class) and a lambda expression that will evaluate to the exception.

## assertAll

1. Notice that we have very simple tests that just assert some basic stuff. We can combine all of them in one method rather than having a separate method for each test case. Consider the following test written for the findIndex method. In the test, we are combining scenarios like finding the index when the number is in the array, when it is not in the array, and when the array is empty. Instead of writing three tests, each testing one scenario, we can use an assertAll to combine all the assertions using lambda expressions as follows:

@Test  
public void testfindIndex() {  
    ArrayMethods arrayMethods = new ArrayMethods();  
    assertAll(  
    () -> assertEquals(1, arrayMethods.findIndex(new int[]{8,4,5}, 4)),  
    () -> assertEquals(-1, arrayMethods.findIndex(new int[]{8,4,5}, 1)),  
    () -> assertEquals(-1, arrayMethods.findIndex(new int[]{}, 1))  
    );  
}

The code for all these tests is shown below. Out of 7, 2 tests will fail, which will cause a build failure. Details of the failing tests can be seen in the output.
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ArrayMethods.java

ArrayMethodsTest.java
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        String str = null;

        assertEquals(null, str);

        assertNull(str);

    }

    //this test will fail because of fail method

    @Test

    public void testSortArray() {

        fail("unimplemented method");

    }

    @Test

    public void testfindIndex\_indexOutOfBound() {

        ArrayMethods arrayMethods = new ArrayMethods();

        assertThrows(ArrayIndexOutOfBoundsException.class, ()->arrayMethods.printArray(new int[] {1,8,5}, 3));

    }

    @Test

    public void testfindIndex() {

        ArrayMethods arrayMethods = new ArrayMethods();

        assertAll(

                () -> assertEquals(1, arrayMethods.findIndex(new int[]{8,4,5}, 4)),

                () -> assertEquals(-1, arrayMethods.findIndex(new int[]{8,4,5}, 1)),

                () -> assertEquals(-1, arrayMethods.findIndex(new int[]{}, 1))

                );

    }

}
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Writing a Unit Test

**JUnit Test Lifecycle Annotations**

In this lesson, we will learn about the annotations used at different stages of the test lifecycle.

**We'll cover the following**

* [@BeforeEach](https://www.educative.io/courses/guide-spring-5-spring-boot-2/7X7YnYk2QQy#@BeforeEach)
* [@AfterEach](https://www.educative.io/courses/guide-spring-5-spring-boot-2/7X7YnYk2QQy#@AfterEach)
* [@BeforeAll](https://www.educative.io/courses/guide-spring-5-spring-boot-2/7X7YnYk2QQy#@BeforeAll)
* [@AfterAll](https://www.educative.io/courses/guide-spring-5-spring-boot-2/7X7YnYk2QQy#@AfterAll)
* [Annotations to scale tests](https://www.educative.io/courses/guide-spring-5-spring-boot-2/7X7YnYk2QQy#Annotations-to-scale-tests)

JUnit provides us with some lifecycle hooks that can be plugged in at various places in the test cycle. For example, some initialization code needs to be run before each test, and some cleanup code needs to be run after each test. If we have multiple tests, there might be some code that we want to initialize before any of the tests run. Similarly, there might be some teardown code that we want to run after each test has run.

JUnit provides annotations that can be used on each of these lifecycle hooks. These annotations are @BeforeAll, @AfterAll, @BeforeEach, and @AfterEach. The following image shows how these annotations are used at different stages in the lifecycle of a test.

Test lifecycle

**@BeforeEach**

Before a test is run, some initialization is needed. In the test cases that we wrote, we created a new instance of the class in every test. A method with the @BeforeEach annotation is executed once before every test method executes. We can initialize the objects or establish a database connection before each test in a method annotated with @BeforeEach. With JUnit, there is no guarantee about the order in which the tests are run. But, it is guaranteed that no matter the order of tests, @BeforeEach is run before the test is run.

@BeforeEach  
void init(){  
    //Initialize the object here  
    System.out.println("Initializing before test");   
    arrayMethods = new ArrayMethods();  
}

We need to have the ArrayMethods object as a member variable to be able to access its methods in various tests. Even if the object instance is shared by all the test cases, its state is being initialized in the init method.

**@AfterEach**

Similar to @BeforeEach, the @AfterEach annotation tells JUnit to run the method after a test has been executed.

@AfterEach  
void afterEachTest(){  
    System.out.println("Clean up after test");  
}

@AfterEach on a method ensures that it is run after the test to perform any clean up stuff.

**@BeforeAll**

A method annotated with @BeforeAll is run once before all test methods of the class are executed. It is a setup method and has to be static. This method is executed even before the instance of the class to be tested is created.

@BeforeAll  
static void beforeAllTests() {  
    System.out.println("Run this code before all tests");  
}

Only a static method can run without being dependent on the class in which it is written.

**@AfterAll**

Just like the @BeforeAll annotation, the @AfterAll annotation on a method ensures that it is run after all the tests have been run. It executes after all test methods of the class are executed. This method is a class level method and is, therefore, static.

@AfterAll  
static void afterAllTests() {  
    System.out.println("Run this code after all tests");  
}

**Annotations to scale tests**

The @Disabled annotation disables the test method. JUnit engine skips any test methods that have the @Disabled annotation on them. This feature is useful for tests that fail because we have yet to implement the logic for the method under test. In such cases, we may want to skip the test for the time being. The developer can write and test the method locally without affecting the overall build output of the application.

@Test  
@Disabled  
public void testSortArray() {  
    fail("unimplemented method");  
}

We have a fail method in the test because we want this test to fail till all the functionality of the method under testing is complete. If the tests are run, the overall build will fail because of the one test that did not succeed. If we use the @Disabled annotation on this test and run tests again, the overall build will succeed because JUnit skips this test.

UnitTestingApplication.java

ArrayMethods.java

ArrayMethodsTest.java
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        assertEquals(-1, arrayMethods.findIndex(new int[]{}, 1));

    }

    @Test

    @Disabled

    public void testSortArray() {

        fail("unimplemented method");

    }

    @BeforeEach

    void init(){

        //Initialize the object here

        System.out.println("Initializing before test");

        arrayMethods = new ArrayMethods();

    }

    @AfterEach

    void afterEachTest(){

        System.out.println("Clean up after test");

    }

    @BeforeAll

    static void beforeAllTests() {

        System.out.println("Run this code before all tests");

    }

    @AfterAll

    static void afterAllTests() {

        System.out.println("Run this code after all tests");

    }

}
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It can be seen that the beforeAllTests and afterAllTests methods are run only once and the beforeEachTest and afterEachTest methods are run for every test. Also notice that the test for testingUnderDevelopmentMethod was not run because of the @Disabled annotation.

**Stubbing and Mocking**

Learn about stubs and mocks in this lesson and why mocks are preferred over stubs.

**We'll cover the following**

* [The need for stubbing and mocking](https://www.educative.io/courses/guide-spring-5-spring-boot-2/YMrWBpkgO9K#The-need-for-stubbing-and-mocking)
* [Creating a stub](https://www.educative.io/courses/guide-spring-5-spring-boot-2/YMrWBpkgO9K#Creating-a-stub)
* [Mockito dependency](https://www.educative.io/courses/guide-spring-5-spring-boot-2/YMrWBpkgO9K#Mockito-dependency)
* [Creating a mock](https://www.educative.io/courses/guide-spring-5-spring-boot-2/YMrWBpkgO9K#Creating-a-mock)

**The need for stubbing and mocking**

In unit testing, we should be able to test every application layer independently. A test for the service layer should not be dependent on the data layer. We use stubbing and mocking to test a part of our application by mocking an external service or an application layer. There are different mocking frameworks available like Mockito, JMock, and EasyMock

Suppose we have a StudentService class which has a findTotal method to perform the sum of an array. We have another class StudentDao that has a method to return data about student marks. In the findTotal method, we can fetch data using the StudentDao object and then find the total. Now every time the JUnit test runs, the StudentDao class will connect to a database and get marks’ data. This approach has two glaring issues. On one hand, it makes the test execution time longer, and on the other hand, it makes the test susceptible to failure in case the database connection is down. In such a scenario, our test will fail because of database connectivity issues and not because of any mistake in the logic of the code under test. To avoid this, we can either stub or mock the data source and simply test our code without interacting with the database.

In the same manner, if our application connects to a cloud service, we can mock the service instead of actually connecting to it every time.

1. We will create a method findTotal in the StudentService class to find the total of an array. It uses the StudentDao class that returns an array of marks obtained by a student. Our method uses the data returned by the StudentDao class to find the total of the array.

public class StudentService{  
  
    private StudentDao studentDao;  
  
   //other methods  
  
    int findTotal() {     
        //fetch student marks from a database  
        int[] array = studentDao.getMarks();  
   
        int sum = 0;  
      
        for(int value : array) {  
        sum += value;  
        }  
        return sum;  
    }  
}

The StudentDao class has a getMarks method along with other methods. We are not concerned with the actual implementation of getMarks because right now, we are testing the StudentService class.

public class StudentDao {     
    //...  
   
    int[] getMarks() {  
    //fetch and return data  
    return new int[] {};  
    }  
}

1. To test the findTotal method, we will create a new JUnit test called StudentServiceStubTest with a method testfindTotal as follows:

class StudentServiceStubTest {  
    @Test  
    void testfindTotal() {  
        StudentService studentService = new StudentService();  
        int total = studentService.findTotal();  
    }  
}

If the test is run like this, we will get a *NullPointerException* because we do not have any implementation of the getMarks method. Stubs provide a way to create a dummy implementation.

**Creating a stub**

1. To test the findTotal method, we can create a stub class that extends the Dao class. We can write an implementation of the getMarks method and return some dummy data back so that the findTotal method can process that data.

class StudentDaoStub extends StudentDao{  
    @Override  
    public int[] getMarks() {  
        return new int[]{15, 20, 5};  
    }  
}

Since StudentDao is a dependency of the StudentService class, we will pass the stub class to it. For this, we need a constructor in the StudentService class to initialize StudentDao.

public StudentService(StudentDao studentDao) {  
    super();  
    this.studentDao = studentDao;  
}

1. Now we can pass the stub class as a constructor argument when creating the StudentService object inside our test method. Since the result returned by the stub is already known, we can now check if the expected and actual values are the same using the assertEquals method.

@Test  
void testfindTotal() {  
    StudentService studentService = new StudentService(new StudentDaoStub());  
    int total = arrayMethods.findTotal();  
    assertEquals(40, total);  
}

This test will now run successfully as shown below:
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package io.datajek.unittesting;

import static org.junit.jupiter.api.Assertions.\*;

import org.junit.jupiter.api.Test;

class StudentServiceStubTest {

    @Test

    void testFindTotal() {

        StudentService studentService = new StudentService(new StudentDaoStub());

        int total = studentService.findTotal();

        assertEquals(40, total);

    }

}

class StudentDaoStub extends StudentDao{

    //@Override

    public int[] getMarks() {

        return new int[]{15, 20, 5};

    }

}
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1. Using stubs, we can imitate the StudentDao class and test our method. In the same way, stubs can also be created for an interface. This approach has some disadvantages. First, to make other test cases, we need to create another stub or another implementation of the StudentDao class. Creating multiple versions of the same class is cumbersome. Second, if the stub is an implementation of an interface and new methods are added to the interface, we will need to update the stub and provide an implementation for the unimplemented methods.

These problems are tackled by mocks.

**Mockito dependency**

1. We can use the mocking support provided by Spring Boot or add the dependency in **pom.xml**. Since we created our project using Spring initializr, JUnit and Mockito are automatically added as dependencies in the Maven dependencies folder and are available under the scope of test.

If this is not the case, the mockito dependency can be added as follows:

<dependency>  
    <groupId>org.mockito</groupId>  
    <artifactId>mockito-core</artifactId>  
    <version>2.10.0</version>  
    <scope>test</scope>  
</dependency>

**Creating a mock**

1. We will create a test for the findTotal method using Mockito. For this, we first create a new JUnit test called StudentServiceMockTest.

The mock method of org.mockito.Mockito creates a mock of a class if you pass it as an argument. Then, you can use the mock to do whatever you want it to. We will mock the StudentDao class as follows:

StudentDao studentDaoMock = mock(StudentDao.class);

The mock method needs a static import of org.mockito.Mockito.mock.

1. Two methods used on the mock are when and thenReturn, which help create a test scenario. When a method is called on studentDaoMock, return an array of numbers as follows:

when(studentDaoMock.getMarks()).thenReturn(new int[] {15, 20, 5});

The when method needs a static import of org.mockito.Mockito.when. Now we can pass the mock as a constructor argument to the StudentService object. The complete test method is shown below:

@Test  
void testfindTotal() {  
    StudentDao studentDaoMock = mock(StudentDao.class);  
    when(studentDaoMock.getMarks()).thenReturn(new int[] {15, 20, 5});  
      
    StudentService studentService = new StudentService(studentDaoMock);  
    int total = studentService.findTotal();  
 assertEquals(40, total);  
}

To create a stub, we need to create a complete class to implement the method and return values for the test case. In case of mocking, no implementation is needed. A mock can easily be repeated for other test case scenarios as well. We can mock the data just by using the when and thenReturn methods. Here is another test when an empty array is returned by the studentDaoMock:

@Test  
void testfindTotal\_EmptyArray() {  
    StudentDao studentDaoMock = mock(StudentDao.class);  
    when(studentDaoMock.getMarks()).thenReturn(new int[] {});  
          
    StudentService studentService = new StudentService(studentDaoMock);  
    int total = studentService.findTotal();  
    assertEquals(0, total);  
}

In this manner, we can mock the class and create tests for other scenarios as well. Here, we have used constructor injection for injecting studentDaoMock in StudentService. Setter injection can also be used. We created a mock for a class but mocks can also be created for interfaces.
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import static org.junit.jupiter.api.Assertions.\*;

import org.junit.jupiter.api.Test;

import static org.mockito.Mockito.mock;

import static org.mockito.Mockito.when;

class StudentServiceMockTest {

    @Test

    void testFindTotal() {

        StudentDao studentDaoMock = mock(StudentDao.class);

        when(studentDaoMock.getMarks()).thenReturn(new int[] {15, 20, 5});

        StudentService studentService = new StudentService(studentDaoMock);

        int total = studentService.findTotal();

        assertEquals(40, total);

    }

    @Test

    void testFindTotal\_EmptyArray() {

        StudentDao studentDaoMock = mock(StudentDao.class);

        when(studentDaoMock.getMarks()).thenReturn(new int[] {});

        StudentService studentService = new StudentService(studentDaoMock);

        int total = studentService.findTotal();

        assertEquals(0, total);

    }

}
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JUnit Test Lifecycle Annotations

**Mockito Annotations**

Learn about some of the annotations provided by Mockito to make tests shorter and readable.

**We'll cover the following**

* [@Mock](https://www.educative.io/courses/guide-spring-5-spring-boot-2/xVDwEZjyJqq#@Mock)
* [@InjectMocks](https://www.educative.io/courses/guide-spring-5-spring-boot-2/xVDwEZjyJqq#@InjectMocks)
* [@ExtendWith](https://www.educative.io/courses/guide-spring-5-spring-boot-2/xVDwEZjyJqq#@ExtendWith)

There are some Mockito annotations that help minimize the code for creating and injecting mocks. While writing tests, there can be some repetitive statements. We will use annotations provided by Mockito to get rid of the redundant code and make our tests more readable.

**@Mock**

1. The @Mock annotation is used to create a mock without calling the Mockito.mock method.

Instead of creating a mock inside every test, we can move this statement outside and use the @Mock annotation on it. If we create mocks in the following way, we are using repetitive statements in every test:

StudentDao studentDaoMock = mock(StudentDao.class);

Rather than repeating the above statement in every test, we can create the mocks outside the test method using the @Mock annotation as follows:

@Mock  
StudentDao studentDaoMock;

By using the @Mock annotation, we will create the mock once instead of creating it in every test.

**@InjectMocks**

1. This annotation automatically injects a mock object into the object being tested. We have been passing the mock object to the StudentService object as a constructor argument in the test method as follows:

StudentService studentService = new StudentService(studentDaoMock);

We can do the dependency injection outside the test method and use the @InjectMocks annotation as follows:

@InjectMocks  
StudentService studentService;

1. The tests become shorter when we remove the *create and inject* mock steps from the test method. We can further shorten the method by making the total variable inline. For comparison, a test written with and without annotations is shown below:

//without annotations  
@Test  
void testFindTotal() {  
    StudentDao studentDaoMock = mock(StudentDao.class);  
    when(studentDaoMock.getMarks()).thenReturn(new int[] {15, 20, 5});  
      
    StudentService studentService = new StudentService(studentDaoMock);  
    int total = studentService.findTotal();  
    assertEquals(40, total);  
}

//with annotations  
@Mock  
StudentDao studentDaoMock;  
   
@InjectMocks  
StudentService studentService;  
   
@Test  
void testFindTotal() {  
    when(studentDaoMock.getMarks()).thenReturn(new int[] {15, 20, 5});  
    assertEquals(40, studentService.findTotal());  
}

The test method is short and the test is more readable when Mockito annotations are used.

**@ExtendWith**

1. When the @Mock annotation is used, by default, JUnit does not evaluate it. We need to use the @ExtendWith annotation and pass MockitoExtension.class as an argument to integrate Mockito with the JUnit 5 extension model. MockitoExtension enables the evaluation of the @Mock annotations to initialize mocks, which was previously done using the Mockito.mock method.

Using the Mockito extension, mocks are initialized before each test method and validation is performed after each test method to check if the mock was used in the method.

@ExtendWith(MockitoExtension.class)

These three annotations make the tests very simple and readable.

For the sake of comparison, the tests written using repetitive stubbing and mocking are also reproduced below in addition to the ones written using Mockito annotations.
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package io.datajek.unittesting;

import static org.junit.jupiter.api.Assertions.assertEquals;

import static org.mockito.Mockito.when;

import org.junit.jupiter.api.Test;

import org.junit.jupiter.api.extension.ExtendWith;

import org.mockito.InjectMocks;

import org.mockito.Mock;

import org.mockito.junit.jupiter.MockitoExtension;

@ExtendWith(MockitoExtension.class)

class StudentServiceMockitoAnnotationsTest {

    @Mock

    StudentDao studentDaoMock;

    @InjectMocks

    StudentService studentService;

    @Test

    void testFindTotal() {

        when(studentDaoMock.getMarks()).thenReturn(new int[] {15, 20, 5});

        assertEquals(40, studentService.findTotal());

    }

    @Test

    void testFindTotal\_EmptyArray() {

        when(studentDaoMock.getMarks()).thenReturn(new int[] {});

        assertEquals(0, studentService.findTotal());

    }
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Stubbing and Mocking

**Unit Testing in Spring**

In this lesson, we will write two simple unit tests using the JUnit framework to test a method.

**We'll cover the following**

* [Creating a test file](https://www.educative.io/courses/guide-spring-5-spring-boot-2/gk531EX1Q3D#Creating-a-test-file)
* [Initializing the bean](https://www.educative.io/courses/guide-spring-5-spring-boot-2/gk531EX1Q3D#Initializing-the-bean)
* [Using assertArrayEquals to check the output](https://www.educative.io/courses/guide-spring-5-spring-boot-2/gk531EX1Q3D#Using-assertArrayEquals-to-check-the-output)

When writing tests, the foremost thing to remember is that the test code should always be separate from the production code. We will write all our tests in **src/test/java**. This will ensure that the test code is never part of the deployable jar or war and stays in our repository.

We will now write unit tests for the RecommenderImplementation class. The code of the class is reproduced below:

@Component  
public class RecommenderImplementation {  
    @Autowired  
    private Filter filter;  
              
    public RecommenderImplementation(Filter filter) {  
    super();  
    this.filter = filter;  
    }  
  
    //use a filter to find recommendations  
    public String [] recommendMovies (String movie) {  
    String[] results = filter.getRecommendations(movie);  
    return results;  
    }  
}

This class has a dependency on the Filter interface, which has two implementations, ContentBasedFilter and CollaborativeFilter. Autowiring of the Filter is done by type using the @Primary annotation.

Both implementations of the interface are reproduced below. We have used hardcoded return values in both classes.

@Component  
@Primary  
public class CollaborativeFilter implements Filter{  
  
    public String[] getRecommendations(String movie) {  
    //logic of collaborative filter  
    return new String[] {"Finding Nemo", "Ice Age", "Toy Story"};  
    }  
}

@Component  
public class ContentBasedFilter implements Filter{  
  
    public String[] getRecommendations(String movie) {  
    //implement logic of content based filter  
    return new String[] {"Happy Feet", "Ice Age", "Shark Tale"};  
    }  
}

**Creating a test file**

1. We will begin by creating a JUnit test case in **src/test/java**. To create a unit test for the RecommenderImplementation class, we need to match the same package structure in the test file. The test is called RecommenderImplementationUnitTest. Since we want to test the recommendMovies method, we will rename the test method to testRecommendMovies.

class RecommenderImplementationUnitTest {  
    @Test  
    void testRecommendMovies() {  
  
    }  
}

1. Since this test is for the RecommenderImplementation class, we need an object of this class which will be used to call the method being tested (recommendMovies).

The following snippet shows the outline of our unit test:

class RecommenderImplementationUnitTest {  
  
    @Test  
    void testRecommendMovies() {  
        //1. Initialize the object  
        RecommenderImplementation recommenderImpl;  
        //2. Call method on the bean  
        String[] actualResult = recommenderImpl.recommendMovies("Finding Dory");  
        //3. Check if the result is as expected  
    }  
}

**Initializing the bean**

1. To initialize the RecommenderImplementation bean, we will use constructor injection in the test method. Since we are initializing the bean with CollaborativeFilter, we will rename the test for readability.

@Test  
void testRecommendMovies\_withCollaborativeFilter() {  
    RecommenderImplementation recommenderImpl = new RecommenderImplementation(  
                                                       new CollaborativeFilter());  
    //2. Call method on the bean          
    String[] actualResult = recommenderImpl.recommendMovies("Finding Dory");  
    //3. Check if the result is as expected  
}

Having a constructor in the class enables us to initialize the dependency without having to load the Spring Boot application context. When writing code, field injection should be avoided because then the bean can only be initialized by loading the context.

**Using assertArrayEquals to check the output**

1. Inside the test method, we will call the recommendMovies method with an input string. The input doesn’t really matter because we have hardcoded the return values. Since our method returns an array, we will use the assertArrayEquals method to compare the expected values with actual values.

@Test  
void testRecommendMovies\_withCollaborativeFilter() {  
    RecommenderImplementation recommenderImpl = new RecommenderImplementation(  
                                                        new CollaborativeFilter());  
    String[] actualResult = recommenderImpl.recommendMovies("Finding Dory");  
    assertArrayEquals(new String[] {"Finding Nemo", "Ice Age", "Toy Story"}, actualResult);  
}

The test is shown in the code widget below. When run, the test succeeds. To check if it is actually working, you can either change the values returned by the method or change the expected values in the assertArrayEquals method.

1. Since we have two implementations of the Filter interface, we can write another unit test to check the output of the recommendMovies method when ContentBasedFilter is used as follows:

@Test  
void testRecommendMovies\_withContentBasedFilter() {  
    RecommenderImplementation recommenderImpl = new RecommenderImplementation(  
                                                        new ContentBasedFilter());  
    assertArrayEquals(new String[] {"Happy Feet", "Ice Age", "Shark Tale"},   
                                 recommenderImpl.recommendMovies("Finding Dory"));  
}

Here, we have initialized the RecommenderImplementation object with ContentBasedFilter, which leads to a different output when the recommendMovies method is called.
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package io.datajek.spring.basics.movierecommendersystem.lesson4;

import static org.junit.jupiter.api.Assertions.\*;

import org.junit.jupiter.api.Test;

import org.junit.runner.RunWith;

import org.springframework.beans.factory.annotation.Autowired;

import org.springframework.boot.test.context.SpringBootTest;

import org.springframework.test.context.ContextConfiguration;

import org.springframework.test.context.junit4.SpringRunner;

class RecommenderImplementationUnitTest {

    @Test

    void testRecommendMovies\_withCollaborativeFilter() {

        RecommenderImplementation recommenderImpl = new RecommenderImplementation(new CollaborativeFilter());

        assertArrayEquals(new String[] {"Finding Nemo", "Ice Age", "Toy Story"}, recommenderImpl.recommendMovies("Finding Dory"));

    }

    @Test

    void testRecommendMovies\_withContentBasedFilter() {

        RecommenderImplementation recommenderImpl = new RecommenderImplementation(new ContentBasedFilter());

        assertArrayEquals(new String[] {"Happy Feet", "Ice Age", "Shark Tale"}, recommenderImpl.recommendMovies("Finding Dory"));

    }

}
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Mockito Annotations

**Unit Testing Using Spring Boot**

In this lesson, we will write a test using the @SpringBootTest annotation and show why it should not be used for unit testing.

**We'll cover the following**

* [spring-boot-starter-test dependency](https://www.educative.io/courses/guide-spring-5-spring-boot-2/xoN67vZQjDJ#spring-boot-starter-test-dependency)
* [Launching application context and autowiring bean](https://www.educative.io/courses/guide-spring-5-spring-boot-2/xoN67vZQjDJ#Launching-application-context-and-autowiring-bean)
* [When to use @SpringBootTest](https://www.educative.io/courses/guide-spring-5-spring-boot-2/xoN67vZQjDJ#When-to-use-@SpringBootTest)

When we create an application using Spring Boot, we get the springboot-starter-test dependency that comes with Mockito and AssertJ as testing libraries. We also automatically get a test file with the @SpringBootTest annotation.

Unit testing should not be done using Spring Boot. The main purpose of unit testing is to test a method or class. However, @SpringBootTest loads the entire context, which makes the test lengthy and defeats the purpose of unit testing. This feature of Spring Boot should be used in integration testing where we test across multiple layers.

The purpose of this lesson is only to show how a unit test can be written using the @SpringBootTest annotation.

**spring-boot-starter-test dependency**

1. The **pom.xml** file of a Spring Boot project has the following dependency on spring-boot-starter-test:

<dependency>  
   <groupId>org.springframework.boot</groupId>  
   <artifactId>spring-boot-starter-test</artifactId>  
   <scope>test</scope>  
</dependency>

We will begin by creating a JUnit test case in **src/test/java**, taking care that we match the package structure of the class being tested with the test file. The test is called **RecommenderImplementationSpringBootTest** as we want to show how to use test features provided by Spring Boot. We will rename the test method testRecommendMovies.

package io.datajek.spring.basics.movierecommendersystem.lesson4;  
  
import org.springframework.boot.test.context.SpringBootTest;  
  
@SpringBootTest  
class RecommenderImplementationSpringBootTest {  
  
    @Test  
    void testRecommendMovies() {  
        //...  
    }  
}

1. Since this test is for the **RecommenderImplementation** class, we will begin by defining an object of this class.

class RecommenderImplementationSpringBootTest {  
  
    private RecommenderImplementation recommenderImpl;  
  
    @Test  
    void testRecommendMovies() {  
        //...  
    }  
}

In this lesson, we will learn how the bean can be obtained from the application context. The following snippet shows the outline of our unit test:

//1. Launch context  
class RecommenderImplementationSpringBootTest {  
  
     //2. Load bean from context  
     private RecommenderImplementation recommenderImpl;  
  
     @Test  
     void testRecommendMovies() {  
         //3. Call method on the bean  
         //4. Check if the result is as expected  
     }  
}

**Launching application context and autowiring bean**

1. @SpringBootTest launches the entire application context, which means that all the beans get loaded. Thus, we can simply use the @Autowired annotation to get the RecommenderImplementation bean.

@Autowired  
private RecommenderImplementation recommenderImpl;

The @Autowired will automatically find and inject the dependency rather than us having to manually do it (like in the previous lesson where we used constructor injection to initialize the bean).

1. Inside the test method, we will call the recommendMovies method with an input string and then use the assertArrayEquals method to compare the expected and actual values.

@Test  
void testRecommendMovies() {  
    assertArrayEquals(new String[] {"Finding Nemo", "Ice Age", "Toy Story"},   
                               recommenderImpl.recommendMovies("Finding Dory"));  
}

This simple test class is shown in the code widget below. You can compare the running time of this test with the running time of the test created when using Spring application. This unit test will take longer because we are launching the application context to run the test.

MovieRecommenderSystemApplication.java

RecommenderImplementationSpringBootTest.java

RecommenderImplementation.java

Filter.java

CollaborativeFilter.java

ContentBasedFilter.java
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package io.datajek.spring.basics.movierecommendersystem.lesson4;

import static org.junit.jupiter.api.Assertions.assertArrayEquals;

import org.junit.jupiter.api.Test;

import org.springframework.beans.factory.annotation.Autowired;

import org.springframework.boot.test.context.SpringBootTest;

@SpringBootTest

class RecommenderImplementationSpringBootTest {

    @Autowired

    private RecommenderImplementation recommenderImpl;

    @Test

    void testRecommendMovies() {

        assertArrayEquals(new String[] {"Finding Nemo", "Ice Age", "Toy Story"}, recommenderImpl.recommendMovies("Finding Dory"));

    }

}
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**When to use @SpringBootTest**

The value of @SpringBootTest is in testing the whole application because it loads the complete context like in the production environment. For a unit test, there is no need to load the complete context. In fact, loading the entire context will have an impact on performance since unit tests should only take a few milliseconds to run.

**Unit Testing for Java Context**

Unit tests can be written by launching a part of the context as shown in this lesson.

**We'll cover the following**

* [spring-test and junit dependency](https://www.educative.io/courses/guide-spring-5-spring-boot-2/m7M6vj5nKBO#spring-test-and-junit-dependency)
* [@ContextConfiguration](https://www.educative.io/courses/guide-spring-5-spring-boot-2/m7M6vj5nKBO#@ContextConfiguration)

This lesson shows how to write a unit test using the Spring test features. We will remove the springboot-starter-test dependency from the pom.xml file, write our own dependencies and then use them to test the RecommenderImplementation class.

**spring-test and junit dependency**

1. We will start by replacing the springboot-starter-test dependency — which is automatically included in a Spring Boot project — with the spring-test dependency along with the junit-jupiter-engine dependency.

<dependency>  
 <groupId>org.springframework</groupId>  
 <artifactId>spring-test</artifactId>  
 <scope>test</scope>  
</dependency>  
   
<dependency>  
 <groupId>org.junit.jupiter</groupId>  
 <artifactId>junit-jupiter-engine</artifactId>  
 <scope>test</scope>  
</dependency>

spring-test is the module in the Spring framework that helps us write unit tests. Since the project was built using Spring Boot, removing the springboot-starter-test dependency leads to compilation errors due to usage of the @SpringBootTest annotation in src/test/java. To remove the errors, you can comment out the @SpringBootTest annotation.

1. We will create a JUnit test case in src/test/java</ called RecommenderImplementationSpringTest. The package structure of the test class must match that of the class being tested. The test class is shown:

package io.datajek.spring.basics.movierecommendersystem.lesson4;  
  
class RecommenderImplementationSpringTest {  
  
    @Test  
    void testRecommendMovies() {  
         //...  
    }  
}

**@ContextConfiguration**

1. @SpringBootTest can be used to launch the context and get the bean in the test class when using Spring Boot. To load the context using Spring, we will use @ContextConfiguration. This loads only part of the configuration and is thus more suitable for unit testing. Since our configuration is in the class MovieRecommenderSystemApplication, we will pass that as an argument to the @ContextConfiguration annotation. This class is where the context is present.

After the context has been defined, we need to run it. This is done by using the @ExtendWith annotation with SpringExtension.class as its argument. SpringExtension provides a bridge between Spring and JUnit.

//load context and run it  
@ExtendWith(SpringExtension.class)  
@ContextConfiguration(classes=MovieRecommenderSystemApplication.class)  
class RecommenderImplementationSpringTest {  
  
}

1. The rest of the test is the same as the test created using Spring Boot. The @Autowired annotation is used to get the RecommenderImplementation bean from the context once it is launched and loaded. Then the assertArrayEquals method is used to test whether the actual output of recommendMovies is the same as the expected output.

//load context  
@ExtendWith(SpringExtension.class)  
@ContextConfiguration(classes=MovieRecommenderSystemApplication.class)  
class RecommenderImplementationSpringTest {  
   
    @Autowired  
    private RecommenderImplementation recommenderImpl;  
   
    @Test  
    public void testRecommendMovies() {  
    assertArrayEquals(new String[] {"Finding Nemo", "Ice Age", "Toy Story"},   
                                 recommenderImpl.recommendMovies("Finding Dory"));  
    }  
}

MovieRecommenderSystemApplication.java

RecommenderImplementationSpringTest.java

RecommenderImplementation.java

Filter.java

CollaborativeFilter.java

ContentBasedFilter.java
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package io.datajek.spring.basics.movierecommendersystem.lesson4;

import static org.junit.jupiter.api.Assertions.assertArrayEquals;

import org.junit.jupiter.api.Test;

import org.junit.jupiter.api.extension.ExtendWith;

import org.springframework.beans.factory.annotation.Autowired;

import org.springframework.test.context.ContextConfiguration;

import org.springframework.test.context.junit.jupiter.SpringExtension;

//load context

@ExtendWith(SpringExtension.class)

@ContextConfiguration(classes=MovieRecommenderSystemApplication.class)

class RecommenderImplementationSpringTest {

    @Autowired

    private RecommenderImplementation recommenderImpl;

    @Test

    public void testRecommendMovies() {

        assertArrayEquals(new String[] {"Finding Nemo", "Ice Age", "Toy Story"}, recommenderImpl.recommendMovies("Finding Dory"));

    }

}
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A class which does not provide a constructor or setter injection for its dependencies can only be tested by loading the Spring context. However, if a constructor is present (as in the case of RecommenderImplementation class shown above), the object can be created without loading the context and it can also be mocked.

**Unit Testing for XML Context**

Learn how to write a unit test that uses the XML configuration.

**We'll cover the following**

* [@ContextConfiguration with locations](https://www.educative.io/courses/guide-spring-5-spring-boot-2/qZz2vM3y4v7#@ContextConfiguration-with-locations)
* [Creating a test configuration](https://www.educative.io/courses/guide-spring-5-spring-boot-2/qZz2vM3y4v7#Creating-a-test-configuration)

The @ContextConfiguration annotation is used to load Java as well as XML context. We created an XML application context file for the MovieRecommenderSystemApplication. Following is the XML configuration file:

<beans xmlns="http://www.springframework.org/schema/beans"  
       xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"  
       xmlns:context="http://www.springframework.org/schema/context"  
       xsi:schemaLocation="http://www.springframework.org/schema/beans  
           http://www.springframework.org/schema/beans/spring-beans.xsd  
           http://www.springframework.org/schema/context  
           http://www.springframework.org/schema/context/spring-context.xsd">  
  
    <context:component-scan base-package=  
             "io.datajek.spring.basics.movierecommendersystem.lesson14" use-default-filters="false">  
    </context:component-scan>  
    <!-- enable detection of @Autowired annotation -->  
    <context:annotation-config/>  
    
    <bean id="filter"   
        class="io.datajek.spring.basics.movierecommendersystem.lesson14.ContentBasedFilter"/>      
    <bean id="filter2"   
        class="io.datajek.spring.basics.movierecommendersystem.lesson14.CollaborativeFilter"/>  
    <bean id="recommenderImpl" class=  
              "io.datajek.spring.basics.movierecommendersystem.lesson14.RecommenderImplementation"/>  
  
</beans>

In this file, we have mentioned the package for component scanning using the <context:component-scan> tag. We have also defined three beans: filter, filter2, and recommenderImpl.

**@ContextConfiguration with locations**

1. We will create a test called RecommenderImplementationXmlConfigTest in **src/test/java/** for testing the RecommenderImplementation class. When using Java context, the @ContextConfiguration annotation took classes as an argument. To load the XML configuration, we will provide locations as an argument. Since the config file is in the class path, the location can be given as follows:

@ContextConfiguration(locations="/appContext.xml")

The above line will load the file **appContext.xml** that contains the definition of beans and their dependencies.

1. The rest of the test will remain the same as done using the Java context:

@ExtendWith(SpringExtension.class)  
@ContextConfiguration(locations="/appContext.xml")  
class RecommenderImplementationXmlConfigTest {  
   
    @Autowired  
    private RecommenderImplementation recommenderImpl;  
   
    @Test  
    void testRecommendMovies() {  
        assertArrayEquals(new String[] {"Happy Feet", "Ice Age", "Shark Tale"},   
                                recommenderImpl.recommendMovies("Finding Dory"));  
    }  
}

MovieRecommenderSystemApplication.java

RecommenderImplementationXmlConfigTest.java

appContext.xml
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package io.datajek.spring.basics.movierecommendersystem.lesson14;

import static org.junit.jupiter.api.Assertions.assertArrayEquals;

import org.junit.jupiter.api.Test;

import org.junit.jupiter.api.extension.ExtendWith;

import org.springframework.beans.factory.annotation.Autowired;

import org.springframework.test.context.ContextConfiguration;

import org.springframework.test.context.junit.jupiter.SpringExtension;

//load context

@ExtendWith(SpringExtension.class)

@ContextConfiguration(locations="/appContext.xml")

class RecommenderImplementationXmlConfigTest {

    @Autowired

    private RecommenderImplementation recommenderImpl;

    @Test

    void testRecommendMovies() {

        assertArrayEquals(new String[] {"Happy Feet", "Ice Age", "Shark Tale"}, recommenderImpl.recommendMovies("Finding Dory"));

    }

}
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**Creating a test configuration**

1. Since we are reading the application context from a file, we can create a separate context for the purpose of testing. All test contexts should be placed in **src/test/resources**. A test context is useful if we want to override something defined in the context, for the purpose of testing.

To create a test context, we first need to create a folder called **resources** under **src/test**. Next, we will create an XML file **testContext.xml** in **src/test/resources**. We can define a test context here or import the context from another file and then over-ride it.

The following code shows how to import the application context from **src/main/resources**:

<beans xmlns="http://www.springframework.org/schema/beans"  
    xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"  
    xmlns:context="http://www.springframework.org/schema/context"  
    xsi:schemaLocation="http://www.springframework.org/schema/beans  
        http://www.springframework.org/schema/beans/spring-beans.xsd  
        http://www.springframework.org/schema/context  
        http://www.springframework.org/schema/context/spring-context.xsd">  
  
    <import resource="classpath:appContext.xml"/>  
    <!-- Now you can change anything in the application context and override it -->  
    <!-- You can change/delete bean definitions -->  
  
</beans>

After importing the context, the beans can be defined for the purpose of testing and any bean from the original context can be over-ridden.

1. To use the test configuration defined above, we will use **testContext.xml** as an argument to the @ContextConfiguration annotation.

@ExtendWith(SpringExtension.class)  
@ContextConfiguration(locations="/testContext.xml")  
class RecommenderImplementationXmlConfigTest {  
    //...  
}

In this way, we can define a separate configuration for the unit test.

**Spring Unit Testing with Mockito**

Let's rewrite the unit test by mocking the dependency using Mockito.

**We'll cover the following**

* [mockito-core dependency](https://www.educative.io/courses/guide-spring-5-spring-boot-2/q2pDLnY32E2#mockito-core-dependency)
* [Mocking an interface](https://www.educative.io/courses/guide-spring-5-spring-boot-2/q2pDLnY32E2#Mocking-an-interface)

The RecommenderImplementation class has a dependency on the Filter interface. Ideally, when writing unit tests, we should only focus on the class under test and mock the dependencies instead of initializing the dependency. We will now write a test for the same class using Mockito.

**mockito-core dependency**

1. To test using the Mockito framework, we need the mockito-core dependency, which can be added to **pom.xml** as follows:

<dependency>  
  <groupId>org.mockito</groupId>  
  <artifactId>mockito-core</artifactId>  
  <scope>test</scope>  
</dependency>

Note that this dependency is automatically available if springboot-starter-test is included in the **pom.xml** file.

1. We are testing the RecommenderImplementation class that depends on the Filter interface and gets data from it by calling the getRecommendations method of the interface. This is not good practice because we are not testing the interface right now. We should not be calling the interface method when testing our class.

public String [] recommendMovies (String movie) {  
    //call interface method  
    String[] results = filter.getRecommendations(movie);  
    //rank the recommendations based   
    return results;  
}

The getRecommendations method has hardcoded return values, but in reality, this is something that changes based on the input string. If the functionality of the method changes or if another 3rd party implementation of the interface is used, our unit test will start failing. We do not want this kind of dependency for our unit test.

The same scenario can be applied when a class in the business layer calls a method of a class in the data layer. For unit tests, we should not go across layers.

**Mocking an interface**

1. Mockito can be used when we want to test the interface with different kinds of data. We will mock the interface using the @Mock annotation as follows:

@Mock  
private Filter mockFilter;

This mockFilter can be injected in the bean using the @InjectMocks annotation.

@InjectMocks  
private RecommenderImplementation recommenderImpl;

We need the @ExtendWith annotation with MockitoExtension.class to enable the use of the annotations mentioned above.

1. Now we are in a position to mock the results of the getRecommendations method using the when and thenReturn methods on the mock object. We will mock the case when no recommendation is found.

when(mockFilter.getRecommendations("Finding Dory")).thenReturn(new String[] {});

Here, we are intercepting the call to getRecommendations and returning a hard coded result without calling the interface method.

1. The test for a case when no recommendation is returned is given below:

@Test  
void testRecommendMovies\_noRecommendationsFound() {  
    when(mockFilter.getRecommendations("Finding Dory")).thenReturn(new String[] {});  
    assertArrayEquals(new String[] {}, recommenderImpl.recommendMovies("Findng Dory"));  
}

Because the mock returned an empty array, the output of the recommendMovies method will also be an empty array. This code is given in the code widget below.
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package io.datajek.spring.basics.movierecommendersystem.lesson4;

import static org.junit.jupiter.api.Assertions.assertArrayEquals;

import static org.mockito.Mockito.when;

import org.junit.jupiter.api.Test;

import org.junit.jupiter.api.extension.ExtendWith;

import org.mockito.InjectMocks;

import org.mockito.Mock;

import org.mockito.junit.jupiter.MockitoExtension;

@ExtendWith(MockitoExtension.class)

class RecommenderImplementationMockTest {

    @InjectMocks

    private RecommenderImplementation recommenderImpl;

    @Mock

    private Filter mockFilter;

    @Test

    void testRecommendMovies\_noRecommendationsFound() {

        when(mockFilter.getRecommendations("Finding Dory")).thenReturn(new String[] {});

        assertArrayEquals(new String[] {}, recommenderImpl.recommendMovies("Finding Dory"));

    }

}
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Using Mockito, the tests take less time as there is no need to load the application context. Whenever possible, try to avoid using Spring in unit testing as it makes the turnaround time longer.

Spring also provides annotations for testing a particular layer like @WebMvcTest and @DataJpaTest that load only a part of the context and mock the rest of the dependencies.

# Interview Questions

# Spring Framework

**We'll cover the following**

* [Spring framework interview questions](https://www.educative.io/courses/guide-spring-5-spring-boot-2/g7YgjonOGM9#Spring-framework-interview-questions)
  + [What are the major features of Spring 5?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/g7YgjonOGM9#What-are-the-major-features-of-Spring-5?)
  + [Is Spring 5 compatible with older versions of Java?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/g7YgjonOGM9#Is-Spring-5-compatible-with-older-versions-of-Java?)
  + [What are the advantages of using Spring framework?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/g7YgjonOGM9#What-are-the-advantages-of-using-Spring-framework?)
  + [List the modules of Spring framework.](https://www.educative.io/courses/guide-spring-5-spring-boot-2/g7YgjonOGM9#List-the-modules-of-Spring-framework.)
  + [What is tight coupling?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/g7YgjonOGM9#What-is-tight-coupling?)
  + [What is loose coupling?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/g7YgjonOGM9#What-is-loose-coupling?)
  + [What is the purpose of application.properties file?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/g7YgjonOGM9#What-is-the-purpose-of-application.properties-file?)
  + [What is pom.xml file?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/g7YgjonOGM9#What-is-pom.xml-file?)
  + [What design patterns are used in Spring framework?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/g7YgjonOGM9#What-design-patterns-are-used-in-Spring-framework?)
  + [What are some of the best practices for Spring Framework?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/g7YgjonOGM9#What-are-some-of-the-best-practices-for-Spring-Framework?)
  + [Describe some standard Spring events.](https://www.educative.io/courses/guide-spring-5-spring-boot-2/g7YgjonOGM9#Describe-some-standard-Spring-events.)
  + [How does Spring 5 make use of JDK 9 modularity?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/g7YgjonOGM9#How-does-Spring-5-make-use-of-JDK-9-modularity?)

## Spring framework interview questions

### What are the major features of Spring 5?

Spring 5 was released in 2017. Its major features include:

* It requires a minimum of Java 8.
* It enables use of lambda expressions.
* It is based on servlet 4.0 API.
* It includes the reactive programming framework **WebFlux**.
* Spring 5 supports Kotlin for functional programming.
* It enables JUnit 5 support for testing.

### Is Spring 5 compatible with older versions of Java?

No, because Spring 5 requires a minimum of Java 8. It is not compatible with older versions of Java as the code base of Spring has been revamped to take advantage of the features of Java 8.

### What are the advantages of using Spring framework?

* Spring framework is open source.
* Spring framework was designed to reduce boilerplate code.
* Dependency injection makes it possible to write loosely coupled code which is easy to modify and maintain.
* Spring architecture is modular which makes it a lightweight framework. The developer has the choice to pick and choose only those modules which are needed for the application.
* Spring also provides excellent integration with a number of frameworks like Hibernate, Struts, EJB etc.
* The autoconfiguration feature reduces the development time where the developer only focuses on the business logic while Spring takes care of the configuration details.
* Spring supports AOP, which separates business logic from system services.
* Spring provides an API for translating technology-specific exceptions into unchecked exceptions.
* Spring supports testable code and test driven development (TDD).

### List the modules of Spring framework.

Spring architecture is modular. The modules can be grouped together based on their functionality.

* The Spring Core Container has Core, Beans, Context and Expression language modules.
* The data access or integration layer has JDBC, ORM, OXM, JSM and Transaction modules.
* The web layer has Web, Servlet, Portlet, Struts etc modules.
* Other modules include Test, AOP, Aspects and Instrumentation.
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### What is tight coupling?

When two classes are dependent on each other such that class A needs an object of class B, they are said to be coupled. Tight coupling involves class A creating an instance of class B. In such a scenario, if we want to use another class in place of class B, it would require changing the code in class A.

For example, Vehicle class is dependent on CombustionEngine class and creates its object as follows:

class Vehicle{  
    
    private CombustionEngine engine = new CombustionEngine();  
    //...  
}

If we want to change from CombustionEngine class to ElectricEngine class, it will require modification of code of the Vehicle class.

### What is loose coupling?

Loose coupling removes the dependency of a class on an object. It is achieved by introducing an interface. Now class A is dependent on an interface with say, 2 implementations; class B and class C. The dependency can be plugged in class A by using a setter method or by using a constructor taking an object of the interface type as an argument. In this way switching from class B to class C does not involve changing the code of class A.

For example, Engine class is a dependency of Vehicle class. We can create an Engine interface that has two implementations, CombustionEngine and ElectricEngine.

interface Engine{  
  
    //...  
}

class CombustionEngine implements Engine{    
  
    //...  
}

class ElectricEngine implements Engine{    
  
    //...  
}

There is loose coupling between Vehicle and Engine. In the Vehicle class, either type of engine can be used without any change to the code.

class Vehicle{  
    
    private Engine engine;  
  
    Vehicle(Engine engine){  
        this.engine = engine;  
    }  
  
    //...  
}

### What is the purpose of **application.properties** file?

**application.properties** file is used to configure property values to run the application in different environments. It can be used to configure database details and log generation etc.

**application.properties** file is present in **src/main/resources** directory.

### What is **pom.xml** file?

**POM** stands for Project Object Model. It is an XML file in which the configuration of a Maven project is defined. The <dependency> tag lists all the dependencies with <groupid>, <artifactid>, <version> and <packaging> tags providing necessary details about the dependencies. Maven uses the information in **pom.xml** to build the project.

### What design patterns are used in Spring framework?

Spring framework uses a number of design patterns:

* **Factory Pattern**: BeanFactory and ApplicationContext classes
* **Singleton Pattern**: Singleton-scoped beans
* **Prototype Pattern**: Prototype-scoped beans
* **Proxy Pattern**: Spring Aspect Oriented Programming support
* **Template Method Pattern**: JdbcTemplate, JmsTemplate, JpaTemplate etc.
* **Data Access Object Pattern**: Spring DAO support
* **Model View Controller Pattern**: Spring MVC
* **Front Controller Pattern**: DispatcherServlet in Spring MVC
* **View Helper Pattern**: custom JSP tags separate code from presentation in views.
* **Adapter Pattern**: JMS adapters and JDBC adapters in Spring Integration

### What are some of the best practices for Spring Framework?

* Only use the modules that are needed by the application and remove any extra modules that get added when Spring Tools Suite is used.
* Use annotation according to the application layer. @Service for business logic and @Repository for data layer.
* Create an external property file to configure property values.
* Use Spring Initializer for starting new Spring Boot projects to get a tested and approved set of dependencies and to save time.
* Use Controller classes to delegate business logic to the service layer.
* Use a logging framework instead of doing it manually using System.out.println().

### Describe some standard Spring events.

Events provide a way of communication between loosely coupled components. **ApplicationContext** in Spring publishes certain events during the lifecycle of a Spring application.

Standard Spring events include:

* **ContextStartedEvent**: triggered when the context is started.
* **ContextRefreshedEvent**: triggered when the context is either initialized or refreshed using the refresh() method.
* **ContextStoppedEvent**: triggered when the context is stopped using the stop() method.
* **ContextClosedEvent**: triggered when the close() method is called on the ApplicationContext.
* **RequestHandledEvent**: triggered to let all beans know that an HTTP request has been handled.

### How does Spring 5 make use of JDK 9 modularity?

Java 9 introduces modules which are a reusable collection of related packages, resources (XML files) and a module descriptor that specifies name, dependencies, and packages that are available for use.

A Spring 5 project can be built around this concept. Consider the following example in which we have a ModuleExample class in the **io.datajek.modularitydemo** package.

package io.datajek.jdkmodularity;  
public class ModuleExample{  
   public String displayMessage(){  
       return "Spring 5 with JDK 9 Modularity";  
   }  
}

To make this package available to another package, we can make it part of a module. This is done using the module keyword. The export keyword is used to specify the package whose public methods are available to other modules.

module io.datajek.modularityexample {  
   export io.datajek.jdkmodularity;  
}

This module can be used in any other java project by using the require keyword. This defines a dependency relationship where **io.datajek.modularityexample.demo** depends on **io.datajek.modularityexample**.

module io.datajek.modularityexample.demo {  
   requires io.datajek.modularityexample;  
}

The ModuleExample class and its public methods can now be accessed in the new module as follows:

public class ModuleExampleExplained {  
   public static void main(String[] args){  
       ModuleExample moduleExample = new ModuleExample();  
       moduleExample.displayMessage();  
   }  
}

# IoC and Dependency Injection

**We'll cover the following**

* [Inversion of Control (IoC)](https://www.educative.io/courses/guide-spring-5-spring-boot-2/7Arrv4YDz7r#Inversion-of-Control-(IoC))
  + [What is Inversion of Control (IoC)?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/7Arrv4YDz7r#What-is-Inversion-of-Control-(IoC)?)
  + [What are the advantages of Inversion of Control?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/7Arrv4YDz7r#What-are-the-advantages-of-Inversion-of-Control?)
  + [What is the responsibility of an IoC container?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/7Arrv4YDz7r#What-is-the-responsibility-of-an-IoC-container?)
  + [Describe the two types of IoC container.](https://www.educative.io/courses/guide-spring-5-spring-boot-2/7Arrv4YDz7r#Describe-the-two-types-of-IoC-container.)
  + [Give an example of the BeanFactory implementation.](https://www.educative.io/courses/guide-spring-5-spring-boot-2/7Arrv4YDz7r#Give-an-example-of-the-BeanFactory-implementation.)
  + [What is ApplicationContext?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/7Arrv4YDz7r#What-is-ApplicationContext?)
  + [Give examples of the ApplicationContext implementations.](https://www.educative.io/courses/guide-spring-5-spring-boot-2/7Arrv4YDz7r#Give-examples-of-the-ApplicationContext-implementations.)
  + [What is the difference between BeanFactory and ApplicationContext?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/7Arrv4YDz7r#What-is-the-difference-between-BeanFactory-and-ApplicationContext?)
  + [How is ApplicationContext configured in Spring?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/7Arrv4YDz7r#How-is-ApplicationContext-configured-in-Spring?)
  + [What is WebApplicationContext?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/7Arrv4YDz7r#What-is-WebApplicationContext?)
  + [What happens if the context is not closed?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/7Arrv4YDz7r#What-happens-if-the-context-is-not-closed?)
* [Dependency injection](https://www.educative.io/courses/guide-spring-5-spring-boot-2/7Arrv4YDz7r#Dependency-injection)
  + [What is dependency injection?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/7Arrv4YDz7r#What-is-dependency-injection?)
  + [How is dependency injection related to inversion of control?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/7Arrv4YDz7r#How-is-dependency-injection-related-to-inversion-of-control?)
  + [What are the types of dependency injection?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/7Arrv4YDz7r#What-are-the-types-of-dependency-injection?)
  + [What is constructor injection?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/7Arrv4YDz7r#What-is-constructor-injection?)
  + [How does setter injection work?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/7Arrv4YDz7r#How-does-setter-injection-work?)
  + [Explain setter injection for objects and literal values.](https://www.educative.io/courses/guide-spring-5-spring-boot-2/7Arrv4YDz7r#Explain-setter-injection-for-objects-and-literal-values.)
  + [Explain injection of Java Collection types.](https://www.educative.io/courses/guide-spring-5-spring-boot-2/7Arrv4YDz7r#Explain-injection-of-Java-Collection-types.)
  + [What is the difference between constructor and setter injection?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/7Arrv4YDz7r#What-is-the-difference-between-constructor-and-setter-injection?)
  + [Which dependency injection approach is better?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/7Arrv4YDz7r#Which-dependency-injection-approach-is-better?)
  + [What is method injection?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/7Arrv4YDz7r#What-is-method-injection?)
  + [What is a circular dependency and how should it be resolved?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/7Arrv4YDz7r#What-is-a-circular-dependency-and-how-should-it-be-resolved?)

## Inversion of Control (IoC)

### What is Inversion of Control (IoC)?

Suppose, class A is dependent on class B. In case of tight coupling, class A is responsible for creating an object of class B. In case of loose coupling, the framework takes the responsibility of creating and populating the dependency. The control of creating dependency shifts from the class to the framework. This is called Inversion of Control (IoC).

### What are the advantages of Inversion of Control?

* IoC minimizes the amount of code in the application since the framework is now responsible for creating and wiring the dependencies.
* Inversion of Control leads to loose coupling where it becomes easy to change implementations of an interface.
* It leads to better testability as mock objects can be created for the application.
* IoC supports eager instantiation as well as lazy loading.

### What is the responsibility of an IoC container?

An IoC container performs the following tasks:

* It instantiates the application class.
* It identifies the beans along with their dependencies and wires the dependencies.
* It manages the lifecycle of the beans from the time they are created till the time they are destroyed.

The IoC container uses the configuration metadata, in the form of an XML file or Java annotations, which contains instructions about the objects and their dependencies.

### Describe the two types of IoC container.

The two types of IoC container are **BeanFactory** and **ApplicationContext**. These are interfaces, with various implementations, that act as the IoC container.

**BeanFactory** provides basic functionality of an IoC container while **ApplicationContext** adds extra functionality like AOP, message resource handling for internationalization and **WebApplicationContext** for web applications.

Spring recommends using **ApplicationContext** unless the resources are limited, like for example on a mobile device or for applet based applications.

### Give an example of the **BeanFactory** implementation.

The most commonly used implementation of **BeanFactory** is the XmlBeanFactory class. This container reads the metadata from an XML config file to create a fully configured application.

### What is **ApplicationContext**?

**ApplicationContext** is a type of IoC container. It extends the **BeanFactory** interface.

Similar to the **BeanFactory**, the **ApplicationContext** can load bean definitions, wire beans together and return beans upon request. Additional features of **ApplicationContext** that are not part of the **BeanFactory** are support for AOP and internationalization, publishing events, and application layer specific contexts like **WebApplicationContext**.

### Give examples of the **ApplicationContext** implementations.

Commonly used implementations of **ApplicationContext** are:

* **ClassPathApplicationXmlContext**: reads the configuration from an XML file for standalone java applications.
* AnnotationConfigApplicationContext: uses annotation based configuration for standalone java applications.
* **AnnotationConfigWebApplicationContext** and **WebXmlApplicationContext**: for web applications.

### What is the difference between **BeanFactory** and **ApplicationContext**?

The default implementation of **BeanFactory** uses lazy initialization. It instantiates beans when the getBean() method is called. **ApplicationContext** extends the **BeanFactory** interface but the default implementation uses eager initialization. The beans are instantiated when the application starts. However, this behavior can be overridden.

**BeanFactory** does not support annotation based dependency injection. This feature was included in **ApplicationContext**.

### How is ApplicationContext configured in Spring?

There are multiple ways to configure application context:

* Application context can be configured using XML. The context can be created using **ClassPathXmlApplicationContext**, **FileSystemXmlApplicationContext**, or **GenericXmlApplicationContext** class which looks for XML file defining the configuration.
* Annotations can also be used to automatically register classes in the application context. The @Component annotation (along with @Controller, @Service and @Repository annotations) are used on classes and the **AnnotationConfigApplicationContext** class is used to create the application context.
* Java configuration using the @Configuration annotation on classes and @Bean annotation on methods is another way to configure the application context. The **AnnotationConfigApplicationContext** class is used to create the context by scanning the annotations.

### What is WebApplicationContext?

**WebApplicationContext** interface extends **ApplicationContext** interface. It provides configuration for web applications.

**WebApplicationContext** defines request, session and global application scopes in addition to the singleton and prototype scopes in **ApplicationContext**.

It has the ability to resolve themes and decide which servlet it is associated with.

### What happens if the context is not closed?

Not closing the context leads to resource leak. The close() method destroys all beans, releases the locks and closes the bean factory. Similarly, using a try-with-resources block also ensures that each resource is closed when the block exits.

## Dependency injection

### What is dependency injection?

Dependency injection is a concept which states that the developer should not create objects manually in the code but specify how the objects should be created. The IoC container reads this information and instantiates the object with the required dependencies.

Dependency injection is the process of finding a bean to be autowired. If class A has a dependency on class B, then the process of identifying the dependency, creating an instance of class B and autowiring the object of class B in class A is called dependency injection.

### How is dependency injection related to inversion of control?

Inversion of control (IoC) is a general concept which can be expressed in different ways. Dependency injection is an example of IoC.

IoC concept is that the control of creating and wiring the dependencies shifts from the developer to the framework. Dependency injection is the process by which the framework identifies the dependencies of an object, finds a match, and wires the dependency in the object.

### What are the types of dependency injection?

A dependency can be injected in several ways:

* Field injection
* Setter injection
* Constructor injection

### What is constructor injection?

In constructor injection, the IoC container creates the object by calling a constructor with a number of arguments where each argument represents a dependency on another class.

The following code example uses a constructor to inject the **Engine** dependency in **Vehicle** class.

@Component  
Class Vehicle {  
  
    private Engine engine;  
  
    Vehicle(Engine engine) {  
        this.engine = engine;  
    }  
    //...  
}

If the class contains more than one constructor, then the @Autowired annotation must be used on a constructor to tell the spring container that this constructor is to be used for dependency injection. For a class with one constructor, like the one shown above, the @Autowired annotation is optional.

### How does setter injection work?

Setter injection works by calling setter methods to set the property values. Spring container creates the object by calling the no-argument constructor and then calls setter methods to populate the dependencies.

The Engine dependency is injected using the setEngine() method. When Spring finds the @Autowired annotation, it will call the setter method for dependency injection.

@Component  
Class Vehicle {  
  
  private Engine engine;  
  
    @Autowired  
    void setEngine (Engine engine) {  
        this.engine = engine;  
    }  
  
    Engine getEngine ( ) {  
        return engine;  
    }  
    //...  
}

### Explain setter injection for objects and literal values.

In the XML file, the property tag is used to specify the properties of an object. The properties can be literal values or objects of other classes. In case of literal values, we use the value tag to set the value of the property and in case of objects we use the ref tag to provide the reference of the object that needs to be injected.

The following example shows the **Vehicle** class with two properties, a literal numWheels an object engine. The XML file defines the beans for both the **Engine** and **Vehicle** classes. In the **Vehicle** bean, the value tag sets the literal value while the ref tag is used to provide the reference of the **Engine** object.

<bean   
  id="engineType"   
  class="io.datajek.spring.di.Engine" />  
       
<bean   
  id="vehicle"   
  class="io.datajek.spring.di.Vehicle" >  
    <property name="numWheels" value="4" />  
    <property name="engine" ref="engineType" />  
</bean>

### Explain injection of Java Collection types.

To inject **java.util.Collection** types such as List, Set, Map and Properties, Spring provides the following tags: <list>, <set>, <map>, and <prop>.

The <list> tag allows duplicate values while the <set> tag does not allow duplicates. The <map> tag injects name-value pairs where name and value can be of any type while <prop> tag is used to inject name-value pairs of String type.

### What is the difference between constructor and setter injection?

* Constructor injection is not partial while setter injection offers partial dependency injection. If an object has 5 fields, it is not possible to pass just 1 in a 5 argument constructor.
* Constructor injection does not override setter, whereas setter injection overrides constructor if both are defined. The IoC container by default chooses setter injection.
* Constructor injection works well if the number of properties is large, whereas setter injection would make the code longer in such a scenario.
* Setter injection is flexible because it is possible to change the value of the property without creating a new bean instance. In case of constructor injection, a new bean is needed if a property is modified.

### Which dependency injection approach is better?

All dependency injection approaches have the same outcome. This is a very debatable question with some people favoring one style while others touting for another.

The documentation for older versions of Spring suggested that constructor injection be used for all mandatory dependencies while setter injection for optional dependencies. However the @Required annotation on a setter method can be used to make it a mandatory dependency.

### What is method injection?

Any method can be used for setting the dependency if the @Autowired annotation is used on it. This is referred to as method injection. The method can have any name. As long as it has the @Autowired annotation, Spring will find a matching dependency to inject.

### What is a circular dependency and how should it be resolved?

When beanA has a dependency on beanB and benB has a dependency on beanA, it results in a circular dependency. In this case both beans try to inject each other via constructor and Spring throws **BeanCurrentlyInCreationException**.

More than two beans can also result in a circular dependency as follows:

beanA => beanB => beanC => beanD => beanA

Spring creates beans in order in which they are needed. If a bean has a dependency, then the dependency is created first and then injected to complete the creation of the bean. In case of circular dependency, spring cannot decide which bean to create first.

Circular dependency issue arises when using constructor injection because the beans are created when the context is loaded. If using setter or field injection, the beans are created but their dependencies are injected only when they are needed. Thus the circular dependency issue can be avoided.

When using constructor injection, @Lazy annotation can be used. This tells spring that when initializing the bean, inject a proxy. The bean is fully created only when it is needed.

@Component  
public class ClassA {  
  
    private ClassB classB;  
  
    @Autowired  
    public ClassA(@Lazy ClassB classB) {  
        this.classB = classB;  
    }  
}

# Beans

**We'll cover the following**

* [Spring beans](https://www.educative.io/courses/guide-spring-5-spring-boot-2/RLkpO0Jn9kE#Spring-beans)
  + [What are beans in Spring?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/RLkpO0Jn9kE#What-are-beans-in-Spring?)
  + [What is the lifecycle of a Spring Bean?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/RLkpO0Jn9kE#What-is-the-lifecycle-of-a-Spring-Bean?)
  + [What are custom bean lifecycle methods?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/RLkpO0Jn9kE#What-are-custom-bean-lifecycle-methods?)
  + [What are some features of custom init and destroy methods?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/RLkpO0Jn9kE#What-are-some-features-of-custom-init-and-destroy-methods?)
  + [What information does the bean definition contain?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/RLkpO0Jn9kE#What-information-does-the-bean-definition-contain?)
  + [How can you provide a bean id when using annotations?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/RLkpO0Jn9kE#How-can-you-provide-a-bean-id-when-using-annotations?)
  + [Are Spring beans same as JavaBeans?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/RLkpO0Jn9kE#Are-Spring-beans-same-as-JavaBeans?)
  + [How are beans created?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/RLkpO0Jn9kE#How-are-beans-created?)
  + [What does the @Bean annotation do?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/RLkpO0Jn9kE#What-does-the-@Bean-annotation-do?)
  + [Both @Bean and @Component annotations create beans. What is the difference between the two?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/RLkpO0Jn9kE#Both-@Bean-and-@Component-annotations-create-beans.-What-is-the-difference-between-the-two?)
  + [How can dependencies be injected using the @Bean annotation?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/RLkpO0Jn9kE#How-can-dependencies-be-injected-using-the-@Bean-annotation?)
  + [What are the different scopes of a bean?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/RLkpO0Jn9kE#What-are-the-different-scopes-of-a-bean?)
  + [What is the default bean scope in Spring?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/RLkpO0Jn9kE#What-is-the-default-bean-scope-in-Spring?)
  + [What is the default scope in the web context?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/RLkpO0Jn9kE#What-is-the-default-scope-in-the-web-context?)
  + [When are singleton and prototype scopes used?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/RLkpO0Jn9kE#When-are-singleton-and-prototype-scopes-used?)
  + [How is bean scope defined?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/RLkpO0Jn9kE#How-is-bean-scope-defined?)
  + [Is Singleton scope in Spring same as the Singleton design pattern?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/RLkpO0Jn9kE#Is-Singleton-scope-in-Spring-same-as-the-Singleton-design-pattern?)
  + [Are Singleton beans thread safe?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/RLkpO0Jn9kE#Are-Singleton-beans-thread-safe?)
  + [Explain prototype bean scope.](https://www.educative.io/courses/guide-spring-5-spring-boot-2/RLkpO0Jn9kE#Explain-prototype-bean-scope.)
  + [Does Spring manage the complete lifecycle of beans?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/RLkpO0Jn9kE#Does-Spring-manage-the-complete-lifecycle-of-beans?)
  + [What is an inner bean?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/RLkpO0Jn9kE#What-is-an-inner-bean?)

## Spring beans

### What are beans in Spring?

Simply put, a Spring bean is a Java object. When Java objects are created by the Spring container, they are referred to as Spring Beans.

Beans are managed by the Spring container using the configuration metadata in the form of XML or Java annotations. The container instantiates, assembles and manages the lifecycle of a bean. For example, the @Component annotation on a class tells Spring framework that it has to manage the lifecycle of the objects of that class.

### What is the lifecycle of a Spring Bean?

Spring container instantiates a bean and initializes it. It also injects the required dependencies. When the context is destroyed, all the initialized beans are also destroyed.

Spring provides post initialization and pre destruction methods for custom tasks. These methods can be invoked using XML config file or Java annotations.

### What are custom bean lifecycle methods?

During the lifecycle of the bean, Spring allows the developer to add custom code during bean initialization and bean destruction. This can include code for custom business logic at initialization or destruction as well as setting up and cleaning up resources like a database connection or a file etc.

The XML tags init-method and destroy-method are used to define the custom methods inside the <bean> tag. The @PostContruct and @PreDestroy annotations also accomplish the same task.

### What are some features of custom init and destroy methods?

* Custom methods for initialization and destruction can have any name.
* They can have any access modifier; private, public, or protected.
* They can have any return type, but since the return value cannot be captured, void is mostly used as the return type.
* They cannot have any input arguments.

### What information does the bean definition contain?

Bean definition contains information for the container in the form of configuration metadata. Bean definition contains the following information:

* How the bean is created.
* Lifecycle details of the bean.
* Dependencies of the bean.

### How can you provide a bean id when using annotations?

We can specify the bean id in the component scan annotation.

@Component("bean1")  
public class MyBean {  
    ...  
}

When Spring registers **MyBean** class as a bean, it will store **bean1** as the bean id. The following code retrieves the bean:

MyBean theBean = context.getBean("bean1", MyBean.class);

If explicit bean id is not provided Spring generates a default bean id. The default bean id is the class name with the first letter lower-case.

@Component  
public class MyBean {  
    ...  
}

Now, when Spring registers **MyBean** class as a bean, it will store **myBean** as the bean id. To retrieve the bean from the container, we need to use the default bean id:

MyBean theBean = context.getBean("myBean", MyBean.class);

### Are Spring beans same as JavaBeans?

JavaBeans are Java classes that follow certain coding conventions. They have a public no-arg constructor, have private properties and allow access to properties using getter and setter methods and implement the java.io.Serializable interface.

Spring beans are objects whose lifecycle is managed by the Spring container. They do not follow the rigorous requirements of JavaBeans.

Spring beans are often the same as JavaBeans but they don’t have to be. Spring beans can have constructor with arguments and may not implement the java.io.Serializable interface.

### How are beans created?

Spring framework creates beans in an order. When Spring framework encounters a bean definition in XML file or through an annotation, it checks if the class is dependent on any other class. Suppose class A has a dependency on class B. In this case, Spring will create the object of class B. Once the dependency has been created, the bean for class A can be created by injecting the bean of class B in class A.

### What does the @Bean annotation do?

The @Bean annotation is used on a method to indicate that the method returns a bean to be managed by Spring. The name of the method indicates the bean id. This annotation is used in classes marked with @Configuration annotation.

The @Bean annotation provides the same functionality as the <bean> tag in XML configuration.

The following configuration class creates the a bean of **Vehicle** type using the @Bean annotation. The bean id is **vehicle**.

@Configuration  
class VehicleConfig {  
  
    @Bean  
    public Vehicle vehicle() {  
        return new Vehicle();  
    }  
  
}

To retrieve the bean, the bean id is used in the getBean method as follows:

Vehicle myVehicle = context.getBean("vehicle", Vehicle.class);

The @Bean annotation can also specify the initMethod and destroyMethod for the bean.

### Both @Bean and @Component annotations create beans. What is the difference between the two?

Some differences between the two annotations are:

* @Component enables Spring to auto-detect and auto-configure beans while @Bean is used to explicitly declare a bean rather than letting Spring auto-detect it.
* @Component is a class level annotation while @Bean is a method level annotation.
* Since @Component annotation is used on a class, it keeps the bean definition and class declarations together while @Bean decouples them.

### How can dependencies be injected using the @Bean annotation?

Consider a case where there are two classes, **Vehicle** and **Engine**. **Engine** is a dependency of **Vehicle** class. The @Bean annotation can be used to define the beans and inject the dependencies as follows:

@Configuration  
public class VehicleConfig{  
    //create Engine bean  
    @Bean  
    public Engine myEngine(){  
        return new Engine();  
    }  
    //create Vehicle bean and inject Engine bean in it  
    @Bean  
    public Vehicle myVehicle(){  
        return new Vehicle(myEngine());  
    }  
}

Here, the dependency is injected by calling myEngine() when creating the vehicle bean.

### What are the different scopes of a bean?

In Spring 5, six scopes have been defined. They are:

* Singleton. Only one instance of the bean per IoC container is created.
* Prototype. A new instance of the bean is created every time.
* Session. One bean is created for every Http session.
* Request. One bean is created per Http request.
* Application. One bean is created per ServletContext.
* Websocket. One bean is created per WebSocket.
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The singleton and prototype scopes can be used in any application while the last four scopes are only available for a web application.

### What is the default bean scope in Spring?

A Spring bean is initialized as a singleton bean by default.

### What is the default scope in the web context?

The default bean scope in Spring is Singleton and this applies to web application context as well.

### When are singleton and prototype scopes used?

Singleton scope is used for beans which are stateless whereas prototype scope is for beans in which we need to maintain a state.

The IoC container handles both types differently. It manages the entire lifecycle of singleton beans but does not do so in the case of prototype beans. The developer is responsible for destroying the prototype beans.

### How is bean scope defined?

The @Scope annotation is used to set the scope of a bean. In an XML file, the scope attribute can be used as shown below:

@Component  
@Scope("prototype")  
public class ShoppingCart {  
  
}

<bean id="cart" class="io.datajek.spring.beanscope.ShoppingCart" scope="prototype" />

### Is Singleton scope in Spring same as the Singleton design pattern?

According to the Singleton design pattern, there can be one bean per Java class. In Spring, singleton scope means one bean per bean id per Spring container (ApplicationContext).

The following XML code creates two beans of the same class:

<bean id="vehicle1" class="io.datajek.spring.Vehicle" scope="singleton">  
    <property name="numWheels" value="4"/>      
</bean>      
<bean id="vehicle2" class="io.datajek.spring.Vehicle" scope="singleton">  
    <property name="numWheels" value="6"/>      
</bean>

Both beans have a different bean id so two Singletons will be created by the Spring container.

### Are Singleton beans thread safe?

No, Singleton beans are not thread safe. Thread safety depends upon the implementation of the bean. Singleton is a design pattern that focuses on how beans are created, not how they are executed.

A singleton bean means there is one instance of the bean in the application context. All threads access the same class variables which can lead to inconsistency. Prototype scope on the other hand is thread safe but it is at the expense of performance because now there are multiple objects instead of one.

### Explain prototype bean scope.

Prototype scope means that every time the developer asks for an instance of the bean, the Spring container will create a new instance and return it. This is different from the singleton scope, where only one instance of the bean is created and the Spring container returns the reference of the same instance whenever it receives a request for the bean.

### Does Spring manage the complete lifecycle of beans?

Spring manages the lifecycle of beans from construction to destruction. However, this statement is not true in the case of prototype beans. The Spring container instantiates, configures and assembles a prototype object. But it keeps no track of the object after it is handed over to the client.

For a prototype bean, the initialization method is called but the destruction method is not called and the client is responsible for destroying the bean and releasing the resources that it acquired.

### What is an inner bean?

A bean which exists within the scope of another bean is called inner bean.

When a bean is used as a property of another bean, it becomes an inner bean. In this case the <bean> tag is used inside the <property> or <constructor-arg> tag.

The container ignores the id or name tags for an inner bean. Inner beans are always anonymous and have prototype scope.

For example, we can declare a bean of **Engine** type as an inner bean inside the **Vehicle** bean. The following code shows how to set the properties of the outer and inner bean:

<bean id="vehicle" class="io.datajek.spring.beanscope.Vehicle">  
    <property name="numWheels" value ="4" >  
    <property name="engine">  
        <bean class="io.datajek.spring.beanscope.Engine">  
            <property name="type" value="Combustion   Engine"></property>  
            <property name="rpm" value="4000"></property>  
        </bean>  
    </property>  
</bean>

The inner bean is not accessible outside the scope of the outer bean.
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# Spring Annotations

**We'll cover the following**

* [Spring annotations interview questions](https://www.educative.io/courses/guide-spring-5-spring-boot-2/B1WwWk0pw5N#Spring-annotations-interview-questions)
  + [What is the purpose of @Component annotation?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/B1WwWk0pw5N#What-is-the-purpose-of-@Component-annotation?)
  + [What is the difference between @Component, @Service, @Repository, and @Controller?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/B1WwWk0pw5N#What-is-the-difference-between-@Component,-@Service,-@Repository,-and-@Controller?)
  + [Why is @Primary annotation used?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/B1WwWk0pw5N#Why-is-@Primary-annotation-used?)
  + [Why is @Qualifier annotation used?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/B1WwWk0pw5N#Why-is-@Qualifier-annotation-used?)
  + [Which annotations takes precedence: @Primary or @Qualifier?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/B1WwWk0pw5N#Which-annotations-takes-precedence:-@Primary-or-@Qualifier?)
  + [Why is the @Required annotation used?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/B1WwWk0pw5N#Why-is-the-@Required-annotation-used?)
  + [What is the purpose of @Autowired annotation?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/B1WwWk0pw5N#What-is-the-purpose-of-@Autowired-annotation?)
  + [Both @Bean and @Component annotations create beans. What is the difference between the two?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/B1WwWk0pw5N#Both-@Bean-and-@Component-annotations-create-beans.-What-is-the-difference-between-the-two?)
  + [What is the difference between @Inject and @Autowired in Spring? Which one to use under which condition?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/B1WwWk0pw5N#What-is-the-difference-between-@Inject-and-@Autowired-in-Spring?-Which-one-to-use-under-which-condition?)

## Spring annotations interview questions

### What is the purpose of @Component annotation?

@Component annotation is used to define a bean. This annotation is placed on a Java class. The xml file contains the <context: component-scan> tag to enable component scanning. Spring container scans the package (and its subpackages) specified in the component-scan tag. It will register all classes marked with the @Component annotation as beans.

Using the @Component annotation can save a lot of time spent in writing lengthy bean definition code in XML.

### What is the difference between @Component, @Service, @Repository, and @Controller?

A typical application is divided into layers. The @Component annotation is generic and denotes any Spring managed bean. It can be used in any layer of the application whereas the other three are specific to layers. @Controller is used in the web layer, @Service is used on classes in the business layer and @Repository is used in the data layer and provides the additional functionality of making unchecked exceptions translated as Spring DataAccessException.

### Why is @Primary annotation used?

When two beans of the same type qualify to be autowired, then @Primary annotation is used to break the tie. Suppose there are two implementations of the Engine interface, CombustionEngine and ElectricEngine. The class Vehicle has a dependency on Engine interface. If both implementations have the @Component annotation then a compiler error will occur stating that more than one bean of the same type was found. In this case, we can guide Spring to use either CombustionEngine or ElectricEngine as the primary choice by using the @Primary annotation.

### Why is @Qualifier annotation used?

If more than one bean of the same type exists, we can choose the bean to be autowired using the @Qualifier annotation. The bean having this annotation qualifies to be autowired.

### Which annotations takes precedence: @Primary or @Qualifier?

When both the @Primary and @Qualifer annotations are present, then @Qualifier takes precedence. @Primary defines a default value and bean marked with this annotation will be used unless otherwise indicated. @Qualifier annotation is specific and is used when a particular bean is needed.

Suppose there are two beans of the same type and one is used in 90% of the cases, then it makes sense to make it the default choice by using @Primary annotation. The @Autowired that needs the other bean can use the @Qualifier annotation while all other @Autowired will automatically choose the bean marked with @Primary.

### Why is the @Required annotation used?

@Required is a method level annotation. It is used on setter methods and makes setter injection of the property mandatory. The BeanInitializationException is thrown if the property value is not initialized. If a setter method has @Autowired annotation on it, then @Required is not needed.

This annotation has been deprecated because constructor injection is used for setting all mandatory dependencies.

### What is the purpose of @Autowired annotation?

@Autowired annotation specifies where and how autowiring is done. This annotation can be used on setter methods, with a constructor argument, on a property as well as on methods with multiple arguments. By default autowiring is done by type.

### Both @Bean and @Component annotations create beans. What is the difference between the two?

Some differences between the two annotations are:

* @Component enables Spring to auto-detect and auto-configure beans while @Bean is used to explicitly declare a bean rather than letting Spring auto-detect it.
* @Component is a class level annotation while @Bean is a method level annotation.
* Since @Component annotation is used on a class, it keeps the bean definition and class declarations together while @Bean decouples them.

### What is the difference between @Inject and @Autowired in Spring? Which one to use under which condition?

Both these annotations perform the same function and are used for dependency injection by type. The order of dependency injection of both the annotations is as follows:

1. By type
2. Using @Qualifer annotation
3. By name.

The only difference between both annotations is that @Inject is a CDI annotation which makes it framework independent and @Autowired is a Spring framework annotation. Thus using @Inject may be helpful if the application is moved to another framework.

# Spring Configuration and Component Scan

**We'll cover the following**

* [Spring configuration](https://www.educative.io/courses/guide-spring-5-spring-boot-2/qVA0Dx2RAj2#Spring-configuration)
  + [What is a configuration file?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/qVA0Dx2RAj2#What-is-a-configuration-file?)
  + [How is configuration metadata provided to Spring container/ how are beans configured in Spring container?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/qVA0Dx2RAj2#How-is-configuration-metadata-provided-to-Spring-container/-how-are-beans-configured-in-Spring-container?)
  + [What is the difference between XML and Annotation configuration?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/qVA0Dx2RAj2#What-is-the-difference-between-XML-and-Annotation-configuration?)
  + [How is annotation based configuration enabled in Spring?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/qVA0Dx2RAj2#How-is-annotation-based-configuration-enabled-in-Spring?)
  + [Can there be multiple configuration files in a project?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/qVA0Dx2RAj2#Can-there-be-multiple-configuration-files-in-a-project?)
* [Component scan](https://www.educative.io/courses/guide-spring-5-spring-boot-2/qVA0Dx2RAj2#Component-scan)
  + [What is component scan?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/qVA0Dx2RAj2#What-is-component-scan?)
  + [How is component scan done in Spring Boot?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/qVA0Dx2RAj2#How-is-component-scan-done-in-Spring-Boot?)
  + [What is the difference between context: annotation-config and context:component-scan tags?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/qVA0Dx2RAj2#What-is-the-difference-between-context:-annotation-config-and-context:component-scan-tags?)

## Spring configuration

### What is a configuration file?

A configuration file is an XML file that describes the different classes in the application and how they are linked to one another. XML configuration files can get lengthy and difficult to manage in large projects. Annotation based approach is easier and cleaner.

### How is configuration metadata provided to Spring container/ how are beans configured in Spring container?

Configuration metadata can be provide in the following ways:

* **XML based configuration**: In XML config files, beans are defined using the <bean> tag containing a number of different configuration options. For example, the following XML configuration defines two beans and specifies constructor injection to inject **myDependency** bean in **myBean**.

<bean name="myDependency"  
     
class="io.datajek.spring.MyDependency">  
</bean>  
  
<bean name="myBean"   
   class="io.datajek.spring.MyBean">  
 <constructor-arg ref="myDependency"/>  
</bean>

* **Annotation based configuration**: In this approach, annotations are used. The @Component as well as some other annotations can be used to define beans. This approach makes the XML file smaller. The <context:component-scan/> tag defines the package where Spring searches for classes with the @Component annotation and automatically registers beans.<

<context:component-scan base-package "io.datajek.spring"/>

**MyBean** and **MyDependency** classes will be registered as beans if they are annotated with @Component annotation.

* **Java based configuration**: This approach eliminates XML altogether. The @Configuration annotation on a class defines it as a configuration class. Beans can be manually defined using the @Bean annotation or the @ComponentScan annotation can be used to automatically detect beans defined using annotations. For example:

@Configuration  
@ComponentScan("io.datajek.spring")  
public class MyConfig {  
   
}

All classes marked with @Component will be registered as beans after the component scan.

### What is the difference between XML and Annotation configuration?

Traditionally, XML was used to set up the configuration. Annotations make the same task easier and understandable. The result of both approaches is the same but less amount of code is written when using annotations.

### How is annotation based configuration enabled in Spring?

By default annotation based configuration is disabled. To enable annotation based configuration in XML file, the <context:annotation-config/> tag is used.

### Can there be multiple configuration files in a project?

Large projects can have multiple configuration files. They can be loaded using the @Import annotation and mentioning the list of files after the @Configuration annotation.

@Configuration  
@Import({VehicleConfig.class, EngineConfig.class})  
public class ApplicationConfig {

Multiple config files can also be imported in a single XML file using the <import> tag.

<import resource="vehicle.xml"/>  
<import resource="engine.xml"/>

## Component scan

### What is component scan?

Component scan is the process in which Spring searches for beans. Spring needs to know the location (package) to search for beans. Component scan can be defined in two ways:

* Using the @Component annotation and its sub-classes in which case Spring searches all the packages and sub-packages containing these annotation.
* Using XML configuration with <context:component-scan> tag specifying the base package.

### How is component scan done in Spring Boot?

In Spring Boot, the @SpringBootApplication annotation triggers a component scan on the package and its sub-packages where it is used.

### What is the difference between context: annotation-config and context:component-scan tags?

<context: annotation-config> enables the detection of dependency injection annotations like @Autowired, @Qualifier, @PostConstruct, and @PreDestroy.

<context: component-scan> specifies the base package for component scan. Component scan is used for finding beans. This tag can recognize the dependency injection annotations mentioned above as well as bean annotations like @Component, @Repository, and @Service etc.

# Autowiring and Misc Questions

**We'll cover the following**

* [Auto-wiring](https://www.educative.io/courses/guide-spring-5-spring-boot-2/B8WmzmgWoRJ#Auto-wiring)
  + [What is autowiring in Spring?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/B8WmzmgWoRJ#What-is-autowiring-in-Spring?)
  + [What are the different modes of autowiring in Spring?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/B8WmzmgWoRJ#What-are-the-different-modes-of-autowiring-in-Spring?)
  + [How does autowiring internally work?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/B8WmzmgWoRJ#How-does-autowiring-internally-work?)
  + [What is autowiring by constructor?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/B8WmzmgWoRJ#What-is-autowiring-by-constructor?)
  + [What are the limitations of autowiring?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/B8WmzmgWoRJ#What-are-the-limitations-of-autowiring?)
  + [Is it possible to exclude a bean from being autowired?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/B8WmzmgWoRJ#Is-it-possible-to-exclude-a-bean-from-being-autowired?)
  + [What does the @Autowired annotation do?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/B8WmzmgWoRJ#What-does-the-@Autowired-annotation-do?)
* [Miscellaneous questions about Spring](https://www.educative.io/courses/guide-spring-5-spring-boot-2/B8WmzmgWoRJ#Miscellaneous-questions-about-Spring)
  + [What happens if we specify an interface instead of a class in getBean() method?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/B8WmzmgWoRJ#What-happens-if-we-specify-an-interface-instead-of-a-class-in-getBean()-method?)
  + [Why do we need a no-arg constructor?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/B8WmzmgWoRJ#Why-do-we-need-a-no-arg-constructor?)
  + [What is Spring Security?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/B8WmzmgWoRJ#What-is-Spring-Security?)

## Auto-wiring

### What is autowiring in Spring?

Connecting beans together in the Spring container is called autowiring. It is the process by which collaborating beans are tied together without the developer having to write explicit object instantiation code.

It reduces the code as well as the development time because it removes the need to write dependency injection code.

### What are the different modes of autowiring in Spring?

When using XML configuration the autowiring mode can be specified using the autowire attribute in the <bean> tag. The modes of bean autowiring are:

1. no: the default autowiring mode is no autowiring in which case the developer has to provide explicit bean reference using the ref attribute.
2. byName: the bean is injected by matching the property, that needs to be autowired, with a bean that has the same name. The property name must match a bean name for this type of autowiring to work.
3. byType: the bean is injected by matching the property, that needs to be autowired, with a bean of the same type. If no matches are found, the property is not set. If more than one matches are found an error occurs.
4. constructor: the dependency is injected by calling the constructor with a bean whose type matches with the constructor argument. If no matches are found, an error occurs.

### How does autowiring internally work?

Spring calls the setter method for the property when autowiring mode is byName and byType.

When autowiring mode is constructor and the class defines multiple constructors, then Spring will call the constructor with the most number of parameters.

### What is autowiring by constructor?

Autowiring by constructor is similar to autowiring by type. It is applied to a constructor argument. Consider the example of a **Vehicle** class which has a dependency on the **Engine** class. The following code injects the dependency explicitly without using autowiring:

<bean id="vehicle" class="io.datajek.spring.Vehicle">  
    <constructor-arg>  
        <ref bean="engine" />  
    </constructor-arg>  
</bean>  
          
<bean id="engine" class="io.datajek.spring.Engine" />

Autowiring by constructor can be used as follows:

<bean id="vehicle" class="io.datajek.spring.Vehicle" autowire="constructor" />  
         
<bean id="engine" class="io.datajek.spring.Engine" />

In this case, the constructor of the **Vehicle** class is called to inject the **Engine** object.

### What are the limitations of autowiring?

* Autowiring cannot be used for primitive data types like String and int. It can only be used for object references.
* Autowiring is not explicit, so it may lead to unexpected behavior. It is better to do explicit wiring of bean dependencies.
* It is possible to override autowiring if the dependencies are specified using <constructor-arg> and <property> tags.
* Autowiring is lookup based and can be expensive in large applications.

### Is it possible to exclude a bean from being autowired?

When using XML configuration, the autowire-candidate attribute can be used in the <bean> tag to exclude that bean from becoming a candidate for autowiring. The Spring container makes the bean definition unavailable when autowiring takes place.

However, if autowiring mode is set to byName then the above solution will not work.

### What does the @Autowired annotation do?

The @Autowired annotation can be used to guide Spring framework how autowiring is to be done. This annotation can be used on fields, setter methods or with constructor arguments.

By default, it uses dependency injection by type. This annotation is often used with @Qualifier to remove the ambiguity when more than one beans of the matching type are found.

## Miscellaneous questions about Spring

### What happens if we specify an interface instead of a class in getBean() method?

We can pass an interface to a method and behind the scene, Spring casts the object. It behaves in the same way as getBean(String). Type safety is ensured when casting and BeanNotOfRequiredTypeException is thrown if bean of the same type is not found.

ClassCastException cannot be thrown on casting the result correctly as can happen with getBean(String) method.

### Why do we need a no-arg constructor?

When we do not define a constructor for our class, the compiler defines a default one for us. But when we declare a parameterized constructor, the compiler does not create the default one. If we are creating an object without passing any arguments, it will need the default no-arg constructor. If it does not exist in the code, we need to explicitly define a no-arg constructor.

### What is Spring Security?

It is a Spring module that provides authentication and authorization functionality to Spring MVC applications. It also provides the PasswordEncoder interface to secure user passwords. Spring Security takes care of common security vulnerabilities.

Spring security intercepts a user request and checks if the user is authorized to access the protected resources. It reads the application’s security configuration and also looks at the user’s passwords and roles to see if the user is authenticated and authorized to access the web resource.

# Spring Boot

**We'll cover the following**

* [Spring Boot interview questions](https://www.educative.io/courses/guide-spring-5-spring-boot-2/RMDOXB09EEK#Spring-Boot-interview-questions)
  + [What is Spring Boot?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/RMDOXB09EEK#What-is-Spring-Boot?)
  + [Why do we need Spring Boot?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/RMDOXB09EEK#Why-do-we-need-Spring-Boot?)
  + [How can a Spring Boot application be created?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/RMDOXB09EEK#How-can-a-Spring-Boot-application-be-created?)
  + [What is Spring Initializr?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/RMDOXB09EEK#What-is-Spring-Initializr?)
  + [What are the components of Spring Boot?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/RMDOXB09EEK#What-are-the-components-of-Spring-Boot?)
  + [What is the purpose of @SpringBootApplication annotation?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/RMDOXB09EEK#What-is-the-purpose-of-@SpringBootApplication-annotation?)
  + [What is the purpose of @RestController annotation in Spring Boot?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/RMDOXB09EEK#What-is-the-purpose-of-@RestController-annotation-in-Spring-Boot?)
  + [What is the purpose of @ConditionalOnMissingBean annotation?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/RMDOXB09EEK#What-is-the-purpose-of-@ConditionalOnMissingBean-annotation?)
  + [What is an embedded server in Spring Boot?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/RMDOXB09EEK#What-is-an-embedded-server-in-Spring-Boot?)
  + [Can we change the default embedded server to Jetty?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/RMDOXB09EEK#Can-we-change-the-default-embedded-server-to-Jetty?)
  + [How are Spring Boot web applications deployed?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/RMDOXB09EEK#How-are-Spring-Boot-web-applications-deployed?)
  + [What is Spring Boot Dependency Management?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/RMDOXB09EEK#What-is-Spring-Boot-Dependency-Management?)
  + [What happens when a web application is run using Spring Boot?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/RMDOXB09EEK#What-happens-when-a-web-application-is-run-using-Spring-Boot?)
  + [How can the default port of the embedded tomcat server be changed?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/RMDOXB09EEK#How-can-the-default-port-of-the-embedded-tomcat-server-be-changed?)
  + [How can the default web server in a Spring Boot application be disabled?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/RMDOXB09EEK#How-can-the-default-web-server-in-a-Spring-Boot-application-be-disabled?)
  + [What are Spring Boot starter projects?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/RMDOXB09EEK#What-are-Spring-Boot-starter-projects?)
  + [What is spring-boot-starter-parent?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/RMDOXB09EEK#What-is-spring-boot-starter-parent?)
  + [Can Spring Boot be used for applications not built using the Spring framework?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/RMDOXB09EEK#Can-Spring-Boot-be-used-for-applications-not-built-using-the-Spring-framework?)
  + [How can we connect Spring Boot with databases?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/RMDOXB09EEK#How-can-we-connect-Spring-Boot-with-databases?)
  + [What does the exclude attribute of the @SpringBootApplication do?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/RMDOXB09EEK#What-does-the-exclude-attribute-of-the-@SpringBootApplication-do?)
  + [How can external configuration be done in Spring Boot?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/RMDOXB09EEK#How-can-external-configuration-be-done-in-Spring-Boot?)
  + [What is Spring Actuator?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/RMDOXB09EEK#What-is-Spring-Actuator?)
  + [How can the Actuator be accessed in Spring Boot?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/RMDOXB09EEK#How-can-the-Actuator-be-accessed-in-Spring-Boot?)
  + [How can you create custom endpoints in Spring Boot Actuator?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/RMDOXB09EEK#How-can-you-create-custom-endpoints-in-Spring-Boot-Actuator?)
  + [Explain Spring Boot DevTools.](https://www.educative.io/courses/guide-spring-5-spring-boot-2/RMDOXB09EEK#Explain-Spring-Boot-DevTools.)

## Spring Boot interview questions

### What is Spring Boot?

Spring Boot is a project that contains a pre configured set of dependencies for different projects which aims at reducing the time for application configuration. It allows a developer to set up a running Spring application with a small amount of code.

### Why do we need Spring Boot?

Spring Boot minimizes boilerplate code. It has a predefined set of dependencies and their versions which work together. Spring Boot autoconfigures the dependencies making the developers task easier. It helps kick start the development process.

Since it comes with an embedded server, there is no need to deploy WAR files.
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### How can a Spring Boot application be created?

There are various ways on which a Spring Boot application can be created.

* Using Spring Initializr
* Spring Boot CLI
* Spring Tools Suite (STS)

### What is Spring Initializr?

Spring Initializr is a web tool on the official Spring site. It asks for the project details and then configures all dependencies based on the project requirements to create a working project that is available for downloaded.

### What are the components of Spring Boot?

The core components of Spring Boot are:

* **Spring Boot Starters**: a set of pre configured dependencies that help kick start a project.
* **Spring Boot AutoConfiguration**: provide configuration for functionality common to many Spring applications.
* **Spring Boot CLI**: allows running and testing a Spring Boot application from the command prompt.
* **Spring Boot Actuator**: provides metrics about application’s performance.

### What is the purpose of @SpringBootApplication annotation?
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The @SprignBootApplication is used to launch the application context. It is a conglomeration of three annotations.

This annotation is used on the main class of a Spring Boot application.

### What is the purpose of @RestController annotation in Spring Boot?

The @RestController annotation combines the @Controller and @ResponseBody annotation. This annotation eliminates the need to annotate methods that map requests with the @ResponseBody annotation thereby making the code cleaner. The @ResponseBody annotation serializes the return object into HttpResponse.

### What is the purpose of @ConditionalOnMissingBean annotation?

This annotation is used with the @Bean annotation and tells the auto configuration class to initialize a bean only when it cannot find it in the application context. If the bean of that type already exists, then it will not be created.

@ConditionalOnMissingBean  
@Bean  
public MyBean myBean() {  
    return new MyBean();  
}

**myBean** will be initialized only when no other bean of type **MyBean** exists in the context. If it does, then **myBean** will not be registered as a bean.

The main purpose of this annotation is to provide a fallback bean, in case no bean of that type is present.

### What is an embedded server in Spring Boot?

Embedded server means that the server is included in the application JAR and does not need to be deployed separately. Tomcat is the embedded server in SpringBoot applications. Embedded server makes the deployment of web applications easy and independent.

### Can we change the default embedded server to Jetty?

Tomcat is the default web server that comes with spring-boot-starter-web. To change the web server to Jetty, we will exclude tomcat dependency and add jetty dependency.

<dependency>  
    <groupId>org.springframework.boot</groupId>  
    <artifactId>spring-boot-starter-web</artifactId>  
    <exclusions>  
        <exclusion>  
            <groupId>org.springframework.boot</groupId>  
            <artifactId>spring-boot-starter-tomcat</artifactId>  
        </exclusion>  
    </exclusions>  
</dependency>  
  
<dependency>  
    <groupId>org.springframework.boot</groupId>  
    <artifactId>spring-boot-starter-jetty</artifactId>  
</dependency>

### How are Spring Boot web applications deployed?

Spring Boot web applications can be deployed as Jar or War files. Traditionally web applications were deployed as War files so as to save memory on the server. However now large size Jar files can also be deployed since hardware is cheap.

Spring provides a plugin to package a web application. This can be included in the pom file as follows:

<plugin>  
    <groupId>org.springframework.boot</groupId>  
    <artifactId>spring-boot-maven-plugin</artifactId>  
</plugin>

The <packaging> attribute can be used to change the packaging to War. The default value is Jar.

We will get a deployable jar or war file after the Maven Package phase is executed.

### What is Spring Boot Dependency Management?

Spring Boot has a list of dependencies that it supports. These include all Spring modules that can be used with Spring Boot as well as some third party libraries. The developer need not mention the version numbers of the dependencies as they are automatically configured by Spring Boot.

### What happens when a web application is run using Spring Boot?

The Tomcat server is automatically launched when a Spring Boot web application is run as a Java Application.

### How can the default port of the embedded tomcat server be changed?

The server.port property in the application.properties file can be used to assign a different port to Tomcat server.

### How can the default web server in a Spring Boot application be disabled?

The spring.main.web-application-type=none property in the application.properties file can be used to disable the default web server and change the web application type.

### What are Spring Boot starter projects?

Spring Boot offers starter projects to kick start an application. Starter projects include all the relevant dependencies needed for the project. They aim at saving the time spent finding dependencies and their version which work together. Examples of starter projects include: web starter containing Spring MVC, Tomcat, Jackson, etc., test starter containing JUnit, Mockito, Hamcrest, etc., Data JPA Starter containing in-memory databases, AOP starter, and actuator starter etc.

Only one dependency is needed in the pom file for the starter, for example, spring-boot-starter-web that contains all the required dependencies for a web application.

### What is spring-boot-starter-parent?

By using spring-boot-starter-parent in our project, we can reuse the default settings of Spring Boot. spring-boot-starter-parent defines the default java version, default encoding as well as plugin configuration for different plugins like maven-failsafe-plugin, maven-jar-plugin etc. It also specifies the working combination of dependencies and their version numbers. Everything in the parent plugin is inherited by the child pom. The starter parent dependency can be included as follows:

<parent>  
    <groupId>org.springframework.boot</groupId>  
    <artifactId>spring-boot-starter-parent</artifactId>  
    <version>2.4.0.RELEASE</version>  
</parent>

The latest version can be found from the Maven Central Repository.

### Can Spring Boot be used for applications not built using the Spring framework?

No, Spring Boot is a module of Spring and can only be used for applications using the Spring framework.

### How can we connect Spring Boot with databases?

The spring-boot-starter-data-jpa is used to connect a Spring Boot application to relational databases using JPA. When using JDBC, Spring Boot provides classes like JdbcTemplate, NamedParameterJdbcTemplate and DataSource that can be used to efficiently connect to, and perform database operations.

### What does the exclude attribute of the @SpringBootApplication do?

The exclude attribute, when used with the @SpringBootApplication annotation is used to exclude a package from component scanning. This attribute is used without the basePackages filter.

### How can external configuration be done in Spring Boot?

To enable using different configuration in different environments, the following options can be used in Spring Boot:

* **Command line properties**: the application can be run using command line arguments which are converted to properties.
* **Application properties**:an application properties file can be placed in the current directory of the application, classpath or config directory. Spring Boot reads this file to load external configuration.
* **Profile specific properties**: The application-{profile}.properties file resides in the same location as the above mentioned properties file. Spring Boot reads the file corresponding to the active profile using the {profile} placeholder.

### What is Spring Actuator?

Spring Actuator provides data about the application that can be used for performance analysis as well as debugging. The data provided by Actuator includes, among many other things, the health of the application, beans created, controller mappings, and memory used etc. The Actuator endpoints are secured using Spring Security.

### How can the Actuator be accessed in Spring Boot?

To access Spring Actuator, we need to add the spring-boot-starter-actuator dependency in **pom.xml**. The Maven dependency is shown as follows:

<dependency>  
<groupId>org.springframework.boot</groupId>  
<artifactId>spring-boot-starter-actuator</artifactId>  
</dependency>

### How can you create custom endpoints in Spring Boot Actuator?

The @Endpoint annotation is used to create custom endpoints. To create a new endpoint, we can create a class and annotate it with the @Controller annotation along with the @Endpoint annotation.

### Explain Spring Boot DevTools.

Spring Boot DevTools increase the productivity by decreasing the time needed for any change to be updated on the server. When a change is made to the code, it needs to be redeployed on the server and the server needs to be restarted. This wastes a lot of time which could otherwise be spent on development. Spring Boot DevTools reloads the change without the need to restart the server.

# Spring Data JDBC and JPA
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## Spring Data JDBC

### How does Spring provide DAO support?

Spring DAO support makes it easy to work with different data access technologies in a consistent way which makes it easy to switch between technologies like JDBC, Hibernate, or JDO. Main features of Spring DAO support are:

* **Exception handling**. Technology specific exceptions like **SQLExceptions** are translated to Spring’s **DataAccessExceptions**. Checked exceptions in Hibernate, JPA, and JDO can be converted to runtime exceptions.
* **Abstract DAO support classes**. Spring provides abstract classes for different data access technologies which provide methods for data source and other configuration settings. These include the JdbcDaoSupport, HibernateDaoSupport, JdoDaoSupport, and JpaDaoSupport classes.

### Describe Spring DAO support classes.

Spring provides technology specific abstract classes for DAO support. These classes have methods for providing data source and other configuration settings specific to the data access technology. Abstract DAO support classes are:

* JdbcDaoSupport class requires DataSource and returns JdbcTemplate instance.
* HibernateDaoSupport class requires SessionFactory and returns HibernateTemplate instance.
* JdoDaoSupport class requires PersistenceManagerFactory and returns JdoTemplate instance.
* JpaDaoSupport class requires EntityManagerFactory and returns JpaTemplate instance.

### What annotation is used to mark DAO in Spring?

The @Repository annotation is used for DAO classes. This annotation provides the Spring exception translation facility which converts a technology specific expectation to a **DataAccessException**.

### What is Spring Data JDBC?

Spring Data JDBC framework is part of Spring Data. It provides support for JDBC repositories. Spring Data JDBC is a simple but limited ORM. It does not implement features like caching, lazy loading, and write-behind. Unlike Spring Data JPA, it does not provide schema generation and the developer must explicitly create the schema.

Spring JDBC uses methods like update(String sql), execute (String sql), and query(String sql, ResultSetExtractor rse) to interact with the database.

### What tasks are performed by Spring JDBC?

Spring JDBC is designed to reduce boilerplate code. It performs the following tasks:

* Opens the connection
* Prepares and executes statement
* Iterates over the resultset
* Handles any exceptions that arise
* Manages the transaction
* Closes the connection

### What is the difference between JDBC and Spring JDBC?

Spring JDBC removes the need of manual exception handling and transaction management.

Checked exceptions that need to be explicitly written in JDBC are converted to runtime exceptions in Spring JDBC.

Spring JDBC automatically cleans up resources by closing the database connection.

### Name the classes in Spring JDBC API?

* JdbcTemplate class is the central class that handles JDBC workflow managing creation of SQL statement and its execution.
* NamedParameterJdbcTemplate class provides support for named parameters to replace the ? placeholders in a query.

### What are the advantages of JdbcTemplate in Spring?

The JdbcTemplate class uses the JDBC API to connect to a database and execute SQL queries. JdbcTemplate class removes the need to write boilerplate JDBC connection management code. It also removes the need for manual exception handling.`

### Why is NamedParameterJdbcTemplate class used?

The NamedParameterJdbcTemplate class is used to pass a value to a named parameter. It is better than a prepared statement with question marks. When we use names instead of ? it is better to remember the data in the column.

### How are records from a database fetched when using JdbcTemplate?

The query method of the JdbcTemplate class is used to fetch records from a database. The results are mapped using either the ResultSetExtractor, or the RowMapper interface.

### What is the difference between a RowMapper and ResultSetExtractor?

The RowMapper is executed for every row. It keeps looping over the result set and makes it available one row at a time. On the other hand, the ResultSetExtractor fetches all the records at once.

RowMapper is used when each row maps to a single object, e.g., return a list of players along with their country.

If we need to map multiple rows returned by a query to a single object, ResultSetExtractor is the appropriate choice, e.g., return a list of countries along with the number of players from that country. ResultSetExtractor allows manipulation of data as all rows of the result set are available at once.

### Explain Spring’s exception handling support with DataAccessException.

DataAccessException is a kind of runtime exception. It wraps technology specific exceptions to let the developer handle errors without knowing the details of the data access API which means that it is possible to catch JDBC exceptions in a generic way without knowing that JDBC is being used in the DAO layer. This allows one to change between data access technologies (e.g., JDBC, JPA, Hibernate) without changing a lot of code.

The developer need not write catch blocks for runtime exceptions.

### What is SQLExceptionTranslator?

The SQLExpectionTranslator interface translates a SQLException to Spring’s DataAccessException. The returned exception contains the original SQLException as the root cause.

### What are JdbcTemplate callback interfaces?

JdbcTemplate processes a query with the questionmark (?) placeholder. Spring offers a number of callbacks to execute the query. These are as follows:

* PreparedStatement: operates on a prepared statement and can execute multiple operations on a single prepared statement.
* ResultSetExtractor: processes the entire result set at once.
* RowCallbackHandler: can perform processing on each row like converting rows to XML, streaming them to a file and filtering rows.
* RowMapper: maps a single row of the result set to an object

## Spring Data JPA

### What is Spring Data?

Spring Data is a Spring project for providing a consistent way of accessing different data stores. It provides support for both relational and no-sql databases. Spring Data contains many modules, with the core modules being spring-data-commons. Other modules include spring-data-jdbc, spring-data-redis, and spring-data-mongo.

The aim of Spring Data is to bring consistency in the way data is accessed in SQL and NoSQL databases.

### What is JPA?

Java Persistence API (JPA) is an interface that defines a mapping between relations and objects. It defines how a Java object is mapped to a database table. JPA provides a mechanism to query the database and provide the results back as a collection of Java objects or provide Java objects to be stored in the database. The underlying ORM implementation converts these API calls to SQL queries.

When using JPA, we can easily change the underlying data access technology e.g., using Oracle in production and H2 during testing.

### What is the difference between JPA and Spring Data JPA?

JPA is a specification for accessing a data store for storage and retrieval.

Spring Data JPA is a part of Spring Data project. It is not a JPA implementation. Spring Data JPA uses Hibernate as the default JPA implementation.

Spring Data JPA contains JPA repositories which define query methods. This eliminates the need to write common queries. The name of the method declared in the repository interface is automatically converted into low level SQL queries by Spring.

### What is the difference between CrudRepository and JpaRepository?

CrudRepository provides CRUD operations.

JpaRepository extends the PagingAndSortingRepository which extends the CrudRepository.

JpaRepository provides methods for pagination and sorting of records in addition to CRUD operations.

### Which No SQL databases does Spring support?

Spring supports a number of No SQL databases including MongoDB, Cassandra, Redis and HBase.

### Which ORMs are supported by Spring?

Hibernate, JDO, Oracle TopLink and OJB are supported by Spring.

### What is Hibernate?

Hibernate is by far the most popular JPA implementation. It existed even before JPA came into existence and has a lot more to it than being a JPA implementation. Hibernate makes creating queries under the hood and interacting with databases easy.

### What are the different types of transaction management supported by Spring?

Spring provides support for both programmatic and declarative transaction management. Programmatic transaction management offers more flexibility but it is difficult to maintain as it requires controlling transactions through code. The transaction management code is tightly bound with the business logic as the developer is responsible to manually commit or rollback a transaction.

In declarative transaction management, the business logic and transaction management code is separate. Transactions are implemented as a cross-cutting concern or by using the @Transactional annotation.

### Which transaction management type is preferred in Spring?

Declarative transaction management which separates transaction management from the business logic is preferred because it can be implemented as a cross-cutting concern.

### What are some benefits of using Spring Transactions?

* Spring transaction management allows the developer to handle transactions across different data access technologies in a consistent way.
* Declarative transaction management is implemented using the Spring aspect-oriented programming and does not impact application code.
* Programmatic transaction management API offered by Spring is simpler as compared to Java Transaction API.

### What happens when the @Transactional annotation is used on a method?

The @Transactional annotation is used in declarative transaction management and is used to handle transactions. It is based on the AOP concept.

Under the hood, the @Transactional annotation behaves in the same manner as the transaction advice. Spring creates a proxy around the bean to inject transaction management behavior before, after or around the method calls on the bean.

The @Transactional annotation supports both local and global transactions. It can only be applied to public methods.

### What is the difference between JdbcTemplate and JPA?

In JdbcTemplate, the database schema is not accessed via a domain model. JdbcTemplate allows more flexibility as it works on a lower level, but it also increases boilerplate code.

JPA requires that the database schema is mapped to a domain model. It makes interacting with databases simpler.

# Database Relationships in Spring

**We'll cover the following**

* [Interview questions about implementing database relationships in spring.](https://www.educative.io/courses/guide-spring-5-spring-boot-2/JEo1ZoAPnjg#Interview-questions-about-implementing-database-relationships-in-spring.)
  + [What are the database relationship annotations in JPA?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/JEo1ZoAPnjg#What-are-the-database-relationship-annotations-in-JPA?)
  + [Name some annotations which can be used to customize database relationships.](https://www.educative.io/courses/guide-spring-5-spring-boot-2/JEo1ZoAPnjg#Name-some-annotations-which-can-be-used-to-customize-database-relationships.)
  + [What is the mappedBy attribute?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/JEo1ZoAPnjg#What-is-the-mappedBy-attribute?)
  + [What is lazy loading?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/JEo1ZoAPnjg#What-is-lazy-loading?)
  + [What happens if the owning side of the relationship is saved before the inverse side?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/JEo1ZoAPnjg#What-happens-if-the-owning-side-of-the-relationship-is-saved-before-the-inverse-side?)
  + [Why should CascadeType.REMOVE be used after due consideration?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/JEo1ZoAPnjg#Why-should-CascadeType.REMOVE-be-used-after-due-consideration?)
  + [What is the difference between CascadeType.REMOVE and orphanRemoval attribute?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/JEo1ZoAPnjg#What-is-the-difference-between-CascadeType.REMOVE-and-orphanRemoval-attribute?)

## Interview questions about implementing database relationships in spring.

### What are the database relationship annotations in JPA?

Four annotations are used to define the underlying database structure in JPA. These are @OneToOne, @OneToMany, @ManyToOne, and @ManyToMany. Each relationship must be marked with one of the annotations.

### Name some annotations which can be used to customize database relationships.

JPA provides annotations to customize the database columns, tables and foreign key values. @JoinColumn, @JoinColumns, @JoinTable, @PrimaryKeyJoinColumn and @PrimaryKeyJoinColumns annotations can be used to change the default values.

It should be noted that these annotations can be used on the owning side of the relationship only. Using them on the inverse side will result in an error.

### What is the mappedBy attribute?

The mappedBy attribute is used on the inverse side of a relationship. This attribute specifies the name of the property in the owner side of the relationship.

If the mappedBy attribute is missing, JPA treats the bidirectional relationship as two unidirectional relationships.

### What is lazy loading?

Lazy loading means that data is only loaded when it is needed. When we fetch the Tournament entity, the associated Registrations are not loaded. If the EntityManager is closed or id before the inverse siddef the entity is detached, then we will not be able to get the registrations.

### What happens if the owning side of the relationship is saved before the inverse side?

The owning side (parent) keeps a reference (foreign key) of the inverse side (child). When the owning entity is persisted before the inverse entity, Hibernate can automatically reorder the SQL statements to avoid relationship dependency problems. Some JPA providers do not resolve relationship dependencies and throw an exception or a foreign key violation constraint. Additional configuration is needed in such a case.

### Why should CascadeType.REMOVE be used after due consideration?

In one-to-many or many-to-many relationships, CascadeType.REMOVE should be used with care. Reason being, it removes more records than necessary. For example, deleting a Professor entity deletes all the Courses taught by the professor.

Same goes for CascadeType.ALL. In to-many relationships all the cascade types should be explicitly mentioned instead of using CascadeType.ALL.

### What is the difference between CascadeType.REMOVE and orphanRemoval attribute?

Both CascadeType.REMOVE and orphanRemoval attribute are used to remove records from database. When the association between the parent and child entities is removed, the child entity becomes an orphan. Using CascadeType.REMOVE does not remove the orphaned entity. orphanRemoval attribute has a more aggressive approach and removes the orphaned record as soon as the association between the parent and child entity is removed.

# Spring AOP

**We'll cover the following**

* [Spring AOP interview questions](https://www.educative.io/courses/guide-spring-5-spring-boot-2/7n99Mz0LxPr#Spring-AOP-interview-questions)
  + [What is AOP and how does it relate to OOP?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/7n99Mz0LxPr#What-is-AOP-and-how-does-it-relate-to-OOP?)
  + [What is a cross cutting concern in AOP?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/7n99Mz0LxPr#What-is-a-cross-cutting-concern-in-AOP?)
  + [Is there a difference between the terms concern and cross cutting concern in Spring AOP?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/7n99Mz0LxPr#Is-there-a-difference-between-the-terms-concern-and-cross-cutting-concern-in-Spring-AOP?)
  + [What problems does AOP solve?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/7n99Mz0LxPr#What-problems-does-AOP-solve?)
  + [Name some implementations of AOP?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/7n99Mz0LxPr#Name-some-implementations-of-AOP?)
  + [What is the difference between Spring AOP and AspectJ AOP?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/7n99Mz0LxPr#What-is-the-difference-between-Spring-AOP-and-AspectJ-AOP?)
  + [How does Spring implement a cross cutting concern?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/7n99Mz0LxPr#How-does-Spring-implement-a-cross-cutting-concern?)
  + [What is a proxy in Spring AOP?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/7n99Mz0LxPr#What-is-a-proxy-in-Spring-AOP?)
  + [What is a target object?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/7n99Mz0LxPr#What-is-a-target-object?)
  + [What advantage does Spring AOP provide?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/7n99Mz0LxPr#What-advantage-does-Spring-AOP-provide?)
  + [What is a JoinPoint?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/7n99Mz0LxPr#What-is-a-JoinPoint?)
  + [What is advice?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/7n99Mz0LxPr#What-is-advice?)
  + [List the different types of advice in AOP?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/7n99Mz0LxPr#List-the-different-types-of-advice-in-AOP?)
  + [Which advice type is appropriate for a try catch block?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/7n99Mz0LxPr#Which-advice-type-is-appropriate-for-a-try-catch-block?)
  + [What is the difference between Joinpoint and ProceedingJoinPoint?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/7n99Mz0LxPr#What-is-the-difference-between-Joinpoint-and-ProceedingJoinPoint?)
  + [What is pointcut?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/7n99Mz0LxPr#What-is-pointcut?)
  + [What is a named pointcut?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/7n99Mz0LxPr#What-is-a-named-pointcut?)
  + [What is an Aspect?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/7n99Mz0LxPr#What-is-an-Aspect?)
  + [What is weaving?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/7n99Mz0LxPr#What-is-weaving?)
  + [When does the Spring framework perform weaving?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/7n99Mz0LxPr#When-does-the-Spring-framework-perform-weaving?)
  + [Which AspectJ Pointcut Designators are supported by Spring AOP?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/7n99Mz0LxPr#Which-AspectJ-Pointcut-Designators-are-supported-by-Spring-AOP?)
  + [Are there any limitations of Spring AOP?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/7n99Mz0LxPr#Are-there-any-limitations-of-Spring-AOP?)

## Spring AOP interview questions

### What is AOP and how does it relate to OOP?

AOP stands for Aspect Oriented Programming. It divides the application logic into parts called concerns. AOP is similar to OOP in terms of modularity. It differs from OOP in the way modularity is defined. In OOP modularity is achieved by using classes whereas in AOP modularity is achieved using aspects that are applied to different class methods. Since aspects or concerns apply to the whole application, their processing should be centralized.

### What is a cross cutting concern in AOP?

A cross cutting concern is something that affects the whole application. Instead of handling it separately in every layer, it is handled in a centralized manner. Examples of cross cutting concerns are security, logging, transaction management, and error handling etc.

### Is there a difference between the terms concern and cross cutting concern in Spring AOP?

**Concern** can be defined as the functionality of a particular module in the application. For example in an e-commerce application, concerns may be inventory management and user management etc.

A **cross cutting concern** is a concern that is applicable across multiple application layers. For example logging and security functionality is needed by every module of an application.

### What problems does AOP solve?

AOP modularizes the code in terms of cross cutting concerns. The absence of AOP leads to two main problems.

* **Code tangling**: the code for the cross cutting concern gets mixed with business logic.
* **Code scattering**: Identical code is present in all modules.

### Name some implementations of AOP?

Popular implementations of AOP include Apache AspectJ, JBoss by Red Hat and Spring AOP.

### What is the difference between Spring AOP and AspectJ AOP?

Spring AOP does weaving at runtime using proxy while AspectJ does compile time weaving using AspectJ Java tools.

Only method level pointcuts are supported by Spring AOP while AspectJ also supports field level pointcut.

### How does Spring implement a cross cutting concern?

Spring AOP separates the business logic and cross cutting concern. The developer focuses on the program logic. Spring provides many aspects for cross cutting concerns which can be woven into the application.

### What is a proxy in Spring AOP?

In simple words, a proxy is an object that looks like another object but has some added functionality. In Spring AOP, proxy is the object created after applying advice to a target object.

Proxy = Advice + Target Object

Target object is also called a proxy object.

### What is a target object?

Target object is an object to which a cross cutting concern has been added. It is also called advised object or proxy object.

### What advantage does Spring AOP provide?

Spring AOP allows us to add or change a concern without having to change the application code. Since we separate the concerns from the application logic, concerns can be dynamically plugged in before, after or around the application logic. The code also becomes easy to maintain. Another advantage is that the developer can concentrate on business logic rather than the cross cutting concerns.

Spring AOP configures aspects as normal beans. Also, no special compilation unit is needed when using Spring AOP.

### What is a JoinPoint?

JoinPoint is a point in the program such as method execution where an aspect can be plugged in. There are different types of JoinPoints like field access, error handling and method execution.

Spring AOP only provides support for method execution join points. Any method inside the class can be called a join point if any cross cutting concern is applied to it and an aspect’s code is inserted into the normal flow of the application.

### What is advice?

The logic of the aspect is called advice. It is the action that is taken when an aspect is executed. In terms of programming, advice is the execution of the method where a joinpoint matches a pointcut.

### List the different types of advice in AOP?

There are 5 types of advice:

* Before
* After
* After Returning
* After Throwing
* Around

### Which advice type is appropriate for a try catch block?

In order to try and catch exceptions, the @AfterThrowing advice type is used. The method annotated with this annotation is run after the method exits by throwing an exception.

### What is the difference between Joinpoint and ProceedingJoinPoint?

Proceedingjoinpoint extends the Joinpoint interface.

Joinpoint is used with the @Before, @After, @AfterReturning and @AfterThrowing advice types.

Proceedingjoinpoint is used with @Around advice. The @Around advice type is different from the rest because it can control when/if a method is executed. It also has a return value.

### What is pointcut?

Pointcut is the expression that is matched to a JoinPoint to determine whether the advice should be executed or not. Spring framework uses the AspectJ pointcut expression language. These contain matching method or class name patterns.

### What is a named pointcut?

When we need a pointcut at multiple places in the application, rather than using the lengthy pointcut expression, we can give it a name. This is done by creating a pointcut configuration class where we associate every pointcut with a method. Now the method name can be used in place of the long pointcut expression.

### What is an Aspect?

An aspect is a class denoted by the @Aspect annotation. It contains advice and joinpoints. Aspect defines a concern that cuts across multiple application layers.

### What is weaving?

Weaving is a process in which the aspects are plugged in at different points in the program execution. In Spring AOP, weaving is done at runtime. AspectJ provides both compile-time and load-time weaving.

### When does the Spring framework perform weaving?

Spring framework performs weaving at runtime. The process of weaving aspects into the application classes takes place when the classes are being loaded in JVM.

### Which AspectJ Pointcut Designators are supported by Spring AOP?

Spring provides support for some of the AspectJ Pointcut Designators (PCD) that can be used in pointcut expressions. For example:

* **execution**: matches method execution joinpoints
* **within**: matches to joinpoints of certain types
* **this**: matches to joinpoints where the target object is of a given type
* **args**: matches to joinpoints where the arguments of the given type
* **@annotation**: matches to joinpoints where the method has a given annotation

### Are there any limitations of Spring AOP?

* Spring AOP only supports method level joinpoints.
* Advice is only applicable on public methods. Methods with private or protected visibility cannot be advised.
* When weaving with proxies, advice is not executed on local method calls.
* Aspects can only be applied to Spring beans.

# Spring MVC

**We'll cover the following**

* [Spring MVC interview questions](https://www.educative.io/courses/guide-spring-5-spring-boot-2/JY3oNnPK7yo#Spring-MVC-interview-questions)
  + [What is Spring MVC?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/JY3oNnPK7yo#What-is-Spring-MVC?)
  + [What are the advantages of using Spring MVC?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/JY3oNnPK7yo#What-are-the-advantages-of-using-Spring-MVC?)
  + [What is the flow of request in the MVC architecture?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/JY3oNnPK7yo#What-is-the-flow-of-request-in-the-MVC-architecture?)
  + [What are the steps required to create a Spring MVC application?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/JY3oNnPK7yo#What-are-the-steps-required-to-create-a-Spring-MVC-application?)
  + [Is spring-mvc jar included in spring-core?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/JY3oNnPK7yo#Is-spring-mvc-jar-included-in-spring-core?)
  + [What is the Front Controller Pattern?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/JY3oNnPK7yo#What-is-the-Front-Controller-Pattern?)
  + [Describe the function of the DispatcherServlet.](https://www.educative.io/courses/guide-spring-5-spring-boot-2/JY3oNnPK7yo#Describe-the-function-of-the-DispatcherServlet.)
  + [How is the Dispatcher servlet configured?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/JY3oNnPK7yo#How-is-the-Dispatcher-servlet-configured?)
  + [How does the dispatcher servlet map a request to a controller method?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/JY3oNnPK7yo#How-does-the-dispatcher-servlet-map-a-request-to-a-controller-method?)
  + [What is a controller?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/JY3oNnPK7yo#What-is-a-controller?)
  + [What is the function of @Controller annotation?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/JY3oNnPK7yo#What-is-the-function-of-@Controller-annotation?)
  + [What is the difference between @Controller and @RestController annotations?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/JY3oNnPK7yo#What-is-the-difference-between-@Controller-and-@RestController-annotations?)
  + [What is the function of @RequestMapping annotation?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/JY3oNnPK7yo#What-is-the-function-of-@RequestMapping-annotation?)
  + [When using @RequestMapping annotation, can multiple paths map to the same controller method?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/JY3oNnPK7yo#When-using-@RequestMapping-annotation,-can-multiple-paths-map-to-the-same-controller-method?)
  + [When using @RequestMapping annotation, can the same HTTP request be mapped to multiple controller methods?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/JY3oNnPK7yo#When-using-@RequestMapping-annotation,-can-the-same-HTTP-request-be-mapped-to-multiple-controller-methods?)
  + [When using @RequestMapping annotation, can multiple HTTP request methods map to the same controller method?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/JY3oNnPK7yo#When-using-@RequestMapping-annotation,-can-multiple-HTTP-request-methods-map-to-the-same-controller-method?)
  + [What is an ambiguous mapping error?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/JY3oNnPK7yo#What-is-an-ambiguous-mapping-error?)
  + [What is the function of @ResponseBody annotation?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/JY3oNnPK7yo#What-is-the-function-of-@ResponseBody-annotation?)
  + [What are the shortcut annotations for HTTP request methods?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/JY3oNnPK7yo#What-are-the-shortcut-annotations-for-HTTP-request-methods?)
  + [What is the isELIgnored attribute and what is its default value?](https://www.educative.io/courses/guide-spring-5-spring-boot-2/JY3oNnPK7yo#What-is-the-isELIgnored-attribute-and-what-is-its-default-value?)

## Spring MVC interview questions

### What is Spring MVC?

Spring MVC is the module of Spring that implements the front controller and MVC design pattern. It provides a decoupled approach to developing web applications.

In Spring MVC, the three components of the MVC architecture, the front controller, view resolver and model are not dependent on each other. All incoming requests are handled by the front controller which is called the DispatcherServlet.

### What are the advantages of using Spring MVC?

* Spring MVC is based on interfaces which are independent of each other allowing separation of concerns.
* Because there is no explicit dependency between the interfaces, Spring MVC applications are easily testable.
* The view technology is customizable and switching between JSP, Velocity or Thymeleaf etc. can be done easily.
* Spring MVC supports RESTful web services.

### What is the flow of request in the MVC architecture?

The dispatcher servlet is the front controller which receives all requests from the client. It has a mapping of all controllers and maps the incoming request to the appropriate controller.

The controller executes the request and returns a model and view name to the dispatcher servlet. The model contains the results.

The dispatcher servlet uses the view resolver to resolve the name of the view and populates it with results from the model and displays it to the client as a web page.

### What are the steps required to create a Spring MVC application?

To create a simple MVC application, we perform the following steps:

* Include the spring-context and spring-webmvc dependencies in the **pom.xml** file.
* Define the dispatcher servlet in **web.xml** to handle all requests.
* Configure the controller classes using XML or annotations.
* Create URL mappings in controller classes to handle incoming requests.
* Configure a view resolver.

### Is spring-mvc jar included in spring-core?

spring-mvc jar is not a part of spring-core. It needs to be added separately to the classpath. It has a dependency on spring-core jar which is downloaded automatically if a build tool like Maven is used.

### What is the Front Controller Pattern?

Front Controller Pattern is a design pattern in which request handling is centralized. All client requests go to the front controller which contains a mapping of all controllers/servlets. The front controller maps the client request to the relevant controller/servlet, receives the results back, and renders the view to the client.

In Spring **DispatcherServlet** is the front controller. It receives all the requests from the client and forwards them to the appropriate controller.

### Describe the function of the DispatcherServlet.

The DispatcherServlet is at the heart of Spring MVC. It is the front controller which handles all the HTTP requests and responses.

The dispatcher servlet uses a configuration file containing information of all controllers and the URL mappings to forward an incoming request to the correct controller. It gets a model object and view back from the controller. The dispatcher servlet then forwards the view name to the view resolver and renders the response back to the client.

### How is the Dispatcher servlet configured?

Dispatcher servlet can be configured using XML or programmatically using the ServletContainerInitializer interface.

* **XML configuration**: The dispatcher servlet is configured in the **web.xml** file like any other servlet. The <servlet-name> tag specifies the name, while <servlet-class> tag specifies the class as **org.springframework.web.servlet.DispatcherServlet**.

To direct all requests to go through the dispatcher servlet, the <servlet-mapping> tag is used with the “**/\***” URL mapping. The <load-on-startup> tag with value 1 is used to preload the dispatcher servlet, otherwise it is loaded when a request comes.

* **Java configuration**: Spring provides its own implementation of the ServletContainerInitializer interface. We can use the class AbstractAnnotationConfigDispatcherServletInitializer and provide implementation of the getServletConfigClasses and getServletMappings methods to configure the dispatcher servlet.

### How does the dispatcher servlet map a request to a controller method?

The dispatcher servlet uses handler mappings and annotations like @Controller and @RequestMapping to map a request to a controller method.

The HandlerMapping interface provides a mapping between requests and handler objects. Spring provides implementations of this interface where incoming request URLs can be mapped to controller classes.

### What is a controller?

A controller is a class that handles user requests. It is annotated with the @Controller annotation.

A controller class contains the business logic of the application. Based on the client request, a controller populates the model which is shown to the user as a view.

### What is the function of @Controller annotation?

The @Controller annotation is used at class level. It marks the class as a controller class and tells the Spring framework that this class will handle user requests.

### What is the difference between @Controller and @RestController annotations?

Web applications and REST APIs differ in their return types with the former returning a view comprising of HTML, CSS and JavaScript while the later returning JSON or XML data.

The @Controller annotation populates the model map and returns a view name that is sent to the view resolver. The @RestController annotation returns an object which is written to HTTP response as JSON or XML.

The @RestController annotation is a combination of @Controller and @ResponseBody annotations. To return JSON or XML in a web application, we need to use the @ResponseBody annotation explicitly with the @Controller annotation.

### What is the function of @RequestMapping annotation?

When the @RequestMapping annotation is used at class level, it acts as a parent mapping which maps the URL of an incoming request.

When it is used on method level, it maps the URL as well as the HTTP request method.

### When using @RequestMapping annotation, can multiple paths map to the same controller method?

Usually, the @RequestMapping annotation is used to map a single path to a controller method but this is not a rule. Multiple mappings can be specified in the value attribute as can be seen from the following example:

@RequestMapping(value = { "/hello", "/hi" })  
@ResponseBody  
public String multipleMapping() {  
    return "Hello World!";  
}

Both **/hello** and **/hi** are mapped to the multipleMapping method which returns a String response.

### When using @RequestMapping annotation, can the same HTTP request be mapped to multiple controller methods?

We can have multiple methods in the controller with the same request mapping as long as the request method is different. In the following example, **/userForm** is mapped to both the showForm and processForm methods. One method is for GET request while the other is for POST request.

@RequestMapping(value = "/userForm")  
public String showForm() {  
    return "user-form";  
}  
  
@RequestMapping(value = "/userForm", method = RequestMethod.POST)  
public String processForm() {  
    return "user-confirmation";  
}

When @RequestMapping annotation is used without the method attribute, it defaults to HTTP GET request.

### When using @RequestMapping annotation, can multiple HTTP request methods map to the same controller method?

Yes, it is possible to map different HTTP request methods to the same controller method. The method attribute accepts multiple values. In the following example, both PUT and POST requests to **/userForm** are mapped to the addUser method.

@RequestMapping(value = "/userForm",   
                method = {RequestMethod.PUT, RequestMethod.POST})  
public String addUser() {  
    return "user-confirmation";  
}

### What is an ambiguous mapping error?

When Spring finds more than one controller methods having the same URL mapping, HTTP request method, parameters, headers and media type, it throws the ambiguous mapping error because it cannot choose which controller method to map the incoming request to. Changing anything from the above mentioned list to differentiate the controller methods will resolve this error.

### What is the function of @ResponseBody annotation?

The value returned by a controller method is resolved to a view name. However, if we want to write directly to the response body, we use the @ResponseBody annotation to tell Spring that instead of resolving the return value as a view name, it should be displayed to the client as a String.

The following method resolves “hello-world” as a view name and displays the page by this name to the user.

@RequestMapping(value = "/hello")  
public String welcome() {  
    return "hello-world";  
}

When the @ResponseBody annotation is used on the same method, “hello-world” is displayed as the response.

@RequestMapping(value = "/hello")  
@ResponseBody  
public String welcome() {  
    return "hello-world";  
}

### What are the shortcut annotations for HTTP request methods?

The @RequestMapping annotation can be used with the method attribute to specify the HTTP request method. Spring also provides shortcut annotations for five HTTP request types which are as follows:

* @GetMapping
* @PostMapping
* @PutMapping
* @PatchMapping
* @DeleteMapping

The purpose of these annotations is to make the code short and readable. Behind the scene, all these annotations are resolved to the @RequestMapping annotation with the respective HTTP method attribute. The example below shows the same request mapping in two different ways.

@RequestMapping(value = "/userForm", method = RequestMethod.POST)  
//OR  
@PostMapping((value = "/userForm")

### What is the isELIgnored attribute and what is its default value?

The isELIgnored attribute is used to disable the evaluation of scriptlets. The default value of this attribute is true for JSP 1.2. For JSP 2.0 and above, the default value is false.